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## Introduction

## Tutorials and Topics in Max

This manual provides astep-by-step courseon how to program with M ax and a collection of discussions of certain topics uniqueto programming with $M$ ax. This manual is a step-by-step course designed to teach you all about M ax , beginning with the simplest concepts and building upon those concepts as you learn new ones. The course is primarily for new $M$ ax users who don't have prior programming experience, but even if you have someknowledge of programming, the Tutorial is a good way to learn Max .

Thetutorials are designed to be read in order. Each Tutorial is accompanied by a sampleM ax program (document) in the M ax Tutorial folder. Thedocument is a working illustration of the concepts in the chapter text-it lets you seeM ax in action and try things yourself. Wefeel this handson approach is a more efficient way to learn about M ax than just reading the manual by itself.

By thetime you have completed thetutorials, you will have a good understanding of M ax and its capabilities, and will probably also have many ideas for your own M ax applications.

As you read each tutorial, you can open the corresponding Max document in theM ax Tutorial folder. Some of thetutorials taketheform of "quizzes" so you can be sure you understand the material before proceeding. At the end of each Tutorial are suggestions- labeled See Also - of other sections of the M ax documentation you can investigate in order to learn more.

There are a number of chapters which follow thetutorialsthat contain discussions on issues of programming - data structures, loops, encapsulation, debugging, graphics, making standalone applications, etc. - and explain specifically how those issues arehandled in M ax.

If you arenew to Max , we suggest you begin by reading theSetup and 0 verview sections of the Getting Started manual, then trying afew of theTutorials. You can also learn by looking at thehelp files in themax-help folder, and by browsing theM ax Object Thesaurusin the $M$ ax Reference $M$ anual. The sample patches show some of the things others have done with M ax.

## Manual Conventions

The central building block of Max is theobject. Names of objects arealways displayed in bold type, like this.
$M$ essages (the arguments that are passed to and from objects) aredisplayed in plain type, like this.
In theSee Also sections, anything in regular type is a referenceto a section of either this manual or the Referencemanual.

## MIDI Equipment

The first few tutorials in this manual do not deal with M IDI directly, but simply teach you about some of theelements of M ax. Later tutorials do involveM IDI quite extensively, though, and in the

## Introduction

sample programs we make certain assumptions about what M IDI equipment you are using and how it is connected to the computer. In order to benefit the most from the Tutorial, keep in mind these assumptions:

1. You areusing aa 61-key velocity-sensitive keyboard with pitch bend and modulation wheels and a polyphonic synthesizer or sampler. Your keyboard should ideally be set to send on MIDI channel 1, and the synthesizer set to receive in Omni On mode.
2. You haveconnected the MIDI Out of your MIDI keyboard to the M IDI In of your M IDI interface, and connected theM IDI Out of your interfaceto the M IDI In of your synthesizer or sampler.
3. For thepurpose of this Tutorial, your M IDI interfaceshould beconnected to themodem port or the primary U SB interface of your computer.

Even if your equipment doesn't exactly match that assumed by the Tutorial, try to emulatethe assumed setup as much as possible. You may want to read the user's manual of your synthesizer, to be sure you understand its M IDI capabilities.

TheTutorial patches are designed for a keyboard synth with local control on- onethat makes sounds when you play, without receiving any additional M IDI in - rather than for a keyboard controller with no built-in synth. If the keyboard and tone generator you areusing are separate, you should open the patch called thru in the M ax Tutorial folder, specify your input and output ports with thepop-up menus, and leaveit open as you run theTutorial patches. This will routethe M IDI output of your keyboard directly through M ax to your tonegenerator, emulating a keyboard synth.

Saying"H ello!"

## Open Tutorial 1

- If you have not already started up theM ax application, do so now by double-clicking on the M ax application icon.
- OnceM ax is launched, open the M IDI Setup window by choosingMidi Setup... from the FileM enu and assign theinput and output devices you want to use to port abbreviation a with a channel offset of 0 .

| 0 n | Input Device | Abbrev | Offset | Output Device | Abbrev | Offset |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| X | 'Port A' | a | 0 | 'Port A' | a | 0 |
| X | 'Port B' | b | 16 | 'Port B' | b | 16 |
| X | 'to Max/MSP 1' | c | 32 | 'from Max/MSP 1', | c | 32 |
| X | 'to Max/MSP 2' | d | 48 | 'from Max/MSP 2' | d | 48 |
|  | Auto Setup |  |  |  |  |  |

To open the sample program for each chapter of theTutorial, choose $\mathbf{O}$ pen... from theFilemenu and find the document in theM ax Tutorial folder with the same number as the chapter you are reading.

- Open thefilecalled 1 . Saying "Hello!"



## Objects and Messages

- Click in thebox marked Hello!. Notice what happens in theM ax window each time you click on Hello!.

Thebasic operation of a patcher program issimple. Different types of boxes, called objects, send messages to each other through patch cords.

This program contains two different objects:
The box containing the word print is a print object. A print object prints whatever message it receives in the $M$ ax window.

Theword Hello! is a message contained in a message box, which can contain anything that can be typed. Often a message will contain numbers.

Different kinds of objects have different numbers of inlets and outlets. Themessage box always has oneinlet and oneoutlet.


Inlets are always at the top, indicated by blackened areas at the top of an object. O utlets are always at the bottom of an object.

The print object has no outlet- its output is always just printed in the M ax window. Usually, an object will haveboth inlets and outlets; it receives messages, performs sometask, then sends out messages. The print object just prints whatever it receives.

The message box is connected to theprint object by means of a patch cord. Just like components of a stereo system, theoutlet of one object is connected to the inlet of another object. You can't connect an inlet to another inlet, or an outlet to another outlet.

The program operates as follows:

1. When you click on themessage box object, themessage Hello! is sent out the message box's outlet and through the patch cord.
2. Themessage reaches the inlet of the print object, which prints the message print:Hello! in the Max window.

## Locking and Unlocking a Patcher Window

A Patcher window can bein one of two states: locked or unlocked. W hen a Patcher window is locked, it is a program ready to run, and you can operatethepatcher by clicking on objects(such as sliders) that do things. When it is unlocked, you can edit the patcher by moving objects around, creating new ones, and connecting objects together.

Thelock/unlock state of thewindow is indicated by the presenceof thepatcher paletteat thetop of the window. If you see the palette, then the window is unlocked.

There are several other ways you can lock or unlock a patcher.

- ChooseEdit from theView menu, or typeCommand-E on M acintosh or Control-E on Windows.
- Command-click on M acintosh or Control-click on Windows on the "whitespace" in the Patcher window.
- On M acintosh, there is a transparent rectangular pill on the right side of the window that can be used for toggling between locked and unlocked state.

- Using one of these methods, unlock thePatcher window. You should beable to seethepalette. You can now modify the program.

Thefirst two items in the palette are theobject box and themessage box.


## Modifying the Patch

Now we'll produce a program that prints"Good-bye!"

- Click on theobject box in the palette. Thecursor turnsinto an object icon. Click insidethe Patcher window, near the bottom-right corner. A list of pre-defined M ax objects called the New O bject List will appear. (If the list does not appear, it's because New O bject List is not checked in the Options menu. You can bring up the O bject List by Option-clicking the empty
object box on M acintosh or Alt-clicking theempty object box in Windows. Or, if you want the list to always appear, check New Object List in the Optionsmenu.)

| All Objects | !- |
| :---: | :---: |
| Control | !-* |
| Data | !/ |
| Devices | $!/^{*}$ |
| Graphics | != |
| Interaction | ! ${ }^{*}$ |
| Librarians | \% |
| Lists | $\%^{*}$ |
| Math | 8 |
| Messages | 88 |
| MIDI | * |
| MSP Analysis | $*^{*}$ |
| MSP Delays | + |
| MSP FFT | +* |
| MSP Filters | - |
| MSP Functions | -* |
| MSP Generators | 7 |
|  |  |

- Scroll down through theright-hand column of the New Object List until you seeprint, click on the word to select it, and typethe Return or Enter keys on M acintosh or theEnter key on W indows. Alternatively, you could just typethe first few letters of the word "print" until it is selected in thelist.

N ote: If you want to typein the nameof an object without using theN ew Object List, typethe Delete(Backspace) key or click anywhereoutsidetheN ew Object List and it will go away. You can also hold down theO ption key on M acintosh or theAlt key on W indows as you placethe object box in thewindow if you want to temporarily toggletheNew Object List option on or off.

- You now have an object box with the word print in it. Typethe Enter key on M acintosh or the Shift and Enter keys on W indows, or click anywhere else in thewindow (outsidethat object box), and a print object is created with an inlet at the top.


## print

- Next, click on themessage box icon in the palette, and click just above your print object, to place a new message object in the window. TypeGood-bye! into your message object.

Good-bye!

To connect the message object to theprint object, drag from theoutlet of themessage object to any place insidetheprint object:

Saying "Hello!"

- Position thecursor on the outlet of your message box. When the cursor is over an outlet, the outlet expands. Click on the expanded outlet and drag until thecursor is inside your print object and you seetheinlet of the print object expand. Then release the mouse button. This will create a patch cord connection between thetwo objects.


Note: If you areunable to connect a patch cord according to themethod described in the preceding paragraph, it's probably because Segmented Patch Cords is checked in the Optionsmenu. For themoment, that option should be unchecked.

If your message object and your print object arenot perfectly aligned vertically, the patch cord will appear jagged. This has no effect on thefunctioning of the patch. However, if you're a fastidious person and want to clean up the appearance of your patch, select both objects just as you'd select multipleiconsin theFinder (by Shift-clicking on each of them or by dragging across both of them with the mouse). Then choose Align from the O bject menu.

You can also move objects by dragging them to the desired location. Objects and patch cords can beremoved entirely by clicking on them to select them, then pressing theD elete key on M acintosh or the Backspace key on W indows or choosing Cut or Clear from the Edit menu.

- TypeCommand-E on M acintosh or Control-E on Windows to lock the Patcher window. Your program is now ready to run. Click on themessage box containing Good-bye! and you should seeprint: Good-bye! in the M ax window.


## Summary

When a Patcher window is unlocked, it isin Edit mode, and can bemodified. When the window is locked, the program is ready to run. You can also run the program by holding down theCommand key on M acintosh or Control key on Windows and clicking in the Patcher window.

A message is sent through a patch cord from the outlet of oneobject to the inlet of another. A message box contains any message you typeinto it. W hen you click on a message box, it sends its message out the outlet. A print object prints in the $M$ ax window whatever message it receives in its inlet.

## See Also

```
message
print
Objects
Send any message
Print any message in theM ax window
Creating a new object in thePatcher window
```

Thebang message

## The bang Message

Program 1


Program 2


Program 3


- This program is actually three separate printing programs. Click on thebutton icons in each program and notice what gets printed in the M ax window.

Thefirst thing to observeis that two of theprint objects havenames: $x$ and $y$. Sincethere can be any number of print objects in a Patcher window, you will often want to make it clear which one is actually printing a message. You do this by putting a name after the word print in the box. W hen there's no name, the message is preceded by print:, as in Program 1. W hen there is a name, it precedes the message, as in Programs 2 and 3.

The second important new thing in this window is the button object. It appears as a separate item in the palette, and is really very much like a message box that contains the messagebang.


You see, bang is a magic word in M ax. It's a special messagethat means, "D o it!", which causes an object to do whatever it's supposed to do. For example, a message box sends out the message it contains in response to a bang or a mouse click.

- In Program 1, you can click on the"Gotcha!" message box to print it, or you can click on the button, which sends a bang message to the inlet of the message box. The effect is equivalent, sincein either case the message box is "triggered" and sendsout the message it contains.
- Program 2 not only proves that thebutton quiteliterally sends the message bang; it also proves that bang has no special effect on the print object. That's becausethe print object doesn't try to understand the message it receives. Its only purpose in life is to print out what arrives in its inlet.
- Program 3 is sort of a puzzler. Clicking on either button produces a printout of y:bang.

When you click on the upper button, which button actually supplies the message to the print object?

Theanswer is the lower button.
Theupper button sends a bang message to the lower button. Thelower button interprets the bang messageas"D o it!", and performs its expected function, which is to send abang message. The print object simply prints out what it receives.

## Summary

bang is a special triggering message that causes an object to perform itstask. Thebutton object's task is to send out the message bang, thus triggering other objects.

## See Also

button Flash on any message, send a bang

About numbers

## int, float, and list



We have seen that a message can consist of text, and that some words have a special meaning to certain objects, such as the word bang. Commonly, a message will consist of oneor more numbers.

M ax distinguishes integer numbers from decimal numbers (with a fractional part). Integer numbers are stored in M ax in a datatype called int, and decimal numbers are stored in a datatype called float.

M ost of the time you won't really need to worry about this distinction in how numbers arestored, because $M$ ax will take care of it for you, and will even convert an int into a float or vice versa if it needs to (for instance, if a float is received by an object that expects to receive an int). The main thing you need to know is that when a float is converted to an int, its fractional part is not rounded off, but istruncated. (Thefractional part is just chopped off.) For example, thenumber 6.799999 does not become7, it becomes 6 .

A message can also consist of several numbers, separated by spaces, which are all sent together. This is known as a list.A list can consist of both ints and floats. You'll encounter lists in later chapters of the Tutorial.

## Number box

If you want to show a number in a Patcher window, use a number box. There are two number box icons available in the object palette, one for showing ints and one for showing floats.


A number received in theinlet of a number box is displayed and passed on out theoutlet. Thisis an effective object to use as a"wiretap" to see what isthe most recent number to have passed through a patch cord.

- Click on the different message boxes, and notice what is displayed, either in thenumber box objects or in the M ax window.

Notice a couple of important differences between printing messages with a print object, and displaying them with a number box.

1. The print object will print any message it receives, regardless of the content of themessage. The number box, on the other hand, can display only one number at a time. If it receives a list, it displays (and passes on) only thefirst number in the list. If it receives an arbitrary text message, it does nothing except complain that it doesn't understand that message.
2. A number box can show only an int or a float. If an int number box receives a float, it converts thenumber to int, and vice versa.

The number box has other features not described here. This patch does show one of its most common uses, though - to display the number that has most recently passed through a patch cord. You will learn morein theNumber box Tutorial.

## Summary

A M ax message can consist of a singlenumber, of typeint (for integers) or float ( for decimals). M any numbers used in M ax (such as M IDI data and millisecond time values) areints. A message can also consist of a space-separated list of numbers, which are all sent together in onemessage.

A number box shows the most recent number it has received, and passes that number on out the outlet. A number box is either of typeint or float, and will convert numbers to that type.

## See Also

number box
Display and output a number

## Using metro

## Object Names and Arguments



In this chapter, we introduce a new object called metro, which functions as a metronome. You will notice that we havetyped in a number after the word metro in theobject box. This is the number of milliseconds between ticks of the metronome.

The number after the word metro is called an argument. We have al ready seen arguments used to give names to print objects. A rgumentstypically give objects information necessary to do their job.


Someobjects requiretyped-in arguments in order to function. M orecommonly, an argument is optional, to supply somestarting value, as in the case of metro wherethe argument determines the initial speed of the metronome. When metro is started, it sends out a bang message every $n$ milliseconds (wheren is the argument) until the metronome is stopped. If no argument is typed in, metro has a default value of 5 , and sends out a bang every 5 milliseconds.

The metro object has two inlets. A message received in the left inlet can start or stop the metronome. The metronome will start when it receives any non-zero number in its left inlet, and it will stop when it receives a 0 . Alternatively, you can send it a bang message to start, and stop to stop. A number received in theright inlet will changethenumber of milliseconds between bang outputs that was initially set by the argument.

- Try turning the metro objects on and off, and watch what is printed in the $M$ ax window.
- Try sending different numbers to the right inlet of metro, and notice the change in the speed with which messages areprinted. The speed can bechanged while the metronome is running, but the change does not take effect until thenext bang is sent out.

Because it sends out the messagebang, metro is a useful object for triggering other objects repeatedly at a specific speed.

## Summary

After you typea nameinto an object box, you can supply additional information by typing in arguments after the object name. A rguments are usually optional, but someobjects have obligatory arguments. If optional arguments are not typed in, M ax usually supplies adefault value.

A metro sends out bang messages repeatedly at regular intervals of time, until it is stopped. The number of milliseconds between bang messages is specified by the argument or by a number received in theright inlet.

## See Also

metro
Outputbang, at regular intervals

# Tutorial 5 

## toggle and comment

## toggle



Thetoggle object is thebox with an X in it in theobject palette. It functions as an indicator or a switch between two states: zero and non-zero.


- Click on the different messageboxes containing numbers, and notice what happens to thetoggle and thenumber box.

The toggle object can receive a number or a bang in its inlet. If the number is non-zero, toggle will show an $X$ and send out the number. If the number is 0 , thebox will beblank and 0 is sent out the outlet. Thetoggle expects to receive an int, so when it receives a float it converts it to int. That is why the number 0.9 is understood as 0 by toggle.

Thetoggle alternately sends out the values 1 and 0 each timeit isclicked with themouseor receives a bang in its inlet. W hen it receives a bang or a mouse click, it reverses its state and sends out the new value. Thisdistinction between zero and non-zero is M ax's way of turning things on and off, or distinguishing between true and false.

- Thus, you can useatoggle as an on/off switch. In our example, themetro object can beturned on and off by clicking on the toggle. Try it. This works because metro starts when it receives a non-zero number (like 1 ) and stops when it receives a 0.


## comment

The dotted box in the palette, to theright of the message box, is a comment.


A comment has no effect on the functioning of a program. It'ssimply a way of putting text into a Patcher window. The main reasonsto add a comment are:

1. To label objects in the patch, such as"on/off switch".
2. To give instructions to theuser, such as "Click here".
3. To explain the way a program works, or how a particular item in a program functions. This is not only helpful to the user of the program, but is also very helpful to you, the programmer. You'd beamazed how quickly you can forget how your own program works. Get in the habit of adding many explanatory comments as you build programs.

A comment box (or almost any other object) can be resized by dragging on the grow bar in the lower-right corner of the box.


- You can also changethesize of thetext in a comment (or any other object). Click on thecomment box to selectit, then chooseadifferent font or sizefrom the Font menu. Try changing the font characteristics and the size of the comment that says "This is a comment."

When you specify font characteristics with no objects selected, you set the characteristics for any new objects you subsequently create in the active window. When you specify font characteristics with the M ax window in the foreground, you set the characteristicsfor all new Patchers you subsequently create. M ax stores thesefont characteristics in the M ax Preferences file, and recalls them each time you use M ax.

## Summary

A toggle can beused to generatethenumbers 1 and 0 , for turning other objects (such as metro) on and off. It can also beused as an indicator of numbers passing through it, telling whether the most recent number was zero or non-zero (although any floats passing through will be converted to int.) A comment doesn't do anything, but is useful for putting text in a Patcher window.

## See Also

| comment | Put explanatory notes or labelsin a patch |
| :--- | :--- |
| led | Display on/off status, in color |
| togedge | Report a changein zero/non-zero values |
| toggle | Switch between on and off (1 and 0) |
| ubutton | Transparent button, sends abang |

# Tutorial 6 <br> Test 1-Printing 

## Make a Printing Program

Here is an exerciseto make sure that you understand what has been explained so far.

- Create a patcher program which, when turned on, prints the phrase...
test: 1
... in the M ax window every two seconds until it is turned off. Includea way of turning the program on and off.

The answer has been hidden in theright side of the Patcher window. Scroll to the right or enlarge thePatcher window to seethe answer.

Right-to-left order

## Message Order



This lesson illustrates that messages in Max are always sent in right-to-left order. And, if a message triggers another object, that object will send its message(s) before anything else is done. K nowing these two principles can help you figure out exactly how a patcher program is operating.

For example:

- Click on the button marked A. Thebang message is first sent to the message box containing the number 60 , that message is sent to the print object, and $A: 60$ is printed in the $M$ ax window. Then thebang message is sent to themessage box containing the number 50 , that message is sent to the print object, and $\mathrm{A}: 50$ is printed in the M ax window. Finally, thebang is sent to the message box containing the number 40, that message is sent to the print object, and A: 40 is printed in the $M$ ax window.

This illustrates the right-to-left order in which bang messages aresent from the outlet of button to other objects, and also illustrates that the order of messages continues down the lineuntil no more objects are triggered (in this case, until the print object does its job), then goes back to the next patch cord coming out of the button, and the next bang is sent.

## bangbang

The bangbang object sends a bang out each of its outlets when it receives any message. The number of outlets is specified by thetyped-in argument. Theorder in which the messages are sent out the outlets is still right-to-left: the rightmost outlet sends first and the leftmost outlet sends last.

- Click on the button marked "B", and you will see that when an object (such as bangbang) has morethan one outlet, messages are sent out the outlets in right-to-left order.

W hen multiplepatch cords are connected to a singleoutlet, as in examplesA and C, messages are sent to the receiving objects in order of their right-to-left position, but when a singleobject has morethan one outlet, as in examples B, D, and E, messages are sent out the outlets in right-to-left order, regardless of the destination.

## trigger

The trigger object is very similar to bangbang, but deals with numbers as well as bang messages. Instead of a single argument telling how many outlets there are, the number of outlets a trigger object has depends on how many arguments aretyped in. Each argument in atrigger specifies what the output of an outlet will be: i for int, f for float, b for bang, or I for list ( not shown in the example).

- Click on themessage box 90 , marked C. The print objects receive the number in right-to-left order, depending on their position.
- Click on themessage box 90 marked D. Each outlet of thetrigger has been assigned to send an int, so the number 90 will be sent out each outlet, in order from right-to-left.
- Click on themessage box 90 marked E. In this example, each outlet has been assigned to send something different. The right outlet sends an int, the middleoutlet sendsa float, and the left outlet sends a bang.

Note: The names of bangbang and trigger can be shortened to $\mathbf{b}$ and $\mathbf{t}$ ( as in exampleE). M ax will still understand theseobject names.

## Summary

An object with multiple outlets sends messages out its outlets in order from right-to-left. W hen multiple patch cords are connected to a single outlet, the messages are sent in right-to-left order, depending on the position of the receiving objects. (If the receiving objects are perfectly aligned vertically, the order is bottom-to-top.) When the bangbang object receives any message, it sends a bang out each outlet. W hen trigger receives a number, a list, or a bang, it converts the message into thetype assigned to each outlet before sending it out.

## See Also

| bangbang | Send a bang to many places, in order |
| :--- | :--- |
| buddy | Synchronize arriving numbers, output them together |
| fswap | Reverse the sequential order of two decimal numbers |
| swap | Reverse the sequential order of two numbers |
| trigger | Send a number to many places, in order |

## Arithmetic Operators


left inlet triggers number in right the calculation inlet is stored

numbers are converted unless there is an arguto int before calcualtion ment with a decimal point


M ax has an object for each of the basic arithmetic operations, plus a modulo operator (which gives the remainder when two integers are divided).

We call these objects operators- and the numbersthey operate upon are called operands. Each operator object expects oneoperand in its right inlet (which it stores) and then theother in its left inlet (which triggersthe calculation and theoutput). An initial valuefor theright operand can be typed in as an argument. In the upper-left example, you seeboth methods. Beaware, however, that assoon as a different number is received in theright inlet, it will bestored in place of the initial value, even though that initial value continues to show as the argument.

## Left Inlet Triggers the Object

Note that just connecting to an object's inlet does not perform any calculation. You have to trigger the calculation by sending a number (or bang) into theleft inlet. The vast majority of objects are triggered by input received in the left inlet. Input received in theother inlets is usually stored for later use.

- In the upper examples, click on themessage boxes above theoperators.

Notice that the number coming in theright inlet has to be received beforethenumber in the left inlet is received. That is because the message received in the left inlet triggers the calculation with the most recently received numbers. If you haven't supplied a number as a typed-in argument (and
no number has been received in theright inlet), 0 is the default argument for the,$+ \cdot$, and * objects, and 1 is the default for / and $\%$.

## Int or Float Output

You may havenoticed that the/ object sends out 8 as the result of $25 \div 3$. That's becausetheoutput is an int, and is truncated beforebeing sent out.

All the arithmetic operators send out an int as the result, unless they have atyped-in argument that contains a decimal point, in which case they are converted to float.


The two division programs at the bottom-right corner of the Patcher window demonstrate converting from onetypeto another. Thefirst program removes the decimal part of any float numbers it receives. It performs the operation $12 \div 2$ and outputs a result of 6 . The second program divides the numbers 12.75 and 2.5 as floats and gives a full float output, because its typed-in argument contains a decimal point.

If you want an operator always to do float arithmetic operations, givetheobject an initial argument of a number with a decimal point, and then send the numbers you want it to use in through the left and right inlets.

## bang Message in Left Inlet

The program in the bottom-left corner illustrates a couple of other features of operators.

- First, send the number 4 to the left inlet of the + object by clicking on the message containing 4. Theobject performs the calculation $4+5$ and outputs the result, 9 .
- Next, send the number 10 to theright inlet. The number 5 is replaced by thenumber 10 , but no output is sent. O nly the left inlet triggers output.
- Now click on thebutton to send a bang to +.W hat happens? Thebang causes + to "Do It!" - in this case, to do the calculation with the numbers it has most recently received.



## List in Left Inlet

Both operands can be sent to an operator together, as a list received in the left inlet. Theoperator will function exactly as if it had received the second number in the right inlet and the first number in the left inlet. The numbers are stored, the calculation is performed, and the result is sent out.

- Click on themessage box containing 320 to see the effect of sending a list to the left inlet.

- Then send the number 4 to the left inlet, and you will see that the number 20 has been stored just as if it had been received in the right inlet.

This demonstrates that when you send a list of numbers to an object with morethan one inlet, the numbers are generally distributed to the object's inlets, one number per inlet. You will see other examples of this in future chapters.

## Summary

M athematical calculations are performed by arithmetic operator objects: $+,-, *, l$, and $\%$. Theoperands are received in the two inlets, but only theleft inlet triggers output. A bang or a list in the left inlet can also trigger output. Theoperators send out an int, unless they have afloat argument, in which casethey send out a float.

M ost objects in Max aretriggered by input received in theleft inlet. A list can bereceived in the left inlet, supplying values to morethan oneinlet at the sametime.

Arithmetic operators areessential for any algorithm involving numerical calculation. Their use will be shown in future programs.

## See Also

expr
Tutorial 38
Evaluate a mathematical expression expr and if

## Onscreen Controller



Clicking on a message box is one way of sending a number through a patch cord. A nother object, the slider, lets you send any of a whole range of numbers by dragging with the mouse.

Theslider object looks likethis in the palette...


When it isplaced in thePatcher window it resembles aslider on a mixing console. D ragging on the slider sends out numbers as the mouse is moved.

- Click and drag on thefirst slider in the Patcher window, and seethe output in thenumber box.

When you create a new slider, its output ranges from 0 to 127. You can changetheSlider Range by selecting the slider (when the Patcher window is unlocked) and choosing Get Info... from the Object menu. The slider automatically resizes itself to accommodate the specified range.

The Get Info dialog box (also called the Inspector) hastwo other values you can set: aM ultiplier, by which all numbers will be multiplied beforebeing sent out, and an Offset, which will beadded to the number, after multiplication.


- Thesecond slider in the Patcher window has a range of 99 (from 0 to 98 ), but beforea number is sent out it is multiplied by 50 , then has 100 added to it. 50 , when theslider is in the lowest position, it will output ( $0 * 50$ ) +100 , which equals 100 . When theslider is in thetop position, it will output $(98 * 50)+100$, which is 5000 .

M any objects let you set options likethis with the Inspector.

## Graphic Display of Numerical Values

In addition to responding to the mouse, the slider will moveto whatever number it receives in its inlet.T This makesit useful for graphically displaying the numbers passing through it. TheM ultiplier and the Offset are also applied to numbers received in the inlet, 50 theslider can actually change values as they pass through.

- Click on themessage boxes containing numbers, above the middleslider objects.

Notice that both slider objects move to display the value they have received, but the number that each onesends is different. Theslider on the left has an 0 ffset of 0 and aM ultiplier of 1 , 50 it doesn't change the number it receives, but the other slider multiplies the incoming number by 2 and adds 1 to it.

Notice also that the numbers that are received and sent out can exceed the specified range of the slider, and that a float gets converted to int.

## Other Inputs

A slider can receive other messages in its inlet. When it receives bang, it sends out whatever number it currently is displaying (with theM ultiplier and Offset effects). Theword set, followed by a number, sets the value of theslider without sending any output. Theword size, followed by a number, changes the Range of the slider to that number.

## Summary

A slider lets you output a continuous stream of numbers within a specified range by dragging on it with the mouse. It will also show and send out numbers received in its inlet, making it useful for graphically displaying the numbers passing through it.

By choosing Get Info... from the Object menu, you can changethe Slider Range, and can also specify a M ultiplier, by which all numbers will be multiplied before being sent out, and an Offset, which will be added to the number, after multiplication.

## See Also

| hslider | Output numbers by moving a slider onscreen |
| :--- | :--- |
| kslider | Output numbersfrom a keyboard onscreen |
| rslider | Display the range between two values |
| slider | Output numbers by moving a slider |
| uslider | Output numbers by moving aslider onscreen |
| Tutorial 14 | Slidersand dials |

Number boxes

## Onscreen Controller



In the previous chapter we saw that a slider graphically displays the numbers passing through it, and can also send out numbers when you drag on it with the mouse. Thenumber box has these same capabilities.

- Try dragging on thenumber box at thetop of the Patcher window, and you will seethat it can beused as an onscreen controller much liketheslider.

Unliketheslider, thenumber box can havean unlimited range. You can produce virtually any number with the number box if you keep dragging.

## Type In Numbers

You can also typenumbers into a number box from the computer'skeyboard.

- Click on thenumber box at the top of the screen, without dragging. N oticethat thetrianglein the left edge of the number box becomes highlighted, showing that it has been selected.

- Typethe number 64 on the computer's keyboard. Thenumber will befollowed by an ellipsis, indicating that the number has not yet been sent out the outlet.
- When you have finished typing in the number, you can send it out the outlet with any one of three actions: typethe Return or Enter keys on M acintosh or the Enter key on Windows, type the Enter key on M acintosh or theShift and Enter keys on Windows, or click anywherein the Patcher window outside of the number box.
- While a number box is selected in a locked Patcher, you can also raise and lower the number in it by pressing the up and down arrow keys. H olding down one of these arrow keys moves the number up or down continuously, just as if you weredragging on thenumber box with the mouse.

You can see that thenumber box is useful both for displaying the numbers received in theinlet ( as in the case of the number box below the slider), and for allowing you to send numbers by typing them in or dragging with themouse. The second patch shows thenumber box in both uses- for sending numbers to the + object, and for displaying the result.

- Send a number to the right inlet of the+ object, either by dragging on the number box or by clicking on it and typing in a number. Remember, we want to send a number to the right inlet first, because the left inlet is the one that triggers the addition.
- Now send a number to the left inlet of the+ object, and you will seethe result of the addition in the bottom number box.


## Number box Range

You can set many characteristics of a number box-how it functions and how it looks- by selecting a number box and choosing Get Info... from the $O$ bject menu to display the number box Inspector.


Inspector for a number box
W hen you create a new number box, it has an unlimited range. You can limit the range by typing a number into the $M$ inimum and $M$ aximum boxes in the Inspector.

- Unlock thePatcher window, select the number box located above the slider, then choose Get Info... from the 0 bject menu.
- Click on the checkboxes for NoM in and NoM ax to disablethem. Typethenumber 0 into the M inimum box, and typethe number 127 into theM aximum box. (You can movefrom onebox to the other by typing the Tab key.) Click OK, then re-lock thePatcher window.
- N ow when you drag on thenumber box, it will not exceed the range of 0 to 127.

TheM inimum and $M$ aximum settings of a number box limit the range of numbers that can be sent out by dragging on it or by typing in a number, and also limit the range of numberspassing through it. Incoming numbers that exceed the specified $M$ inimum and $M$ aximum will bechanged to stay within thelimits.

## Display Options

The Inspector has check boxes for toggling on and off various features. Some of the options affect the way the number box functions, whileothers only affect the way it looks.

The D raw Triangleoption is already checked, so that the triangle in the left edge of thenumber box will makeit visually distinct from the message box. Also, thetriangle shows when a number box has been clicked on, by becoming highlighted. The presenceor absenceof thetrianglehas no effect on the way the object functions, but it lets you changethe appearance.


D raw in Bold displays the number in bold typeface. Theseaesthetic options can beused to emphasizecertain number box objects, or to show the user of your program which ones to drag on.


TheD isplay pop-up menu lets you select theformat of the displayed data. (Theseoptions are availableonly in theint number box.)


Although we won't be using theseoptions in thetutorial, the I nspector will also let you assign colors to both the numbers and the box they arein, or to makethe box transparent. You can also choose fonts and font sizes for numbers from the Font menu.

## 00

Note: Numbers entered by typing into a number box must betyped in the same format as that in which the number is being displayed.

## Mouse Options

Normally the number box sends out a continuous stream of numbers as it is being dragged upon with the mouse. TheO utput only on M ouse-Up option causes thenumber box to send out only the last number, the number that is showing when the mouse button is released. This lets you seethe numbers as you drag, but only send out the single number that you choose.

W hen Can't Change is checked, numbers cannot beentered by dragging or typing. This is useful when you want a number box to befor display only, without being an onscreen controller.

Thethird patch shows some of these options in use. The patch isfor converting decimal numbers to their hexadecimal or note name equivalents, or vice versa.

- Drag on the top number box, and you will see the numbers displayed in different formats.


## Summary

The number box can be used to display numbers passing through it, and/or as an onscreen controller for sending out numbers. Numbers can be sent out by dragging on thenumber box with the mouse, or by clicking on thenumber box and then typing in a number (or pressing the up or down arrow keys).

The range of numbers a number box can send out can be specified by choosing Get Info... from the O bject menu. With theInspector you can also changehow the numbers aredisplayed, and how the number box responds to the mouse.

## See Also

| number box | Display and output a number |
| :--- | :--- |
| Tutorial 3 | About numbers |

## Tutorial 11

## Test 2- Temperature conversion

## Using Arithmetic Operators

To be sure you understand how to use arithmetic operators and thenumber box, try this exercise:

1. M akea patch that converts a temperature expressed in degrees Fahrenheit into one expressed in degrees Celsius. Use a number box to enter theFahrenheit temperature, send the number to arithmetic operator objects to convert it, and use another number box to display the result as a Celsiustemperature.

## Hints

Theformula for converting Fahrenheit to Celsiusis:

$$
{ }^{\circ} \mathrm{C}=\left({ }^{\circ} \mathrm{F}-32\right) * 5 / 9
$$

(The* isthe multiplication operator.) You will first want to subtract 32 from the Fahrenheit temperature, then multiply the result by 5 , then dividethat result by 9 .

## Using Sliders

Here is a second exercise, a bit more difficult than the first one.
2. Make a patch that converts a temperature expressed in degreesCelsius into one expressed in degrees Fahrenheit. Limit thetemperatures between thefreezing point and the boiling point.

In addition to using number box objects to show thetemperatures, useslider objects as"thermometers" to show thetemperatures graphically.

Sincethe Offset and M ultiplier features of the slider objects can do addition and multiplication, try using these features to do some of the arithmetic work. Use as few arithmetic operator objects as possible.

## Hints

Theformula for converting Celsiusto Fahrenheit is:

$$
{ }^{\circ} \mathrm{F}=\left({ }^{\circ} \mathrm{F} * 9 / 5\right)+32
$$

You will first want to multiply theCelsius temperatureby 9 , then dividethe result by 5, then add 32 to that result.

In degrees Celsius, 0 is the freezing point and 100 is the boiling point. In degrees Fahrenheit, 32 is the freezing point and 212 is the boiling point.

- Use the M inimum and $M$ aximum features of the number box to limit the input (Celsius temperature) between 0 and 100.

- Set theSlider Rangeof the slider which is depicting your Celsius"thermometer" to 101 so that it will display values from 0 to 100 . (You can use theM ultiplier feature of this slider to multiply theCelsiustemperature by 9.)

- Usea/ object to divide theCelsius temperature by 5. Then usetheOffset feature of the slider that's depicting your Fahrenheit"thermometer" to add 32, and you will have the result. (Set theSlider Rangeto 181 so that it will rangefrom 32 to 212.


Your objects will be connected something likethis:


Scroll thePatcher window to the right to see solutions to these two exercises. Although temperature conversion is not a very useful musical function, these exercises exemplify how to solvea mathematical problem using operator objects.

In the subsequent chapters you will use theseoperators to manipulateM IDI data.

## Summary

A rithmetic operators can belinked together to form a complete mathematical expression. The order in which theobjects arelinked is important for performing each operation in the proper order.

## Tutorial 11

In some instances, the 0 ffset and M ultiplier features of the slider object can be used to perform an arithmetic operation.

## Tutorial 12

## Sending and receiving M IDI notes

## Verify your MIDI Setup

Now that you've gotten a feel for how applications are constructed by connecting objects, we'll begin using M IDI datain our patches so that theexamples have a more direct musical application.

M akesurethat your M IDI equipment is connected properly. If you have any doubts, review the section of the Getting Started manual titled Setup, and review the first page of the Tutorial 1 for a discussion of MIDI equipment and connections.

## MIDI Objects

Thereare many objects for transmitting and receiving data to and from your M IDI equipment. Objects that receiveM IDI messages from your synth don't receivethat data in through their inlet. Their MIDI input comes directly from the virtual MIDI ports (seethePortschapter in the Getting Started manual) rather than from other M ax objects. O bjectsthat transmit M IDI messages have no outlets, since they transmit their messages out from Max .

The most basic M IDI objects aremidiin and midiout, which receive and transmit raw M IDI data byte-by-byte, without analyzing the M IDI messages at all. M ore commonly, though, you will use more specialized M IDI objects, which filter the raw M IDI data coming into M ax, and output only theinformation you need.

For example, thenotein object looks only for M IDI note messages, and when a notearrives, notein outputs the key number, the velocity, and the channel number. Similarly, thebendin object looks
only for incoming pitch bend messages, and sends out the amount of pitch bend and the channel number.


## The notein and noteout Objects

For the moment we will concern ourselves only with M IDI notedata- receiving information about notes played on the synth, and transmitting messages to play notes on the synth.

- Play a few notes on your synth. You should seethe note data in thenumber box objects.

If you don't see anything happen, re-check your connections.
For the purpose of thisTutorial, your M IDI interface should beconnected to your computer. If you have not already done so, you should use the MIDI Setup dialog to assign port a - with a channel offset of 0 - to the input and output devices you want to use for the Tutorial.

The letter argument to notein indicates the port in which it receives M IDI note messages. If no argument is present, it receives from all ports.

- Play a few notes and hold thekeys down for a moment before releasing them. You can seethat a message is sent for each note both when you press the key and when you release it. A note message with a velocity of 0 indicates a note-off.

The patch on the left is for playing in parallel octaves. Every note you play on the synth is received by the notein object. The pitch information is sent to a object which adds 12 to the pitch value. This, of course, raises the pitch by 12 semitones ( 1 octave). We've included extra number box objects so that you can seethe pitch values both as numbers and as MIDI notenames.

The velocity and channel information is passed on unchanged, and is reunited with the transposed pitch information in the noteout object. Thenew note, an octave higher than the one you played, and with the same velocity as you played, is sent back out to the synth by noteout.

## Message Order

Although the pitch, velocity, and channel information appear to come out of notein at the same time, the numbers come out in right-to-left order (channel, then velocity, then pitch) just like any other object.

Likemost objects, noteout is triggered by a message received in its left inlet- the pitch number. Thepitch is combined with whatever velocity and channel values were most recently received in the other inlets, and aM IDI message is sent out to thesynth.

This consistency of message ordering- outlets always send right-to-left, and objects aretriggered by the left inlet-allows different objects such as notein and noteout to communicate easily. Because the velocity and channel numbers come out of notein beforethepitch does, they arrive at noteout before the pitch does, keeping all the data properly synchronized.

## Receiving On One Channel

A notein object with no arguments, or with only a letter argument, receives incoming note messages on all channels. (This is known as omni modein MIDI terminology.) You can set notein to receive on only one channel by typing in a channel number argument. When there is a channel argument, notein has only two outlets- for pitch and velocity - becausethe channel number is al ready known. Both the port argument and the channel argument are optional.

- If your M IDI keyboard can transmit on different channels, set it to transmit on some channel other than 1 . Now when you play notes the notein on the left still receives them, but the notein on the right ignoresthem.


## Transmitting Note Messages

You don't necessarily need to play notes into Max to send notes out. You can transmit notes to the synth that areproduced within Max.

Oneway to do this is to send a list- consisting of pitch, velocity, and channel- to the left inlet of noteout. You may remember this use of lists with the arithmetic operator objectsin Tutorial 8.

- Click on the message boxes containing lists. One list sends a note-on, and theother sendsa note off (a note with a velocity of 0). It is necessary (or at least polite) to follow anote-on with a note off, otherwise the note will continueto play. Try this with a sustained sound on your synth.

The last patch demonstrates that you can type in an argument for the channel on which noteout will transmit. The channel inlet is still present, however, and you can changethe channel by sending in a new number.

Thepatch also shows that noteout combines pitches with whatever velocity was most recently received.

- Try sending different velocities to noteout. The velocity is just stored until a pitch number is received to trigger a M IDI notemessage.


## Summary

The notein object looksfor incoming M IDI notemessages, and outputs pitch, velocity, and channel data. You can type in a specific port letter as an argument, which causes notein to output only the note data received in that one port. You can also typein a specific channel number, causing notein to output only the note data received on that one channel.

W hen the noteout object receives a number in its left inlet, it uses that number as a pitch value, combines the pitch with a velocity and a channel number, and transmits a M IDI note message. The pitch, velocity, and channel can also be received together as alist in the left inlet.

## See Also

| notein | Output incoming M IDI note messages |
| :--- | :--- |
| noteout | Transmit M IDI note messages |

## Sending and receiving M IDI notes

## Note-On and Note-Off Messages

Oneof themain problems that you encounter when sending note messages to asynth from M ax is the need to follow every note-on message with a corresponding note-off message. For example, just sending a pitch and a velocity to noteout plays a note on the synth, but that note will not be turned off until you also send the same pitch with a velocity of 0 .


## makenote

M ax has objects that generate note-off messages, for turning off notes that have been sent to the synth. O nesuch object is makenote.

W hen makenote receives a number in its left inlet, it uses the number as a pitch value, combines that pitch with a velocity, and sends thenumbers out its two outlets. Then after a specified delay (or duration), makenote automatically sendsthe same pitch number, but with a velocity value of 0 .

Thesynth interprets a note- on message with a velocity of 0 as a note-off. So, when the output of makenote is sent to noteout, both a note-on and a note-off get transmitted to the synth.

Patch 1


Patch 2



- Drag on the slider marked pitch in Patch 1. Each number that comes out of theslider is combined with a velocity by makenote (in this case, the velocity is 127, specified in the first argument), and thepitch and velocity are sent to noteout.

50 milliseconds after each pitch is received (theduration specified in the second argument) makenote sends the same pitch out again, with a velocity of 0 . The result isthat every note has a duration of 50 ms .

The velocity and the duration can bechanged by numbers received in the middle and right inlets. The most recent values received in these inlets are used the next time a pitch is received in the left inlet.

- Try changing the velocity and duration by dragging on theslider objects, then play morenotes by dragging on the pitch slider. Thenotes now have the velocity and duration you specified.

Note: When no channel number has been specified to noteout, either as atyped-in argument or in the right inlet, it is set to channel 1 by default.

Patch 2 demonstrates that the pitch, velocity, and duration values can all be received in the left inlet as alist.

- Click on themessage box containing thenumber 60 . You can seethat it is combined with a velocity of 64 , then combined with a velocity of 0 after 250 milliseconds.
- Click on themessage box containing the list. Thepitch 72 is sent out with a velocity of 96 , and after 1.5 seconds it is sent out again with a velocity of 0 .
- Now click again on thenumber 60. You can seethat the velocity and duration values ( 96 and 1500) have been stored in makenote, and are applied to the pitch received in the left inlet.


## stripnote

The stripnote object is sort of like makenote in reverse. It receives a pitch and a velocity in its inlet, and passes them on only if the velocity is not 0 . In this way, it filters out note-off messages, and passes only note-on messages.

This isuseful if you want to get data only when a key on your keyboard is pressed down, but not when the key is released. For example, you might want to use a pitch valuefrom the keyboard to send a number to someobject in M ax , but you wouldn't want to receivethenumber both from the key being pressed and from the key being released.

## flush

Theflush object is another object for generating note-off messages. Unlike makenote, however, it does not generatethem automatically after a certain duration. Instead, flush keepstrack of the notes that have passed through it. W hen it receives a bang in its left inlet it provides note-offs for any notes that have not yet been turned off.

Both flush and stripnote receive velocity values in the right inlet and pitch values in the left inlet, and pass the sametype of values out the outlets. They are triggered by a pitch value received in the left inlet, and use the velocity value that was most recently received in the right inlet. Both objects can also receive the pitch and velocity values together as a list in the left inlet.

- Play a few notes on your MIDI keyboard. You can seethat stripnote passes only the note-on messages and suppresses the note-offs. The note-ons get passed through flush, and are received by the print objects. (A flush object will also pass on any note-offs it receives, but in this case stripnote has filtered them out.)
- Now click on thebutton to send a bang to the left inlet of flush. Theflush object keeps track of all the note-ons it has received that have not been followed by note-offs, and when abang is received, flush provides note-offs for thoseheld notes.

The advantage of sending pitch and velocity pairs through flush beforesending them to noteout is that flush has no noticeable effect until it receives a bang, then it turns off any notes that arestill on. This is useful for turning off stuck notes.

## Summary

A MIDI note-on message transmitted by noteout should befollowed by a corresponding note-off message, so that the note played by the synthesizer gets turned off.

The makenote object combines pitch values with velocity values, to be sent to noteout. A fter a certain duration, the samepitch is sent with a velocity of 0 , to turn off thenote. Thestripnote object is theopposite of makenote. It filters out note-off messages (pitch-velocity pairs in which the velocity is 0 ), and passes on only note-on messages (messages with a non-zero velocity).

The flush object keeps track of the notes that have passed through it, and when it receives abang it sends out a note-off for any notes which arestill on.

## See Also

| flush | Providenote-offsfor held notes |
| :--- | :--- |
| makenote | Generate a note-off message following each note-on |
| poly | Allocatenotes to different voices |
| stripnote | Filter out note-off messages, pass only note-on messages |
| sustain | Hold note-off messages, output them on command |

# Tutorial 14 

## Sliders and dials

## Diverse Onscreen Controllers

In this tutorial, we'll introduce someobjects that function similarly to theslider, but differ somewhat in appearance and behavior.


## kslider

Patch No. 1 is similar to the patch in the previous chapter. It allows you to play notes with the mouse. H owever, this patch uses a keyboard slider, kslider.

- Try playing notes by clicking and/or dragging on thekslider. It has been set to output numbers from 36 to 96 (M IDI notesC1 to C6) out its left outlet. The numbers arethen sent to the left inlet of makenote, wherethey are paired with a velocity (from theright outlet of kslider), and the notes are sent to noteout.
- When you drag along the lower half of kslider, it outputs only the numbers associated with the white keys. W hen you drag along the upper half, it plays both white and black keys.
- The velocity that is sent out the right outlet depends on how high the mouse is placed on the key you are playing.

The Range and Offset of the notes displayed by kslider can bechanged by choosing Get Info... from the O bject menu. The O ffset is the valuethat will be output by clicking on the lowest note of the kslider, and is specified as aM IDI notename. Thedefault isCl (36). If you want an offset of 0 , set it to C -2. TheR ange is specified as the number of octaves you want the kslider to have. The Inspector also lets you select one of two sizes for kslider, Large or Small.

Range and 0 ffset refer only to thenumbers di splayed by kslider, or sent out its outlet by clicking and dragging with the mouse. Numbers received in the inlet of kslider are unaffected by theO ffset, and are passed through unchanged.

## Playing Parallel Chords

Suppose you wanted ksliderto play parallel major triads. H ow would you go about it?
In addition to sending thenumbers directly to the left inlet of makenote, you can also send them to two different + objects. One + object can add 4 to thenumber (raising the pitch a major third), and theother can add 7 (raising the pitch a perfect fifth). Thesetransposed pitches arethen sent to makenote, along with theoriginal pitch.

- Try it yourself. Unlock the Patcher window and createtwo new + objects just above makenote. Then connect the outlet of thenumber box to the inlets of the + objects, and connect the outlets of the + objects to the left inlet of makenote.

- Now lock the Patcher window and click on a note of thekslider to hear theresults. You can also try changing the numbers you add with the + objects, to create other types of triads.


## dial, hslider, and uslider

In Patch 1 the velocity values are displayed by a slider object named uslider, and the durations are supplied by a dial. Patch 2 contains the horizontal slider, hslider.


Various sliders and dials in the palette
There are a few important differences between these objects and theslider and number box objects seen in previous chapters.

1. Theslider and thenumber box send out numbers when you drag them with the mouse. You can drag on the other sliders and dials, but you can also changethem with a single mouse click.

- Click on the sliders and dials, and notice how they jump to thenew position and send out a number, even without dragging the mouse.

2. The slider and kslider objects resize themselves automatically depending on their range. The hslider and uslider can be shrunk or enlarged to virtually any size with thegrow bar, regardless of the range of numbers they send out. Thedial has only one possible size, regardless of its range.
3. Although the slider and kslider may have a limited range of numbers that can beoutput by dragging, they do not limit the range of numbers that can passthrough them. Thedial, hslider, number box, and uslider do limit the numbers received in their inlets. A ny incoming number that is less than 0 (or the specified minimum, in the case of number box), or that exceeds the specified range, will be automatically restricted within thoselimits.

The limiting feature can be put to use, as is shown in Patch 2. Let's analyze what the patch does.

## Analyzing Patch 2

- Play a scaleon your MIDI keyboard. Noticethat as you play you also hear ascale of short notes moving in the oppositedirection.

When you play notes on the synth, the pitch and velocity are sent through stripnote, which filters out all the note-off messages, passing only the note ons. Then 33 is subtracted from the velocity.


- Play somenotes very, very softly so that your key-down velocity is less than 33.

This resultsin negativenumbers coming out of the- (minus) object. Thehslider limitsthenumbers it receives in its inlet, 50 that none of them is less than 0 , and thehslider object's 0 ffset of 1 ensures that all velocities are at least 1. The reduced velocity finally arrives in the middleinlet of makenote and is stored there.

Next, the pitch value comes out of stripnote, and has 127 subtracted from it. This means that pitches, which usually range from 0 up to 127 , will rangefrom - 127 up to 0 . If you havea 61 -note keyboard, your pitches rangefrom 36 up to 96 , and subtracting 127 from them causes them to rangefrom - 91 up to - 31 .

This number is then sent to an abs object, which sends out the absolute (non-negative) value of whatever number it receives. So now, instead of your pitches ranging from - 91 up to -31 , they rangefrom 91 down to 31. A syou play higher on the keyboard, the numbers being sent to makenote become lower, and vice versa.

The inverted pitches are paired with the reduced velocity in makenote, and the notes are sent out, then areturned off after 100 milliseconds ( $1 / 10$ of a second).

## Summary

Thehslider and uslider objects are similar to slider, but can bemade any size. kslider is a keyboardlikeslider, the Range of which isspecified as a number of octaves. You can perform both chromatic glissandi and diatonic glissandi (white-keys only) on kslider.

The dial, hslider, and uslider objects all limit the numbers they receive in their inlet. Numbers that exceed the range of thesesliders are set to the minimum or maximum value of the slider. Unlike slider, these other sliders respond to a single mouse click, without dragging.

The abs object sends out the absolute value of whatever number it receives in its inlet. Thelimiting sliders and abs represent two different ways to avoid negative numbers. (Other objects that can serve this purpose are maximum and split.)

## See Also

| abs | Output the absolute value of the input |
| :--- | :--- |
| dial | Output numbers by moving a dial onscreen |
| hslider | Output numbers by moving a slider onscreen |
| kslider | Output numbers from a keyboard onscreen |
| split | Look for a range of numbers |
| uslider | Output numbers by moving a slider onscreen |

## M aking decisions with comparisons

## Relational Operators

O ne of the most basic things a computer program does is perform somekind of a test, then make a decision based on the result of that test. Thetest is usually somekind of comparison, such as see ing if two numbers are equal. The answer to this test can be used to determine what the computer does next.

Numbers are compared using relational operators which characterizethe relationship of onenumber to another with such terms as is less than, is greater than, is equal to, etc. M ax has several relational operator objects, for comparing one number to another:

| < means is less than | < means is less than or equal to | $==$ means is equal to |
| :--- | :--- | :--- |
| $>$ means is greater than | $>=$ means is greater than or equal to | $!=$ means is not equal to |

M ax's relational operator objects send out the number 1 if the statement istrue, and 0 if the statement isfalse. So, for example, to test thestatement 7 is greater than 4 , you would send the number 4 to the right inlet of a> object, then trigger the object by sending the number 7 in the left inlet. Sincethestatement 7 is greater than 4 is true, the objects sends out the number 1.


Theright operand can also be provided as an argument typed into theobject box.


- Drag on the number box at the top of Patch 1. Noticeespecially the output of each object as you pass by the number 5 .

The relational operators normally expect to receive ints in the inlets. Floats are converted to int beforethe comparison is made. Likethe arithmetic operators, however, the relational operators can comparefloats if there is a float argument typed in.

## select

The select object is a special relational operator. If the left operand is equal to the right operand, a bang is sent out the left outlet. Otherwise, the left operand is passed out the right outlet. The effect is that every number received in the left inlet gets passed on out the right outlet except the one select is looking for. W hen select receives thenumber it'slooking for, it sends a bang out the left outlet.

Patch 2 shows that the select object (whose name can be shortened to sel) can actually begiven several arguments, and each argument can bean int, a float or a symbol (i.e., a word). Theinput is converted to the proper type(int, float, or symbol) before being compared to each argument. Noticethat the right inlet is not present if thereis more than oneargument.


- Click on thedifferent messages. Noticethat if theinput matches one of thearguments, abang is sent out the outlet that corresponds to that argument. If there is no match, the input is passed out the right outlet.

When the input is an int (such as4) it isconverted to float beforebeing compared with afloat argument.A float input (such as 26.9 ) istruncated before being compared to an int argument.

## Combining Comparisons with the select object

The select object sends out a bang, which can beused to trigger other objects, and relational operators send out the numbers 1 and 0 , which can be used to toggle something on and off (such as a metro). So you can seethat comparisons can be used in a patch to decide when to trigger another object.

Patch 3 shows the use of sel to look for a certain pitch being played on your M IDI keyboard.


The pitch is first sent to an \% object, which divides it by 12 and sends out the remainder. Since the noteC always has a M IDI key number which is a multiple of 12 (such as $36,48,60$, etc.), the output of the $\% 12$ object will be0 whenever the noteC is played.

Each time the sel object receives the number 0 from \%, it sends a bang to the message boxes, which send the notes C2, G2, and E3 $(48,55$, and 64$)$ to noteout. These pitches are combined with the velocity of the noteC that is being played on the synth, so the chord has the same velocity and duration as the note being played.

In this example, we test to see if the pitch being played is equal to C . W hen this istrue, the chord is triggered.

## Combining Comparisons with "Or" or "And"

The object || means or. If either the left operator or the right operator is non-zero (true), || sends out the number 1 . If both operators are 0 , it sendsout 0 .

Theobject \&\& means and. If the left operator and theright operator areboth non-zero, \&\& sends out the number 1 . Otherwise, it sends out 0 .
$\|$ and $\& \&$ are used to combinetwo comparisons into a single statement, such as: a is greater than b AND cis greater than d.


Note that in the example above, the number 5 (a) must be sent last, so that all the other values will have arrived when \&\& is triggered.

Patch 4 issimilar to Patch 3, but it uses \| to look for two pitches instead of one. The patch says, if the pitch played is B OR it is D, then play thenotes G1 and F3. The effect, of course, is to accompany thenotes $B$ and $D$ with an incomplete dominant seventh chord.

- Play a melody in the key of $C$ on your synth. Patches 3 and 4 provide you with an annoyingly H aydnesqueaccompaniment.


## Using Comparisons to Toggle an Object On and Off

Patches 3 and 4 demonstratethat any number - and thus any key or combination of keys on the synth - can be used to trigger something in M ax . Similarly, the 1 and 0 sent out by relational operator objects can be used to turn an object such as metro on and off. Patch 5 demonstratesthis idea.


- Play the noteC6 (high C) on the synth. As soon as you releasethe key, Patch 5 begins playing the note repeatedly until the next time you play a note.

Thepatch is looking for the condition when the pitch is equal to 96 and the velocity is equal to 0 . W hen both conditions are true, $\& \&$ sends out 1, otherwise $\& \&$ sends out 0.0 bviously, the vast majority of note messages will cause \&\& to send out 0 . In order to avoid sending the number 0 to metro over and over unnecessarily, the output of \&\& is first sent to a change object. The purpose of change is to filter out repetitions of a number. The number received in theinlet is sent out the left outlet only if it is different from the preceding number.

W hen metro is turned on it sends the number 96 to makenote at the rate of 8 notes per second (onceevery 125 ms ).

## Summary

Relational operators- < $<====,!=,>=$, and $>-$ comparetwo numbers, and report the result of the comparison by outputting 1 or 0 . The $\& \&$ and $\|$ objects test whether their inputs are 0 or nonzero, making them useful for combining two comparisons into a singletest.

The select object (also known as sel) looks for certain numbers (or symbols). If the input matches what it is looking for, it sends a bang out one of its outlets. Otherwise, it passes the input out its right outlet.

The results of any of thesecomparisonscan beused by theprogram to makea decision whether to trigger other objects.

Thechange objects passes on a number received in its inlet, only if thenumber is different from the preceding one.

## See Also

| change <br> select | Filter out repetitions of a number |
| :--- | :--- |
| $<$ | Select certain inputs, pass the rest on |
| $<=$ | Is less than, comparison of two numbers |
| $==$ | Isless than or equal to, comparison of two numbers |
| $!=$ | Comparetwo numbers, output 1 if they are equal |
| $>=$ | Comparetwo numbers, output 1 if they arenot equal |
| $>$ | Isgreater than or equal to, comparison of two numbers |
|  | Is greater than, comparison of two numbers |

## Tutorial 16

## Introduction

Therearemany M IDI objects besides notein and noteout. Objects existfor receiving and transmitting any kind of MIDI message. In this chapter, we introduce a few of these objects: bendin and bendout for pitchbend messages, pgmin and pgmout for program change messages, and ctlin and ctlout for continuous controller messages.

Likenotein and noteout, these other objects can begiven optional arguments to specify the port and MIDI channel on which they will operate. When a channel number is specified as an argument in a M IDI receiving object, the outlet for sending the channel number disappears.


## bendin and bendout

bendin receives data from the pitch bend wheel of your M IDI keyboard. The channel is sent out theright outlet, and thepitch bend data (theamount of pitch bend) is sent out the left outlet. Pitch bend data ranges from 0 to 127 , with 64 meaning no bend at all.

The first patch demonstrates how easily one kind of MIDI data can begiven adifferent meaning. In this case, the velocity of the notes played on the synth is sent to bendout to control the pitch bend.


- Play asinglenote repeatedly on the synth. Thepitch isbent upward when you play hard (when the velocity is greater than 64), and is bent downward when you play softly.

Noticetheway that sel is used to filter out note-off velocities. If this werenot done, the pitch would be bent down to 0 each time a key is released, which might be bothersome in some cases. (On the other hand, triggering pitch bends with note offs could be an interesting effect.)

## pgmin and pgmout

M IDI program change messages change the sound a synthesizer uses to play notes. A Imost all synths can receive program change messages, and many can send them as well.

Different synths havedifferent numbers of possible sounds, and havedifferent ways of numbering their sounds. Some synths start numbering sounds from 0 , while others start from 1 . Others use unique numbering systems, such as a letter-number combination simulating base-8 arithmetic, etc.

- Usethe dial in the second patch to send program changemessages to the synth.

- The dial sendsout numbers from 1 to 32. If this is not appropriate for your synth, you can changetheD ial Range and Offset. Unlock the Patcher window, select thedial, and choose Get Info... from the Object menu.


## ctlin and ctlout

A control change message containsthree vital items of information: the channel, the controller number, and the control data. The meaning of the data is dependent on the controller number. For example, controller number 1 is usually assigned to the modulation wheel, controller 7 to volume, etc.

Therefore, in addition to port and channel arguments, ctlin and ctlout can begiven a specific controller number as an argument, immediately after the port argument (if present). W hen a specific controller number is given as an argument to ctlin, the controller number outlet disappears. For more about the arguments and their default values, look under ctlin and ctlout in the M ax Reference $M$ anual.


## Reassigning Control Data

You can use a continuous M IDI controller to send a stream of numbers to M ax, then use those numbers in any way you like. In this patch, the data from themod wheel of the synth is used to send pitch values back to the synth.


- M ovethemodulation wheel on your M IDI keyboard, and you should hear notes play.

The speedlim object limits the speed with which numbers can pass through it. W hen speedlim receives a number, it sends thenumber out theoutlet, then waits a certain number of milliseconds before it will receive another number. Thenumber of milliseconds between numbers can bea typed-in argument and/or supplied in theright inlet.

## Channel Mode Messages

Controller numbers 122 to 127 are reserved for special MIDI commandsknown aschannel mode messages. Channel modemessages can be received and transmitted with ctlin and ctlout, just like any other control message.

Thelast patch shows an example of ctlout used to transmit a channel modemessage meaningAll Notes Off (controller number 123 with a value of 0). M any synths (but not all) recognizethis message and turn off all notes currently being played. For turning off notes within M ax, it's more reliableto use an object such as flush or poly.


The patch also demonstrates that ctlout (and theother transmitting objects) can receive values for all inlets in the form of alist in the left inlet. W hen there are no arguments, ctlout transmits on channel 1 out port a.

## Summary

Pitch bend messages are received and transmitted with bendin and bendout, program changes with pgmin and pgmout, and continuous control messages (and channel modemessages) with ctlin and ctlout.

M IDI data can be altered and reassigned in any way within Max.
A stream of numbers can be"slowed down" by filtering them with speedlim, which ignores some of the numbers if they arrivetoo fast. This is a good method of converting a continuous stream of numbers into regular, discretesteps.

## See Also

| bendin | Output incoming M IDI pitch bend values |
| :--- | :--- |
| bendout | Transmit M IDI pitch bend messages |
| ctlin | Output incoming M IDI control values |
| ctlout | Transmit M IDI control messages |
| pgmin | Output incoming M IDI program change values |
| pgmout | Transmit M IDI program change messages |
| speedlim | Limit the speed with which numbers can pass through |

Gates and switches

## Ggate

In Tutorial 15 we saw examples of how to use comparisons to make a decision whether to send a message. It is also possible for objects to make decisions about where to send a message.

The patch in the upper-left corner shows a graphical object, Ggate, for routing incoming messages out one outlet or the other. M essages received in the right inlet are sent out whichever outlet is pointed at by the arrow. The direction of the arrow can bechanged by clicking on Ggate with the mouse, sending a bang to the left inlet, or sending azero or non-zero number to the left inlet.


When the number in theleft inlet is 0 , the arrow points to theleft outlet. A non-zero number in the left inlet causes the arrow to point to the right outlet. In the example above, thetoggle has sent thenumber 1 to the left inlet of Ggate, causing the arrow to point to theright outlet. Consequently, any message received in the right inlet is passed out the right outlet.

- Try the various methods of changing the direction of thearrow, then drag on thenumber box to send numbers to the right inlet of Ggate.


## Gswitch

The second patch shows a similar object, Gswitch, which can open one of two inlets. W hichever inlet the arrow points to is theopen inlet, and messages received in that inlet are passed out the outlet. M essages received in the closed inlet are ignored. The leftmost inlet isthecontrol inlet, for switching thearrow back and forth. It functions likethe left inlet of Ggate.


- Click on thetwo message boxes to send messages to Gswitch. Only the message received in the open inlet is sent out theoutlet. Changethedirection of the arrow and try again.

Ggate and Gswitch will pass on any type of message— numbers, lists, and text.

## gate

The gate object is likeGgate, with a few important differences:

1. The number of outlets is determined by the argument to gate. A single outlet is opened when its number is received in the left inlet. All other outlets are closed.
2. When the number 0 is received in the left inlet, all outlets are closed.
3. A gate does not respond to a mouse click the way Ggate does.

- Send a number to theleft inlet of gate to open one of the outlets(or 0 to close all outlets), then send numbers to the right inlet.


You can see that gate can be used to route messagesto any of a number of destinations, just by specifying which outlet the messages are to be sent out.

## switch

The switch object opens one of several inlets to receive messages, and ignores messages received in the other inlets. The leftmost inlet is the control inlet, as with gate, and the remaining inlets can receive any messageto besent out the outlet if theinlet isopen. Thenumber of inlets- in addition to the control inlet-is specified by the argument. (Therecan be as many as 9.)

- Send a number to the leftmost inlet of switch to open one of theinlets (or 0 to close all inlets). Then send numbers to theother inlets, and you will seethat only the one inlet you specified is open.


Using switch, you can have messages coming into individual inlets from several different objects, but switch "listens to" only one of its inlets.

A ny type of message can be passed through gate or switch.

## Left Inlet Is Control Inlet

Unlike most objects- which aretriggered by a message received in the left inlet- gate, switch, Ggate, and Gswitch all use the left inlet as a control inlet, for telling which inlet or outlet is to be open. M essages received in theother inlet(s) arethen sent out the appropriate outlet.

## route

O neother valuabletraffic controller is route, sort of a cross between sel and gate. W hen route receives a message in its inlet, it compares thefirst item in the messageto each of its arguments. If it finds a match, it sendsthe rest of the message out the corresponding outlet. If there is no match, the entire message is sent out the rightmost outlet. route is especially useful when it is sent a list ( several items separated by spaces).

- Click on the different message boxes and observe what is printed in the M ax window.


The number of outlets route has depends on how many arguments aretyped in. Each argument is an identifier for an outlet, and an additional outlet on the right sends out any messages not matched by route.

Like select, route looks only for certain inputs, and if there is no match it passes the message on unchanged. Oneimportant differencebetween select and route is that when select receives a match for oneof its arguments, it sends a bang out thecorresponding outlet. W hen route receives a match, it sends out the rest of the message. (Unless thereis no rest of the message, in which case it sends out bang.)

## Summary

The gate and Ggate objects receive messages in their right inlet, and send the messages out only one of their outlets, depending on which outlet has been specified asopen. The switch and Gswitch
objects receive messages in only one of their inlets, depending on which inlet has been specified as open.

Theroute object tries to match the first item of each incoming messageto one of its arguments. If a match is found, route sends the rest of the message out the appropriate outlet (if there is no "rest of message", route sends a bang to the appropriate outlet). If there is no match, the entire message is sent out the rightmost outlet.

Routing objects can beused to filter messages coming from many different objects- passing on only those messages which arrivein a particular inlet- or they can beused to send incoming messages to one of many destinations.

## See Also

| gate | Pass the input out a specific outlet |
| :--- | :--- |
| Ggate | Pass the input out one of two outlets |
| Gswitch | Receive the input in one of two inlets |
| route | Selectively pass the input out a specific outlet |
| switch | Receive the input in a specific inlet |

## Test 3-Comparisons and decisions

## Comparisons and Decisions

You can write a patch that examines the notes being played on your M IDI keyboard, and makes a decision about what to do, based on the noteinformation. Here is an exercise to test your understanding of the use of comparisons to makedecisions.

- Makea patch that receives the notes being played on your M IDI keyboard and, if the note is M iddleC (MIDI note60) or higher, plays the notes an octave lower and an octavehigher than the played pitch.


## Hints

A comparison is needed to find out if the pitch being played isgreater than or equal to 60.
Based on that comparison, a decision is madeto play or not to play thenotes an octavelower (12 semitones less) and an octavehigher ( 12 semitones more) than theoriginal pitch.

If the original pitch is less than 60, nothing needs to bedone, but if the pitch is greater than or equal to 60 , two new pitches need to begenerated. Theoriginal pitch must have 12 subtracted from it to get the lower pitch, and it must have 12 added to it to get thehigher pitch.

Thenew pitches must be combined with a velocity (perhaps the velocity of theoriginal played note) to send note-on and note-off messages to the synth.

- Scroll the Patcher window to the right to seetwo possible solutions to the problem.


## Solution 1

Both solutions use the relational operator $>=$ to find out if the played pitch is greater than or equal to 60. Each solution uses the result of that comparison in slightly different ways.


In Solution 1, a successful comparison results in a decision to trigger the numbers-12 and 12. The pitch is stored in the right inlet of a + object before the comparison is made. Then, if the pitch is greater than or equal to 60, the> = object sends out 1, causing the sel object to trigger the messages -12 and 12. These two numbers are added to the original pitch, and the sums are sent to noteout, wherethey are combined with the velocity of the played note, triggering note messages to the synth. This process occurs both for note-ons and note-offs, so the transposed pitches are successfully played and turned off.

In Solution 2, a successful comparison opens a gate, letting the pitch through, so that only pitches greater than or equal to 60 will be passed on.


The placement of the> = object is of utmost importance. Because it is to theright of the gate object, it receives the pitch first, and either opens or shuts the gate beforethe pitch arrives at the gate.

When a pitch is let through, it has 12 subtracted from it in oneobject, and has 12 added to it in another object. The results are sent to noteout as pitches, wherethey arecombined with theoriginal played velocity (both for note-ons and note-offs).

Note: The notein and noteout objects in Solution 2 are set to receive and transmit on M IDI channel 2 only so that a notefrom your M IDI keyboard won't causeboth patches to react.

## Summary

In this exercise, the comparison >= 60 was used to trigger messages in one case, and to open a gate in another case. Either method could beincorporated in a solution to the problem.

To perform a test and make a decision, ask yourself thesequestions:

1. What do I need to know to makethedecision?(W hat will betested?)
2. What action will betaken if thetest is successful (true)?
3. What action will betaken if the test is unsuccessful (false)?

## Tutorial 19

Screen aesthetics

## Segmented Patch Cords

So far we have been making patch cord connections with straight patch cords, by dragging from the outlet of one object to the inlet of another object. In complicated patches, though, it would be nice if we could bend patch cords around objects, to keep things from getting too messy.

W hen Segmented Patch Cordsischecked in theO ptionsmenu, patch cords can bemadeup of as many as 10 line segments, allowing them to bend around objects. Segmented patch cordsfunction no differently from straight patch cords, and they can often makea patch neater and more comprehensible.


Themethod of connecting objects is alittledifferent when the Segmented Patch Cordsoption is in effect. Instead of dragging from outlet to inlet, the method is to click on the outlet, then click at each of the points where you want the patch cord to bend, then click on the inlet of the receiving object.


The patch in the left part of thePatcher window shows how segmented patch cords can be used to give the patch a neater look, making it easier to understand how the patch functions.

Screen aesthetics

Of course, sometimes segmented patch cordscan make a patch less clear to the eye. In the following example, the user cannot be certain where the top-left number box is connected, without actually changing the number to see which of the lower three values changes, too:


Notethat you don't need to turn the Segmented Patch Cords option on in order to make patch cords that turn corners. Shift-clicking on an outlet will allow you to connect a patch cord in "segmented" mode.

## Hide On Lock

- Unlock the Patcher window. You will see several objects and patch cords that were not visible before.

W hen editing a patch, you can select objects and/or patch cords and chooseH ideOn Lock from the O bject menu. This sets thoseobjects to beinvisible when the Patcher window is locked. Show On Lock makes objects visible which were previously made invisible with Hide On Lock.

HideOn Lock is an invaluable feature for making patches with a good user interface. For example, in the patch in the right part of the Patcher window, there is no reason that the user needsto seethe pgmout object and the patch cords connecting thevarious objects. All that the user of your patch needs or wants to see is the dial, the label (comment), and the number being sent out by the dial.


TheHideOn Lock command lets you hideunsightly parts of a patch
Note: If you select a region of the Patcher window and hide several objects at once with HideOn Lock, theobjects will be hidden but the patch cords will still be visible. To hide patch cords, you must select them beforechoosing Hide On Lock. You can select patch cords by holding down the O ption key on M acintosh or theAlt key on Windows whiledragging a box around a group of objects. A Iternatively, choosing Select All from the Edit menu selects all boxes and patch cords, or you can just click on patch cords individually, using the shift key to select multiple objects.

Screen aesthetics

Graphical user interface objects (such as button, toggle, dial, etc.) that have been hidden with Hide On Lock do not respond to clicking and dragging with themouse.

## Paste Picture

Your completed patch can actually have any visual appearance you choose, because you can import pictures from other applications such as painting and drawing programs. Cut or Copy the picture from another application, then in Max, choosePaste Picturefrom the Edit menu to paste thepicture into a Patcher window.

For example, thedecorative border around thedial in this patch is actually just a frame drawn in a painting program. The dial was then placed on top of theframeto givetheillusion of a different kind of dial.


Similarly, thetwo buttons marked OFF and ON arenot actual Max objects. They arepictures that weredrawn in another program and pasted in with the Paste Picturecommand.

TheM ax icon was placed in the Patcher window by a different method; it is contained insidean fpic object. If you have designed a picture and saved it as a graphicsfile, fpic can load that external file into memory when thepatch is opened.


After you place thefpic object in the Patcher window, while it is still selected, choose Get Info... from the Object menu. Thefpic Inspector will appear. Click theChoose... button and a standard open file dialog appears. After you choose the desired graphics file, you can resizethefpic to display as much or as little of the picture as you want.

W hen you save the patch, fpic saves a reference to the graphics fileso that can will load that picture automatically the next timethe patch is opened. With this method, the graphic is not saved as part of the patch. If you are using the samegraphic in several patches, you can save memory and disk spaceby using fpic objects that all referencethesamefile. You must take care, of course, that thefile is located where M ax can find it. See the discussion of thefile search path in the $O$ verview section of theGetting Started manual.
(TheM ax icon in this particular patch doesn't do anything. It's just there to demonstrate thefpic object, which loads in a small graphics file containing a picture of the M ax icon.)

## Clicking on a Picture

- Lock the Patcher window and click on thepicture of a button marked ON . Themetro object is started, just as if you had clicked on thetoggle. Click on the picture of an OFF button to stop themetro.

Weknow that theOFF and ON buttonsare just pictures, so how do they turn themetro off and on?The pictures seem to respond to a mouse click because transparent buttons- ubutton objects- have been placed on top of them.


The ubutton object is a rectangular button that becomes invisiblewhen the Patcher window is locked. W hen you click down on a ubutton, it sends a bang out its second outlet and inverts the part of thescreen it covers. When the mouse button is released, ubutton sends a bang out its left outlet and becomestransparent again.

A ubutton can be placed over a picture or a comment (or over nothing, for that matter, if you just want an invisiblebutton) to makethat portion of the screen respond to a mouseclick. The pixelinverting feature of ubutton can also be used to highlight a spot on the screen. Look under ubutton in the M ax Reference M anual for details.

Theconnections between theubutton objects and thetoggle are hidden from sight with the Hide On Lock command.


## Coloring and Resizing Objects

In addition to adding color to your patches by pasting in pictures, you can set certain user interfaceobjects to a color other than gray by selecting them and choosing a color from theColor submenu of the O bject menu. Objects that can becolored in this way includebutton, dial, hslider, rslider, and uslider. (The color of theled object is set by selecting it and choosing Get Info... from the O bject menu.) If you have selected an object that cannot be colored, theColor submenu will bedisabled in the Object menu.

You can color thetop and bottom edges of an object box by using theC olor submenu of the Object menu.


M any objects allow you to changetheir colors with RGB values; this is normally doneusing the object's Inspector window. These patchers are opened when you choose Get Info... from the Object menu with a single object selected.

The size of objects can bealtered by dragging on thegrow bar in thebottom-right corner of the object. This lets you customize the look of the graphical objects in your Max patches.


## Summary

TheSegmented Patch Cords option lets you createpatch cordsthat bend around objects, making your patches easier to understand. You can also create segmented patch cords without this option turned on by shift-clicking on an outlet.

Objects and patch cords can behidden from the sight of the user with the HideOn Lock command, so that theuser sees only those things you want seen. Objects which havebeen hidden with HideOn Lock do not respond to clicking and dragging with the mouse.

Pictures can beimported from graphics applications and placed in a Patcher window with the Paste Picture command. A picture can beloaded from a graphics file on disk and displayed in a Patcher with the fpic object.

Graphical objects can beresized by dragging on thegrow bar in the bottom-right corner of the object box. The color of someobjects can bechanged by selecting them and choosing the Color command from the O bject menu. The appearance of a graphical object can also bealtered by pasting a picture around it to serve as a frame.

Thetransparent button object, ubutton, lets you make any portion of the screen respond to clicks from the mouse.

The combination of thesefeatures lets you design the screen to have almost any imaginable appearance and respond to the mouse in avariety of ways.

Screen aesthetics

## See Also

fpic
ubutton
Menus

Display a picturefrom a graphics file
Transparent button, sends a bang
Explanation of commands

## Tutorial 20

## Using the computer keyboard

## ASCII Objects

When you typeakey on your computer keyboard, a message is sent to the computer telling it which key you typed. M ax has objects for receiving and interpreting this information.

TheA merican Standard Codefor Information Interchange(ASCII) is the standard system of key numbering. Thekey object receives key down messages from the computer keyboard and sends theASCII number of the typed key out its left outlet. (Becausekey receives its input directly from the computer keyboard, it has no inlet.) TheASCII number can then be used in a patch just like any other number.

The keyup object is similar to key, but it sends out theACSII number of a key when it is released (when a key up message is received from the keyboard). Thenumkey object receivesASCII numbers from a key or keyup object, and deciphers them to determine if a number is being typed in on the keyboard. It reports the value of thenumber the user is entering.

## key

This example contains a single, rather complex patch. At the top of PartA is akey object. Every timeyou press a key on the computer keyboard, key sends theASCII number of that key out its left outlet. TheACSII number is sent to an object called split.

## split

The split object is a combination of relational operator and gate. It looks for a specific range of numbers. If the number received in the left inlet is within the specified range, it is sent out the left outlet. Otherwise it is sent out the right outlet.

The minimum and maximum values of asplit object's range can betyped in as arguments and/or they can be supplied in the middle and right inlets. In this case, ASCII numbers 120 through 122 ( keys $x, y, a n d z$ ) are sent out the left outlet, and all other numbers are sent out the right outlet.


## Using Key Commands to Control a gate

Let's see what happens when the keys $x, y$, and $z(120,121$, and 122) aretyped. First of all, 120 is subtracted from the eey number, resulting in the numbers 0,1 , and 2 . These numbers are used to control a gate. The letter x closes the gate, the letter y opens the left outlet, and the letter z opens the right outlet.


Pitch information from notein is passed through theopen outlet of thegate. So, if theletter y is typed, pitches are passed to the-12 object and aretransposed down an octave. If the letter $z$ is typed, the pitches are passed to the +12 object and aretransposed up an octave. If $x$ istyped, the gate is closed and no pitches are passed through.

Thetransposed pitches are combined with velocities in theflush object, and aresent to noteout.


- Typethedifferent key commands $x, y$, and $z$, and listen to the change in effect for each command when you play on your MIDI keyboard.


## Turning Off Transposed Notes

At first glance, theflush object may seem to be unnecessary in this patch. W hy can't the pitches be combined with velocities right in noteout?They can, but this would leaveopen the possibility that some note-off messages would not be received by the synth. Consider the following scenario.

Suppose you typethe letter y to transpose pitches down an octave. Then you play and hold down thenoteC3 (60) on your M IDI keyboard. This will cause the note48 to be sent to noteout. Before you releasethenote60 on your keyboard, you typez to transposepitches up an octave. Now when
you release the note60, a note-off for note 72 will be sent to the synth. The note 48 will not get turned off.

To solvethis potential problem, the notes are sent first to aflush object. Each time number is received in the left inlet of gate, a bang is also sent to flush to turn off any held notes. In this way, note-offs are always provided for any notes that are being held when the status of gate is changed.


W henever a gate control number is received, a bang is sent to flush
Of course, if you never play notes and give commands at the sametime, this precaution is unnecessary. As a general rule, though, whenever you are processing notes ( for example, transposing them) it's good to make sure that a note-on message is always followed by a corresponding noteoff message. Changing the transposition, closing a gate, etc. whilea note is being played can often causethis sort of problem.

## numkey

Part B of thepatch shows how numkey interprets numbers typed on the computer keyboard. ASCII values from the key object are sent to numkey (except for the keys $x, y$, and $z$, which numkey ignores anyway because they arenot numerical digit keys).


As digits aretyped, numkey sends the current number out its right outlet. TheD elete(Backspace) key can betyped to erasethelast digit entered. When you have typed in the complete number, you can type the Return or Enter keys on M acintosh or the Enter kay on W indows to send the number out the left outlet. In general, the right outlet is used for showing what number is being typed, and the left outlet is used for actually sending it.

- Try changing the sound on your synth by typing in the program number on the computer keyboard.

Using a combination of key and numkey to typein numbers is different from typing numbers directly into a number box, because you have to click on thenumber box beforetyping into it. The key and keyup objects receiveall typed keys, so thereis no need to select any object beforenumbers aretyped in via numkey.

## keyup

Typing a key on the computer's keyboard, just like playing a note on your M IDI keyboard, sends two messages to the computer - one when the key is pressed down, and another when the eey is released. The keyup objects sends theASCII number of any key that is released.

In Part C of the patch, we measurethetimethat a key is held down by measuring the time between arrival of a number sent by key and a number sent by keyup.

## timer

In Part C, we use sel objectsto look for specificASCII values. Both sel objectslook for thenumber 116 , which isthekeyt. (We choset as a mnemonic for tempo.) When t is pressed down abang is sent to the left inlet of atimer object. When thekey tis released a bang is sent to the right inlet of the timer.


The timer object outputs the number of milliseconds between abang received in its left inlet and a bang received in its right inlet.

Note: timer is an exception to the general rule of the left inlet being the one that triggers output. In this case, a bang in the left inlet startsthetiming process, but theright inlet is the one that causes the elapsed timeto be sent out.

## Using Duration to Set Tempo

This patch uses the duration that a key is held down to set the speed of a metronome. When the key tis released, a bang is sent to the right outlet of timer, which reports the timethat the key was held down. (We used the message from key to start the timer.)

Thetime is sent to the right inlet of metro, and is also divided by 2 and sent to theright inlet of makenote. In this way, the duration of the notes played will $\mathrm{be}^{1 / 2}$ the amount of time between notes, giving a staccato effect.

The release of thet key also starts the metro. Notice that the timer istriggered beforethe metro, so that the time values will arrive in metro and makenote before metro is started.


The metro sends the pitch 96 to makenote until the period key (.) is typed to stop themetro.

- Hold thet key down for various lengths of time and listen to the change in thetempo of the metro (and theduration of thenotes). Typetheperiod key (.) to stop themetro.


## Summary

Thekey object reportstheA SCII code of keystyped on thecomputer's keyboard. Thekeyup object reports theASCII code of keys when they arereleased. The numkey object interpretsA SCII received from key or keyup, and reports any numerical values being typed.

ASCII values from key or keyup can be used to send commands to a patch, opening a gate or triggering processes. A relational operator such as sel can beused to look for certain keys being typed.

The split object looks for numbers within a certain range. If an incoming number is within range, it is sent out the left outlet, otherwise it is sent out the right outlet.

Theelapsed time between any two events can be reported with timer. Thetimer is started by a bang received in its left inlet, and the elapsed time is sent out when abang is received in the right inlet.

## See Also

| key | Report keys typed on the computer's keyboard |
| :--- | :--- |
| keyup | Report keys released on the computer's keyboard |
| numkey | Interpret numbers typed on thecomputer's keyboard |
| split | Look for a range of numbers |
| timer | Report elapsed timebetween two events |

## Tutorial 21

## Storing numbers

## Variables

In traditional programming languages, variables are places in memory used by a program to store numbers so they can be recalled at a later time.
$M$ any objects in $M$ ax are capable of storing a number and recalling it later. For example, thenumber box will send out the number stored in it when it receives abang message.

In this tutorial, we'll useobjects that do nothing but store a number and send it out when abang is received in the left inlet. Theseobjects areint for storing integer numbers, and float for storing decimal numbers.

## int and float

When a number is received in the left inlet of an int or a float object, it isstored and sent out the outlet. Whenever a bang is received in the left inlet, the stored number is sent out again.

the number is stored and is aloo sent out

bang causes the stored number to be sent out
3.

the number is stored but nothing is sent out
4.

bang causes the stored number to be sent out

When a number is received in theright inlet, it is stored without triggering any output (replacing thepreviously stored value).

Theint and float objects both function in exactly the same way. Theonly differenceis the type of number they store. W hen a number with a decimal point (float) is received by an int object, the number is converted to an int before being stored, and vice versa.

An initial valueto bestored in int or float can betyped in as an argument. If there is no argument, theobjects initially store the number 0 .

## Using float

The patch in the left part of thePatcher window uses both int and float. Once we understand what the patch does, the need for theseobjects should beclear.

The combination of notein and stripnote should befamiliar to you. It's the easiest method of getting note-on data from a M IDI keyboard ( without getting note-off data).


The velocity is converted to three separate messages by thet (trigger) object: a float, a bang, and another float. The first float (from the right outlet of $t$ ) is sent to the right inlet of the/ object, where it is stored. Thebang then causes thefloat object to send out its stored number.


This triggers a series of calculations, finally resulting in a number being sent to the right inlets of makenote and metro. Then the last float ( from the left outlet of $t$ ) is stored in the float object.

W hat this means is that each time a new velocity is received, theprevious velocity is divided by the new velocity, then the new velocity is stored as the "previous" one. The result is the ratio of theold velocity to thenew velocity.

Note: The velocity could just as well bestored in an int object, but it is converted to float by the/ object in any case. Since the conversion from int to float has to occur somewhere, we madethe conversion with thet object.

Why do weneed to dividethetwo velocities as floats? Consider the possible cases. The range of possible ratios between two note-on velocities isfrom $1_{127}$ to ${ }^{127} 1_{1}$, (i.e., from 0.007874 to 127.0 ). W henever the previous velocity is less than thenew one, the ratio will be somefraction between 0 and 1 . But if we performed an integer division, the result would always be0 when the velocity is increasing.


Float division is needed to get the precise ratio between two velocities

The ratio is then multiplied by 250 (again the numbers are cal culated as floats, so that ratios less than 1 are not converted to 0 beforethemultiplication), and the result is used as the new note duration for makenote and thenew tempo for metro.

H owever, not all thenumbersweget this way are really suitableas musical values. Extremechanges in velocity result in very small or very largenumbers. The range of possible values in this calculation can beas small as 1.9685 (which will betruncated to 1 when it is converted to int) and as great as 31750 . So, we use split to limit the values between 40 milliseconds ( 25 notes per second) and 2000 milliseconds (onenote every 2 seconds). Numbers that exceed theselimits will beignored. The split object automatically converts the floats back to ints.

- Play a few notes on your M IDI keyboard, and observehow changes in velocity affect thenumbers being sent out of split. W hen the velocity is increasing, the numbers are less than 250. When the velocity is decreasing thenumbers aregreater than 250 . Extremechanges in velocity result in extremely large or small numbers, which areignored by split.


## Using int

W hat happens next in our patch?The velocity is sent to themiddle inlet of makenote, whereit is stored. Then the pitch valueisstored in theint object.

Well, so far we've seen that a lot of numbers get stored, calculated, and changed by playing on the synth, but nothing else happens... until weturn on the metro. Thebang messages from themetro trigger theint object, which sends out its number - whatever pitch was most recently played - to makenote. The speed of themetro is dependent on the changein velocity between successive notes played on the synth.

- Turn on themetro and play on your M IDI keyboard. Noticehow you can affect the speed, velocity, and duration of the repeated notes by changing the velocity with which you play.


## accum

A nother storage object, accum, performs internal additions and multiplications to changeits stored value.

Theleft inlet of accum functions just likethat of theint and float objects: a number received in the left inlet isstored and sent out theoutlet, and abang sends the stored number out again. H owever, the middle and right inlets of accum areused to add to the stored number or multiply the stored number, respectively. Thenumber is changed without anything being sent out the outlet.

the number is stored and is also sent out

3. 32
accum

the number is sdided to but nothing is sent out
4.

baing causes the stored number to be sent out

An initial value to bestored in accum can betyped in as an argument. If there is no argument, the object initially stores the number 0 . The value stored in accum is normally an int, but if the typedin argument contains a decimal point accum stores a float. Multiplication in accum is always done with floats, even if the stored number is an int.

## Using accum

The accum object is most useful for storing a value that you wish to change often by adding to it or multiplying it. For example, you may want to continually increment a number by adding some amount to it over and over. The second patch in thePatcher window shows an example of incrementing.

- Click on thetoggle to start the metro. Notice how the pitch, velocity, and duration values sent to makenote change continually. The amount of change is directly related to the numbers being added or multiplied in theaccum objects.

Each time the accum objects receive a bang from the metro, they send their stored values to makenote, and they also trigger message boxes which add somenumber back into the stored valueor multiply the stored valueby someamount. (Note: Until now we've usually triggered themessage box with a bang, but it can also betriggered with a number.)

The result is that the accum objects change their own stored value each time they receive abang.


These values would soon exceed reasonable ranges unless we place some kind of restriction on them. In this patch, numbers sent to makenote loop repeatedly through cycles of different lengths. Two methods of looping are shown.

The accum that sends durations to makenote (and temposto metro) starts at 1000, and multiplies itself by 0.9 every time it sends out a number. Eventually the number is reduced to beless than 40. W hen this happens, the message set 1000 is sent to the left inlet of accum, resetting its stored value.

Wehave al ready seen a set message used to set the value of a slider without triggering output. It has the same effect when sent to the left inlet of accum. Every timethevalue of the accum goes below 40, it is reset to 1000 and the cyclebegins again.

Thetempo of the metro is also set back to 1000 at the sametime, by sending a bang to the 1000 object. An object box that contains only a number is actually an int object (or a float object if the number contains a decimal point) with its initial value set to that number.

This shows the basic method of looping: change a value continually until some condition is met ( for example, until it exceeds some limit), then reset the value and begin again.

The values stored in theother two accum objects continue to increase without being reset, but the modulo operator \% limits the numbers so that they always cycle within alimited range. Using the \% object is another good way of looping.

## Loops Can Create Cyclical Patterns

Using loops in a program is a way of creating periodicities. In this patch, the parameters of duration, velocity, and pitch all have a different periodicity of recurrence, which makes the music seem to repeat itself while always changing slightly.


Actually, the duration changes according to a 32-note cycle, the velocity changes according to a 118 -note cycle, and the pitch changes according to a 37-notecycle. Thus, the entire pattern is repeated every 69,856 notes - about every 6 hours. Not a melody likely to get stuck in your head.

## Overdrive

M ax can get rather busy playing music, running metronomes, doing mathematical calculations and printing numbers on the screen. Checking Overdrive in the 0 ptions menu causes M ax to give priority to music-making tasks, and results in more accurate musical timing. If you hear improper delays on notes, or erratic performance, try enabling O verdrive.

## Summary

Integer numberscan be stored in an int object, and sent out later by triggering int with a bang in its left inlet. Numbers with a decimal point can besimilarly stored and recalled with afloat object. The accum object can store and recall either an int or a float value, and can add to or multiply the stored value without sending it out.

Floats are useful for calculations that involve numbers between 0 and 1, or for any calculation that requires additional precision.

The split object is useful for limiting numbers to a specific range. All numbers it receives that are within its specified range aresent out its left outlet. O therwise, they are sent out its right outlet.

Cycles of numbers can be produced by looping. A loop iscreated by continually changing a number, then resetting it when the number meets a certain condition. Theaccum object is well suited for such looping schemes.

## See Also

```
accum Store, add to, and multiply a number
float
int
Loops
Store a decimal number
Storean integer number
Using loops to perform repeated operations
```


## Delaying Numbers and bang messages

M essages normally pass through patch cords as fast as the computer can send them. H owever, you can also delay numbers, lists, or bang messages for a certain amount of time before sending them on their way. This is useful for creating a specific time lag between messages, or delaying notes to create echo effects.

The pipe object delays the numbers it receives for a certain amount of time before sending them on. The delay object (also called del) delays a bang for a certain amount of time before sending it on.

## pipe

- Drag on the number box at the top of Patch 1. Thenumbers are all delayed for 2000 milliseconds by the pipe object.


Each number is sent out the outlet a certain amount of time after it is received, so pipe can delay many numbers and send them out later in the samerhythm in which they were received. A number received in the right inlet sets the delay time, in milliseconds, to be applied to all numbers subsequently received in the left inlet. A clear message received in the left inlet erases any numbers currently being delayed in thepipe.

- Send somemorenumbers to theleft inlet of thepipe in Patch 1, then quickly click on the word clear. A ny numbers not yet passed through thepipe are forgotten.


## delay

- Click on thebutton at thetop of Patch 2. Thebang is delayed for 2000 milliseconds before being sent out the outlet of the delay object.


Unlikepipe, which can keep track of many numbers at a time, delay can keep track of only onebang at a time. If delay receives a new bang whileit's already delaying a bang, the old bang is lost and the new bang is delayed instead.

- Send many bang messages to delay in quick succession. Each bang received within 2 seconds of the previous oneerases the previous one, so only the last bang gets sent out the output.

A number received in the right inlet of delay setsthe delay time to beapplied to any bang subsequently received in the left inlet. A stop message received in the left inlet stops any bang currently being delayed.

- Send another bang to delay, then quickly click on the word stop. Thebang is not sent out.


## Delaying Groups of Numbers

A singlepipe object can actually delay several parallel streams of numbers— such as pitch, velocity, and channel information from notein - with a separate pair of inlets and outlets for each stream. To makea pipe with more than oneoutlet, type in onenumber argument for each stream of numbers you want to delay, plus an argument for the delay time. The last argument is always the delay time.


A rguments set initial value for each delay line. Last argument is the delay time.

As with most objects, it's the left inlet that triggers the pipe. W hen a number is received in the left inlet, it is delayed along with whatever number was most recently received in theother delay line inlets. If no number has been received in theother inlets, pipe uses the initial value named in the argument, as in the exampleabove. The numbers can also be received together as a list in the left inlet, with an additional number included at theend of the list to specify the delay time.

Patch 3 shows a pipe that delays three streams of numbers. The channel and velocity values from notein are received, and then the pitch valuetriggers the delay of all three numbers. The delay time can bechanged by sending a new number to theright inlet of pipe.


- Try playing on your M IDI keyboard using different delay times.


## random

Each time the random object receives a bang in its left inlet, it chooses a number at random and sends thenumber out theoutlet. Therange of numbers from which random choosesis determined by typing in an argument or by sending a number in theright inlet. Therandom values will always bebetween 0 and one less than the argument.


Different uses of random numbers will be seen in the course of the Tutorial.

## Using Delayed Triggers

In Patch 4 the metro triggers random to send out a random number between 0 and 60 once every 720 milliseconds. 36 is added to the number to bring it up into the range of a 61-key M IDI keyboard, and it isthen transmitted as a pitch to be played on the synth.

Thebang from metro is also sent to the del object, where it is delayed a certain time before being sent to random. A new randomly chosen number is then sent out, so actually two notes are played every 720 ms . Therhythm between thetwo notes depends on the delay time sent to the right inlet of del from thehslider.


- Turn on themetro and experiment with creating different rhythms by changing the delay time of the del object.


## Summary

A singlebang can bedelayed for a specific amount of time by the delay object, also called del. If a second bang is received whilethefirst bang is being delayed, thefirst bang isforgotten and the second bang is delayed.

Numbers or lists can be delayed by the pipe object. A pipe can delay a series of numbers, and output them later in the samerhythm in which they were received.

A pipe can also delay a list of numbers ( or numbers received together, such as pitch-velocity pairs) when arguments aretyped in to indicate how many numbers are to bedelayed.

The delay timeis specified in milliseconds, by a number received in theright inlet (or typed in as an argument).

Delays can beused to createecho effects or rhythms.
Each timethe random object receives a bang in its left inlet, it generates a random number between 0 and oneless than its argument and sends the number out its outlet.

## See Also

| delay | Delay a bang before passing it on |
| :--- | :--- |
| pipe | Delay numbers or lists |
| random | Output a random number |

## Tutorial 23

## Test 4-Imitating a performance

## Creating Imitation

In previous chapters you have seen how to transpose notes played on your M IDI keyboard, and how to delay notes. Try making a patch of your own that imitates what you play, starting on a different note.

1. M akea patch that imitates whatever you play, 3 seconds after you play it, transposed up a perfect fifth, and also imitates whatever you play 6 seconds later, transposed up an octave.

## Hints

The notes you play on your keyboard will have to besent to two different places. In one, the pitch will betransposed up by 7 semitones and all the notedata will be delayed by 3000 milliseconds. In theother, the pitch will betransposed up by 12 semitones and the note data will all be delayed by 6000 milliseconds.

Each imitation should use onepipe object to delay velocity and pitch data together.

- Page once to the right in the Patcher window to seethe solution to the problem, labeled Patch 1. Notethat theorder of the + object and thepipe object could be reversed; thetransposition could take placeafter the delay.


## Let the User Type In a New Delay Time

If that exercise was too easy for you, try this more difficult one.
2. In Patch 1 each imitation of the melody comes 3 secondslater than the previous one. M akea version of Patch 1 which lets the user typein a new delay time between imitations.

This presentstwo potential problems:

- What happens if the user types in a ridiculous delay timesuch as - 1000 or 3600000 ?
- What happens if the user types in a much shorter delay time while holding down a note, and the note-off gets delayed less than the note-on and is played before the note-on?

These problems represent the sort of extremeor unlikely cases you must takeinto consideration to protect against your program malfunctioning or producing unwanted results.

Dealing With Potential Problems
The problem of negative delay times is not serious because the pipe object will set any negative delay time it receives to 0 . The problem of extremely large delay times, on theother hand, can be moreserious.

If the delay time is very long and you are playing a lot of notes, the number of notes being stored could causepipe to run out of memory. This would cause somenotes to belost, and could conceivably even cause the computer to crash.

The way to deal with this problem is to limit the numbers the user types in as a delay time, and only send them to pipe if they are reasonable. Try usinga split object or hslider to limit thenumbers between 0 and 15000 .

The problem of note-offs being played before note-ons could occur if the user types in a much smaller delay time while holding down a noteon the synth. It would result in stuck notes on the synth.

Onesolution is to compareeach new delay timeto the previous one. If thenew one is smaller, send a note-off to pipe for any pitch being held down on the synth. This requires running the notes through a flush object before sending them to the pipe objects, and also requires comparing the delay times and sending a bang to theflush objects if a smaller delay time is typed in.

## Solution to Exercise 2

- Scroll thePatcher window all the way to the right to seePatch No. 2, a possible solution to the exercise.

Note:Wehave set Patch 2 to receivenotes only on M IDI channel 2 so that it will not play whileyou aretrying out Patch 1. To hear Patch 2, set your keyboard to transmit on M IDI channel 2.

Wehave used a combination of key and numkey to get the numbers typed on the computer's keyboard. Thetyped numbers are sent to split, and any numbers less than 0 or greater than 15000 will cause an error message to be printed in the M ax window.


Invalid numbers cause an error message to beprinted.

The typed delay time is first sent to the relational operator < to compareit with the current delay. If it is lessthan the current delay, a bang is sent to the flush objects, causing them to send out note-offs for any notes that may beheld down on your M IDI keyboard.

The new delay time is then sent to the right inlet of <, to be stored as the current delay time. It is also sent to the right inlet of the two pipe objects. Notethat it is doubled beforebeing sent to the pipe on the right, so that the right pipe will delay twice as long as the left pipe.


If thenew delay time is less than thecurrent one flush any held notes before changingthedelay time.

## Summary

Delay and transposition can becombined to createimitation.
Always consider unlikely possibilities. For example, whenever you ask the user to supply a value, check to make sure it is a valid value before using it. (You can print an error message when an invalid number is received, or you can just change it to some valid value.) W henever you are processing note data, make sure that note-ons are always followed by note-offs.

# Tutorial 24 

send and receive

## Sending Messages Without Patch Cords

It's possible to send any type of message without using a patch cord with the send and receive objects. A message in the inlet of a send object comes out the outlet of any receive object that has the same argument.

In this patch we have redone the imitating patch from the previous chapter using send and receive objects (also called $\mathbf{s}$ and $\mathbf{r}$ ).


- Play on your MIDI keyboard. Thenote data is sent to the receive objects (and robjects) that have the same name (argument) as the send object.

Thename argument of a send object is likea unique radio frequency, and any receive object with the samename is "tuned in" to that frequency. Any type of message can be sent with $s$ and $r$ : ints, floats, lists, symbols, etc.

## Communication Between Patcher Windows

The sand r objects have one particular advantage over patch cords, in that they can communicate even if the objects are not in the samePatcher window. This is a very valuable feature, enabling different patches to communicate with each other.You must take care when naming your send and receive objects, though, so you won't send a messageto another Patcher window unintentionally.

## value

The value object (also called v ) stores any message received in its inlet. The message is sent out when a bang is received. All value objects with the same argument share the same storage location in the computer's memory, so thenumber can be stored and recalled by any one of the objects.

W hen a new message is stored in one value object, all others that sharethe same name will also contain thenew message.


A messagestored in onelocation can berecalled in another location.

- Useone of thenumber box objects to storea number in the value object named share. Thenumber can be recalled from any of the value share objects by sending a bang to its inlet.

All value objects with the same name share the same value, even if they arelocated in different Patcher windows.

## Summary

A ny message received in the inlet of a send object comes out the outlet of all receive objects with the samename(argument), even if they are in different Patcher windows. This is valuablefor communicating between Patchers.

A message stored in a value object is shared by all value objects with the same name, even if they are in different Patcher windows. When a value object receives a bang in its inlet, it sends the message out the outlet (even if the message was received in another value object with the same name).

## See Also

| pv | Sharevariables specific to a patch and its subpatches |
| :--- | :--- |
| receive | Receivemessages, without patch cords |
| send | Send messages, without patch cords |
| value | Sharea stored message with other objects |

$M$ anaging messages

## Using the message box

So far wehave used themessage box to send a single message, triggering it either with a mouse click or with a bang, a number, or a list in its inlet. The message box has many additional features for constructing and changing messages, some of which are displayed in this patch.

## comma

If a message box contains a comma, messages are sent out one after another. In this way, messages can besent in rapid succession in responseto a singletrigger.


- Click on the two message boxes (marked A) in thebottom-left portion of the Patcher window. One message box contains a list of three numbers, 405980 . W hen makenote receives the list, it interprets the third number as a duration, the second number as a note-on velocity, and the first number as a pitch. The other message box contains three separate messages. It sends 40 , then 59 , then 80 , and each number is interpreted as a pitch by makenote. You can seethemessages printed in the Max window, and you can hear the difference in result.

This is oneway to play a chord.

## The Changeable Argument: \$

The dollar sign (\$) is a special character in a message box. It is a changeableargument, an argument that is replaced by an item from theincoming message. For example, if a message box containsThe pitch is $\$ 1$ and the velocity is $\$ 2$, and receives the message 6064 in its inlet, it will send out The pitch is 60 and the velocity is 64 . Thenumbers 60 and 64 arestored in place of $\$ 1$ and $\$ 2$ until they are replaced by other values received in the inlet. Thedollar sign can befollowed by numbers in the range 1-9.

- Drag on the number box (marked B) in thetop-left corner of the Patcher window. After being limited by speedlim, each of the numbers triggers the message box. Becausethe message box
contains the changeable argument $\$ 1$, the $\$ 1$ is replaced by the incoming number beforethe message is sent out.


Theincoming number is stored in the changeable argument $\$ 1$ before the message is sent out.

The number is then sent to pipe, and 1000ms later it is sent to makenote and on to the synth.

- Thelast number to trigger themessage box is still stored in place of the $\$ 1$ argument. Now if you trigger the message box with a bang, the stored number will be sent out again.


## The set Message

Wehave already seen that the messageset, followed by a number, can specify or replace what is stored in many objects without triggering any output. The word set, followed by any messagecan replacethe contents of a message box without triggering output. The word set by itself clears the message. (W hen an empty message is triggered, nothing is sent out.)

- Click on the different set messages in the portion of the patch marked $C$.

- Although thetext in the message box changes, nothing is sent out until it is triggered with the bang message.


## append and prepend

The append and prepend objects are for constructing complex messages. Theappend object appends its arguments (preceded by a space) at the end of whatever message it receives, and sends thecombined messageout itsoutlet. Theprepend object places its arguments(followed by aspace)
beforethe message it receives, and sends the combined message out its outlet. An example of these objects is in the bottom-right part of the Patcher window.

## 12

append
semitones
prepend set
Transposition =

Transposition $=12$ semitones

W hen the append object receives a message - for example, the number 12- it places the word semitones after it and sends out 12 semitones. The prepend object then puts set Transposition = before it and sends out set Transposition = 12 semitones, which changes the contents of themessage box to Transposition = 12 semitones.

The same result could beobtained using only message boxes, in the following manner:


## backslash

The backslash ( $\backslash$ ) is a special character for negating other special characters. A special character that is preceded by a backslash loses its special characteristics and is treated like any other character. This is necessary if you want to include a character such as a comma or a dollar sign in a message without its being interpreted to have a special meaning.

## The append Message

When append, followed by any message, is sent to a message box, the message following append will be added to the contents of themessage box.

- In the part of the patch marked D, click on the messages set $\backslash \$ 1$ and append 3000 to construct the message $\$ 13000$. (N oticethat we had to precedethe dollar sign with a backslash. Otherwise, the message box would havetried to interpret \$1 as a changeableargument, and the message would have been set 0 ). Then drag on thenumber box marked $B$.

The\$1 argument is replaced by theincoming number and is sent out as alist with the number 3000. Thelist is received by pipe, 3000 is stored as the new delay time, and thenumbersare delayed for 3 seconds before being sent on.


- Next, click on all three message boxes in part D, to construct the message $\$ 13000, \$ 1200$.

- Now when you send numbers to the message box, it sendsout two lists, resulting in each number being delayed both 3000 ms and 200 ms .


## semicolon

When a semicolon (;) appears in a message box, the first word after the semicolon is interpreted as the name of a receive object. The rest of the message (or up to the next semicolon) is sent to all receive objects with that name, instead of out the message box's own outlet.

- Click on themessage box marked E , containing the number 700 .


Thenumber 700 is sent out the outlet to theright inlet of pipe, thenumber 0 is sent out theoutlet of thertransp object, and the messagedelay = 700 is printed in the M ax window. This is a way of sending many different messages to different places with a single trigger.

## Summary

In addition to simply being ableto send any messageout its outlet, the message box can be used to construct messages, and to send them to different places.

The comma is used to separate different messages within a message box, and send them out one after theother. When a message is preceded by a semicolon in a message box, thefirst word after the semicolon is thename of a receive object, and the rest of themessage (or up to thenext semicolon) is sent to all receive objects with that name, instead of out the message box's outlet. The comma and the semicolon enable a message box to send many different messages with a single trigger.

The dollar sign, followed immediately by a number (such as\$1) is a changeable argument. W hen the message box receives a triggering message in its inlet, each changeable argument is replaced by thecorresponding item from the triggering message. (\$1 is replaced by the first item, \$2 is replaced by the second item, etc.) If no item is present in the incoming messageto replacethe value of a changeable argument, the previously stored value is used. If no value has yet been stored in a changeable argument, its value is 0 by default.

A backslash, used before a special character such as a comma, a semicolon, or a dollar sign, negates the special characteristics of that character.

A set message can be used to change the contents of a message box without triggering any output. An append message can beused to add things to the end of the message in a message box.

The prepend and append objects attach their typed-in argumentsto the beginning or end of incoming messages, then send out the combined message.

## See Also

| append | Append arguments at the end of a message |
| :--- | :--- |
| message | Send any message |
| prepend | Put one messageat the beginning of another |
| receive | Receive messages, without patch cords |
| send | Send messages, without patch cords |
| Arguments | \$ and \#, changeable arguments to objects |
| Punctuation | Special characters in objects and messages |

## Tutorial 26

## The patcher object

## Subpatches

A Patcher program can contain other Patcher programs as subpatches. The patcher object lets you create a patch within a patch.

A new Patcher window openswhen you type patcher into an object box. You can edit a patch in the newly opened subpatch window, then when you save your main patch, the subpatch is saved as part of the same document. If the subpatch window is open when the document is saved, it will be automatically reopened the next time you open the document. The subpatch window can be brought to the foreground at any time by double clicking on the patcher object. You can even nest patcher objects; that is, put patcher objects within patcher objects, within patcher objects, etc.

A patcher object can begiven an argument specifying the nameto beshown at the top of the subpatch window. If there is no argument, the window is named sub patch. Thename is enclosed in brackets to show that it's part of another patch.

This patch containstwo patcher objects, named modwheel and keyboard, and their contents are shown in the subpatch windows. For aesthetic reasons we have hidden most of the objects in the subpatches with HideOn Lock, but we will examinethem shortly.

- Play afew notes on your M IDI keyboard and movethemodulation wheel. You will seethedial and kslider display your actions in thetwo subpatch windows.


## All Windows Active

In computer applications, the front window is the active window, where you apply menu commands such as Save and Close, and click and drag on objects. To make a background window active you haveto click on it first to bring it to the foreground.

TheAll Windows Active option lets you use background windows without bringing them to the front. To bring any window to the front, click on itstitlebar or chooseits namefrom theW indows menu. You can also Command-click on any visible part of the window in M acintosh, or C ontrolclick on Windows.

- Check All Windows Active in the Options menu. This will let you click and drag on the dial and kslider in the background windows without bringing the windows to the foreground.
- Drag on thedial and thekslider. They can send data to the synth as well as di splay data received from your keyboard.

You can close a subpatch window by clicking in its close box, and you can reopen it by doubleclicking on the (locked) patcher object. Now let's examinethe contents of the patcher objects.

## The modwheel Subpatch

- Bring the modwheel window to the foreground and unlock it.


Now you can seethehidden objects. M odulation wheel data received from your M IDI keyboard with ctlin is sent to ther modln object in the subpatch. The control data replaces the $\$ 1$ argument and sets the dial without triggering any output (so the data won't beechoed back to the synth). W hen you changethe dial, the data is transmitted to the synth with ctlout.

Because they can communicate from onePatcher window to another, send and receive objects allow you to send messages back and forth between a patch and an embedded subpatch.

## inlet and outlet Objects

- Now bring the keyboard window to the foreground and unlock it to seethehidden objects. At thetop of the subpatch you seetwo inlet objects.


W hen you include an inlet or outlet object in a subpatch, a corresponding inlet or outlet is created in the patcher object in the main Patcher window. This is usually the most efficient way to send messages to and from a subpatch.


Come out the in let objects in the subpatch


## Assistance

W hen Assistance is checked in the O ptionsmenu, Max gives you information about the inlets and outlets of objects while you areediting a patch. Every time you place the mouse on an inlet or an outlet, a brief description of that inlet or outlet is printed in the bottom bar of thePatcher window.

You can giveAssistance descriptions to theinlets and outlets of your patcher object. To do so, select the inlet or outlet object in your subpatch and chooseGet Info... from the Object menu. You can type in a description which will show up as an Assistance message when you are working in the main Patcher window.

- Unlock the main Patcher window and pass the mouse over theinlets of the patcher keyboard object to seetheA ssistance messages.

Although writing Assistance messages to yourself may seem like a waste of time, it can be very helpful in reminding you later what type of messagea subpatch object expects to receivein its inlet and what type of message will come out of its outlet.

## Summary

The patcher object creates a subpatch within a patch. Thesubpatch issaved aspart of the document that contains the patcher object. If the subpatch window is open when the patch is saved, it will be opened automatically when the document is reopened. You can even nest a patcher object within another patcher object.

M essages can be sent between the main patch and the subpatch with send and receive objects, or with inlet and outlet objects. When inlet or outlet objects are placed in a subpatch, corresponding inlets or outlets are automatically created in the patcher object.

W hen Assistance is checked in the O ptions menu, Max prints a description of inlets and outlets in the bottom bar of thePatcher window while you are editing a patch. You can assign Assistance messages to the inlets and outlets of a patcher object by selecting theinlet or outlet object in the subpatch and choosing Get Info... from the Object menu.

W hen All WindowsActiveischecked in theO ptions menu, you can click and drag on objects in a background window without first bringing the window to the front.

## See Also

| inlet | Receive messages from outside a patcher |
| :--- | :--- |
| outlet | Send messages out of a patcher |
| patcher | Create a subpatch within a patch |
| M enus | Explanation of commands |

## Use Your Patch as an Object

As you get involved with writing your own patches, you will probably find that you areusing certain configurations of objects very frequently, or that there are certain computational tasksthat you need to do very often. It would benice if you could just make an object to do that task, then plug in theobject wherever necessary.

Actually, any patch you have created and saved can be used as an object in another patch, just by typing the filename of your patch into an object box as if it were an object name. M any M ax users refer to patches used in this way as abstractions.

As we saw with the patcher object, when you usea patch within a patch you usually want to beable to communicate with the subpatch. Therefore, when you are making a patch that you plan to use as an object inside another patch, you will usually want to includeinlet and outlet objects (or send and receive objects) so that you can send messages to your object and it can send messages out.

## The transposer Object

In this patch you see a transposer object, for transposing incoming pitches and sending out the transposed pitch. Theinterval of transposition (thenumber of semitones up or down) is supplied in the right inlet.


Thetransposer is not a built-in M ax object. It's a patch that we created and stored in a file named transposer.

- Double-click on thetransposer object to see its contents.

In previous patches wehave simply sent the pitch to a+ or - object to transpose a note. W hy do we need a subpatch likethis just to transpose notes? The advantage of thetransposer over a simple + operator isthat the transposer ensures that note-offs are transposed by the same interval as their corresponding note-ons, even if the interval of transposition changes whilethe note is being held down.

If a note-off message istransposed by a different interval than its note-on was transposed, the note-on will never get turned off and thenotewill bestuck on the synth. Thetransposer solves this problem by keeping a list of the note-ons and their transpositions in an object called funbuff, then looking up the transposition when thenote-off is played.

This patch transposes notes, and makes sure that note-offs get the same transposition as note-ons, even if the interval of transposition changes while the note is being played.


## funbuff

An array is an indexed list of numbers. Each number in the list has a unique index number or address. We'll call the address $x$, and the valuestored at that addressy. Thefunbuff object stores an array of numbers as $x, y$ pairs.

When a number is received in theright inlet followed by a number in the left inlet, the number in theright inlet ( $y$ ) isstored at the address specified in theleft inlet ( $x$ ). Then, when an address number is received by itself in the left inlet (x), funbuff sends the corresponding y value out its left outlet.

Thenumbers can also bestored in funbuff as a list: an $x$ address and ay value. For moreinformation, look under funbuff in the $M$ ax Reference $M$ anual.

## Storing and Recalling Transpositions

The gate object in transposer is used to pass only the pitch of note-on messages. Before the pitch reaches the right inlet of gate, the velocity value goes to the control inlet of gate and either opens it or closesit. If the velocity is0 (note-off) thegate will be closed and the pitch will not get through.

Thenote-on pitch goes first to the + object to betransposed, then to the right inlet of funbuff. The untransposed pitch then goes to the left inlet of funbuff, so the transposed pitch is stored as they value, with the untransposed pitch as the address ( x ).


Assoon asthex,y pair is stored, theuntransposed pitch ( $x$ ) is sent by itself, causing thetransposed pitch (y) to be sent out.


W hen the note-off message comes later, nothing goes through thegate, and the untransposed pitch is sent by itself to funbuff, causing the transposed pitch to be sent out again. Sincethe noteoff messages get their transposition from funbuff rather than from the + object, the valuein the + object can change without affecting the note-off transpositions.

- Closethe subpatch window. Play on your M IDI keyboard and drag on the slider at the same time to change the transposition of what you are playing.

Storing transpositions in this manner is essential whenever theinterval of transposition isto be changed whilethe notes are being transposed. For example, the transposition might bechanged automatically by numbers generated in someother part of the patch.

## Differences Between the Patcher Object and Your Object

W hat arethe differences between a subpatch in a patcher object and a subpatch you created earlier and saved in a separatefile?

Onedifference is in the way they are saved. The subpatch in a patcher object is saved as part of the file that contains the patcher object. As a result of this, you can edit a patcher object subpatch just by doubleclicking on the patcher object and unlocking the subpatch window. W hen the subpatch is saved as a separatefile, however, you can seeits contents by double-clicking on theobject, but you can't edit the contents of the subpatch window. ( M ax will not let you unlock it.) To edit the object, you haveto open the separatefile in which it was created.

The separatefile containing your object must be in afolder where the patch that uses it can find it. Max looks for files in thefollowing places:

- The same folder as the patch that is using the subpatch,
- The samefolder as the M ax application
- Any other folder you have specified in the File Preferences dialog, under Look for files in:. For moreinformation about File Preferences... , seethe M enus chapter of the Getting Started manual.

The other main differenceis that if you save your patch while the subpatch window of the patcher object is open, it will be opened automatically each time you open the main patch. This is not true of a subpatch that is saved as a separatefile.

## Beware of Recursion

A patch that is used as an object in another patch can itself contain subpatches. For example, our transposer object could have been written to contain a subpatch object called splitnote which separated note-on messages from note off messages.

A subpatch object may not contain itself, however, since this would put $M$ ax into an endless loop of trying to load a patch within itself ad infinitum. For example, our transposer object could not itself contain a transposer object, or any subpatch that contains atransposer object.

## Documenting Your Object

You can see that thetransposer object has been copiously commented, and all of its inlets and outlets have been given Assistance messages. Such thorough documentation makesit morelikely that others will understand your patch and be ableto use it, and also helps to remind you how your patch works. N ote: I f your comments are extensive and you want to include carriage returns in your comment text, use the Inspector to set two-byte compatibility modefor the comment box.

## Summary

A ny patch you create and save can be used as an object in another patch. When you are making a patch that will beused as a subpatch in another patch, you will usually want to includeinlet and outlet objects (or send and receive objects) so that you can send messages to your object and it can send messages out.

Thefunbuff object stores an array of numbers: $x, y$ pairs of addresses and values. W hen an address number ( $x$ ) is received in the left inlet, the value stored at that address ( $y$ ) is sent out the left outlet. Thistypeof array is useful asa lookup table, for storing values in an indexed list and looking them up later. Oneuse of arrays is to pair note on pitches with their transposition so that thetransposition can belooked up again when the corresponding note-off is played.

The window of a subpatch object that is saved as a separate file is not opened automatically when the Patcher window that containsit is opened (unlikethepatcher object).A patch that was saved as a file and used as a subpatch object can be edited only by opening the file in which it is saved.

Explanatory notes in theform of comment boxes and Assistancemessages arehelpful to you and to others who may use your patch.

## See Also

funbuff<br>Encapsulation<br>Storex,y pairs of numbers together How much should a patch do?

## Your argument

## Supplying Initial Values to Your Abstraction

M any M ax objects take arguments, typed in after the object name, to supply some information to theobject such as a starting value. You can design your own object to get information from typedin arguments, too.

## The gamble Object

In the Patcher window you can see several instances of an object called gamble. It's not a M ax object; it's a patch we created and saved in a document named gamble.

- Double-click on thegamble 64128 object in the right part of thePatcher window to seethe contents of the subpatch.


The gamble object functions as an electronic gaming table. W hen it receives abang in its left inlet (or anything else, since the button insidegamble converts all incoming messages to bang), it chooses a random number (limited by the 2nd argument or the number received in the right inlet). If the random number is less than a certain other number (specified by the1st argument or received in the middle inlet), gamble sends out 1 . Otherwise gamble sends out0.

In effect, the arguments to gamble statethe odds of al being output each time a bang is received in the left inlet. In this case the odds are 64 in 128 (even up).

- Close the subpatch window, and double-click on thegamble 25 object to seethe contents of the subpatch. Theodds are different in this subpatch, because the arguments are different.


## The \# argument

- Now open the document named gamblein theM ax Tutorial folder. You can seethat in the original gamble patch, theodds are specified with changeable arguments.


When thegamblepatch is used as a subpatch in other patches, the changeable\#l and \#2 arguments are replaced by the 1st and 2nd arguments typed into the gamble object. If no argument istyped in, the \#arguments are replaced by 0 .

The \#argument can be used with most $M$ ax objects inside your object, and can be replaced by a symbol as well as a number. For examples of its usage, look in the Arguments section of this manual.

## Using Weighted Randomness

N ow that you have seen how arguments are used to set initial values for a subpatch object, let's see how gamble is actually used in this patch. Each timegamble receives a bang in its left inlet, it makes a probabilistic decision whether to send out 1 or 0 , depending on the specified odds.

In theright portion of the Patcher window gamble is used to decidewhether to open or shut a gate.


The velocity of each played note sets theodds of thegate being opened, then gamble is triggered to open or shut the gate based on thoseodds. If the gate is open, the pitch will get through and will betransposed down a semitone and transmitted back to thesynth.

Let's say you play a notewith a velocity of 93. The odds of the gate being open are 93 in 128, a little less than 3 in 4 , so it islikely that thenote you play will betransposed. If you play a notewith velocity of 3, however, theoddsareonly 3 in 128 of thegate being open, so the notewill probably not be transposed.

Theresult is a probabilistic "TheloniusM onk effect" of adding lower gracenotes to moreand more pitches asthe velocity increases. Noticethat we don't need to usethetransposer object shown in the previous chapter, because we aretransposing only note-on pitches and makenote provides thenote-offs.

- Play with different extreme velocities on your M IDI keyboard and noticethe difference in likelihood of a grace note being added to what you play.

In theleft side of thePatcher window gamble is again used to makeweighted random decisions, with two slightly different implementations. When the metro 1000 object is turned on, it triggers gamble
every second, and gamble turns themetro 60 object on or off (it will beturned on approximately $40 \%$ of thetime).


Every 60 ms the lower gamble will send out either al or a 0 , with theodds depending again on the velocity of the played note. When it is1, sel triggers random to choose a random ornamentation interval which is added to the played note and transmitted to the synth.


A littlebit of additional calculation is performed to maketherange of the ornamentation interval also depend on the played velocity. W hen the velocity is at a maximum, the range of theornamentation will vary from -7 to 7 semitones (up or down as much as a perfect fifth). When the velocity is at a minimum, theornamentation will only be0 (unison).

For example, when the velocity is 127, a random number is chosen between 0 and ((127+8) $\div 9)$ 1 , that is, 14 . That number will then have $((127+8) \div 9) \div 2)$ subtracted from it, i.e. 7 , setting the range of possibleornamentations from -7 to 7 .

- Turn themetro 1000 object on, and play on your M IDI keyboard with extremechanges of pitch and velocity. Noticethat theornamentation is wider and more dense when you play harder. The effects of theornamenter are most comprehensiblewhen you play very sparsely on the keyboard.


## When to Use Arguments

The reason for supplying values to an object isto modify somecharacteristic of the subpatch. If you always want the subpatch to do exactly the same thing, you probably don't need to changethe values inside it in any way. If, however, you want your object to do something slightly differently
depending on some value it receives, thevalue will haveto be supplied using an inlet or a typed-in argument.

There's no hard and fast rule about when to supply values to a subpatch by using arguments, and when to supply values via inlets. Generally speaking, if you will just want to supply the value once it can be most easily given as an argument, but if you want to changethe value of a singleobject often you will need to use an inlet.

One solution is to makeboth ways possible, as we have donewith gamble. The arguments areused to set initial values insidethe subpatch, but the values can be changed by numbers received in the middle and right outlets.

## Summary

You can enable your object to accept information from typed-in arguments by including changeable \#arguments in the subpatch. A changeable argument of \#l in the subpatch is replaced by the first typed-in argument in theobject box, \#2 is replaced by the second argument, and so on. If no argument is typed into theobject box, the changeable argument is set to 0 .

Your patch can makeweighted random (probabilistic) decisions by choosing a random number, then testing to see if the number meets certain conditions.

## See Also

Arguments
\$ and \#, changeable arguments to objects

## Create Your Own Abstraction

This is an exercise in the creation and use of your own abstraction - oneobject that passes on a certain percentage of thebang messages it receives, then use that object in a patch. First we must create theobject.

1. Create an object called passpct that receives bang messages in its left inlet and passes a certain percentage of them out its outlet. The percentage should bespecified by a typed-in argument or by a number received in theright inlet.

## Hints

A percentage of probability is thenumber of times an event is likely to occur in 100 tries. For example, a $33 \%$ chance means the odds are 33 in 100 that the event will occur.

Use the gamble object from the previous chapter as a model to give you an idea how to proceed. The passpct object will besimilar except:
a) Thenumber of possible random choices will always be 100 .
b) Instead of sending out a 1 or a 0 , you want your object to send out bang (whenever the condition ismet).

## Solution to Exercise 1

Wehave saved our solution to Exercise 1 in a filecalled PassPct in theM ax Tutorial folder.

Test 5- Probability object

W hen a bang or any other message is received in the left inlet, therandom 100 object chooses a number from 0 to 99 . If it is less than the number specified as an argument (or received in theright inlet), sel sends a bang out the outlet.


Next we will use the PassPct object in a patch to make probabilistic decisions.

## Pass a Percentage of bang messages from a metro

2. Use a metro to send bang messages at a constant speed and usePassPct to pass only a certain percentage of thosebang messages. Use thebang messages passed by PassPct to trigger notes sent to the synth. Usea 5-octave kslider to choose which pitch will betransmitted.

M akethe percentage value of PassPct depend directly on the pitch selected with kslider. As the pitch increases from 36 to 95 , the percentage should increasefrom 5 to 95.

## Hints

The pitch value sent out by kslider should bestored in sometype of storage object ( an int, a value, a number box, etc. - an int isthemost efficient). Thebang messages from PassPct can then trigger the storage object to send its number to makenote and play a note.

Thehard part of this exercise is using the range of pitches sent out by kslider (from 36 to 95) to provide a different range of percentages (from 5 to 95 ) to PassPct. This is known as mapping one
range to another. A direct correspondencesuch as this is alinear map: therelationship between the two ranges can begraphed as a straight line.


As the pitch changes from 36 to 95 , the percentage changes from 5 to 95

## Calculating a Linear Map

The problem of linear mapping is: given one range of numbers from xmin to $x$ max and another range of numbers from ymin to ymax, and given somenumber $x$ within the first range, find the number $y$ that occupies the same position in the second range.

Here's a formula for finding they valuethat corresponds to any given $x$ value.

$$
y=((x-x \min ) *(y \max -y \min ) \div(x \max -x \min ))+y \min
$$

W hen we plug our ranges into theformula, we get

$$
y=((x-36) * 90 \div 60)+5
$$

How do wetranslatethis into objects?


The pitch from kslider is sent into theformula, and the percentage is sent to PassPct. Your patch might look something likethis.


## Use PassPct to make Random Choices

Let's add onemore element to the exercise.
3. Add another PassPct object that receives bang messages from the same metro, but triggers random octave transpositions of the selected pitch. M akethe percentage of thisPassPct object decrease from 95 to 5 as the selected pitch increases.

This part of the exercise presents two new problems: how to create random octavetranspositions of a pitch, and how to express an inverselinear relationship. Try to find a solution to these problems yourself before reading further.

## Random Octave Transpositions of the Pitch

To make a random octave transposition of a note, you need to calculate the pitch class of the note ( C, C \#, D, etc.), then add 12 to that pitch class some random number of times. You will want to limit the random numbers so that they keep thetranspositions within the range of the keyboard. The solution might look something likethis:


## Calculating an Inverse Linear Map

You may remember from an earlier patch in which weinverted pitches that we subtracted the maximum possible pitch from whatever pitch was played, then took the absolute value of the result. (SeePatch 2 in Tutorial 14.)

Theformula for an inverselinear map, then, looks likethis:

$$
y=(-(x-x \max ) *(y \max -y \min ) \div(x \max -x \min ))+y \min
$$

When we plug our ranges into the formula, we get

$$
y=(-(x-96) * 90 \div 60)+5
$$

We can translate this into Patcher objects as


Scroll to theright in the Patcher window to see Exercise 2 and Exercise 3 combined in a single patch. (We've used our PassPct object).

## Summary

To create your own object, make a patch that includesinlet and outlet objects (and changeable\# arguments if appropriate), save the patch, then use your object by typing the name of thefile into an object box in someother patch.

ThePassPct object issimilar to thegamble object from the previouschapter. It passes or suppresses thebang messages it receives, according to some percentage of probability.

You can transpose a note by an arbitrary number of octaves by first calculating its pitch class (with $a \% 12$ object), and then adding somemultiple of 12 to the pitch class.

You can create a direct or inverse linear relationship between two ranges of numbers using thelinear mapping procedure described in thischapter.

Number groups

## Use of Lists

Wehave seen that a message can consist of a single number or alist of numbers separated by spaces. Thelist is an effective way of sending numbers together, ensuring that they are received at the sametime by an object.

For example, we usually want to keep pitch values and velocity values synchronized so that they are received in the proper order by noteout. W hen noteout receives a list in its left inlet, it interprets thethird element (if present) as thechannel number, the second element as the velocity, and the first element as the pitch.

There areobjects specifically for combining numbers into a list, and objects for breaking lists up into individual numbers. So, you can choosethemost appropriateway to send groups of numbers between objects. A list even can include symbols (words) as well as numbers, which may be useful in some cases. Aslong as the first element is a number, M ax objects will recognize the message as a list.

## iter

When theiter object receives a list of numbers in its inlet, it breaks the list up into its individual ele ments and sends the numbers out in sequential order rather than all at the same time. It's as if iter puts commas between the elements, to makethem into separate messages.

Ow'Off: E-major accompaniment
metro 2000
405980
iter
sends out list elements
sequentislly: 40, 59, 80
pipe 1000

In the right part of thePatcher window you can seeiter at work. W hen the metro triggers the list of numbers, it is sent to iter, which breaks up the list and sends each of the numbers on in order, as rapidly as possible. The numbers are delayed by thepipe, then are sent on as (virtually simultaneous) pitches to makenote.

## unpack

When a list is received by unpack, each element of the list is sent out a different outlet. The number of outlets unpack has is determined by the number of arguments you typein. (Thearguments also
set an initial value for each outlet.) If there are no typed-in arguments, unpack has two outlets, both with an initial value of 0 .

If there aremore items in the incoming list than unpack has outlets for, the extra items are ignored. If a list is received that has fewer items than there are outlets, unpack sends those items out the appropriate outlets but sends nothing out the remaining outlets.

In the examplepatch, when a list is received by unpack, the second item in the list is sent out the right outlet, then the first item in the list is sent out the left outlet (output order is always right to left).


## pack

The pack object combines separate items into a list. It stores the message most recently received in each of its inlets, then when it receives a message in theleft inlet it sends out all the stored items together as a list. The number of inlets- and the initial valuestored in each one-is specified by thetyped-in arguments.


In the left part of the Patcher window, note-on pitch and velocity values from your M IDI keyboard are packed in a list along with the number 750, and thelist of pitch-velocity-delay is sent to the pipe. Every note from the keyboard will be delayed 750 ms , even if the delay time of thepipe is changed by someother part of the patch, becausethe delay time is sent in the same list as the noteon data.

## swap

The swap object reverses the sequential order of numbers it receives. It is triggered by a number in its left inlet, just like other objects, but it sends that number out its right outlet first, then sends the number that was received earlier in theright inlet out its left outlet.

In the example patch, swap reverses the order of the first two list items, received from unpack, and uses the first number in thelist, 40 , as a velocity and the second number, 59 , as a pitch.


It would not besufficient just to cross the patch cordsfrom unpack, because the number 59 would arrive at the left inlet of pipe and trigger it before the number 40 got there.


This patch is not equivalent to theone shown above.
W hen swap receives abang in its left inlet it sendsout the samenumbers again. The two numbersto be swapped can also be received in the left inlet as a list. In fact, the unpack object in this patch is not strictly necessary, because swap would understand the list and swap the first two items, but we included unpack to makethenumber-swapping more evident visually. There is also an object for swapping floats, called fswap, not demonstrated here.

## Lists Can Be Managed with Message Boxes

Aswas shown in Tutorial 25, a message box can also beused to isolateand rearrange items in a list. Here area couple of examples showing possible uses of message boxes for selecting individual items from a list.


These two patches are equivalent, slthough the first way is more efficient.


## An Automatic Accompanist

Now that we have seen how the list management objects work, let's see how they are used in the example patch. Elements of the list 405980 are rearranged and delayed in different ways to send different messages to makenote at different times.

W hen the metro is turned on, the entirelist is sent to makenote immediately, playing the note 40 (E1) with a velocity of 59 and a duration of 80 ms . Thepitch and velocity are reversed by swap, and delayed 500 ms before being sent to makenote, playing the note 59 (B2) with a velocity of 40 . One second after themetro was turned on, the numbers areall sent to makenote as a chord- E1, B2, and G \#4 - with the velocity of 40 from the previous note. At the sametime, thebang that was delayed by thedel object retriggers the note B2 from swap, and it is delayed another 500ms before being played. After a total of 2 seconds, the entire process is repeated. The result soundslikethis:


AutomaticE-major accompaniment figure
Note-on pitches and velocities from your M IDI keyboard arepacked into a list along with a delay time and sent to pipe with a delay of 750 ms . This causes a short-noteecho of every played note 750 ms later.

The played notes also have an effect on the accompaniment. If a played note arrives at pipe in between thefirst and second notes of the accompaniment figure, the delay of the second note of the accompaniment will be 750 ms , causing this rhythmic change:


Also, if a delayed played note reaches makenote between the second and third notes of the accompaniment, the velocity of the chord will be altered.

- Turn on the accompaniment and play a melody along with it.


## Summary

A list is any message that begins with a number and contains additional items as arguments. Usually the arguments are all numbers, but they may also be symbols.

Sending numbers together as a list ensures that they will be received together. M any objects, such as pipe, makenote, and noteout, interpret a list of numbers received in the left inlet as if the numbers had been received separately in different inlets.

The pack object combines the messages it receives in each inlet into a single list. Theunpack object breaks a list up into its individual items, and sends each item out a different outlet, in order from right to left. Theiter object sends each number of a list individually, in order from left to right, out a singleoutlet.

The changeable $\$$ argument in a message box can be used to isolateindividual elements of a list. This is especially effective if the list contains symbols in addition to numbers.

The swap object reverses the sequential order of two numbers. When a number is received in the left inlet, it is sent out the right outlet, then the number that was received earlier in the right inlet is sent out the left outlet.

## See Also

| buddy | Synchronize arriving numbers, output them together |
| :--- | :--- |
| fswap | Reversethe sequential order of two decimal numbers |
| iter | Break alist up into a series of numbers |
| pack | Combinenumbers and symbolsinto a list |
| swap | Reverse the sequential order of two numbers |
| thresh | Combinenumbers into a list, when received closetogether |
| unpack | Break alist up into individual messages |

Usingtimers

## Timed Processes

So far wehave used two different timing objects: metro for sending a bang at regular intervals, and timer for reporting the elapsed time between two events. In this chapter weintroduce someobjects for producing timed progressions of numbers.

## clocker

Theclocker object is the same as metro, except that instead of sending out bang at regular intervals it sends out the time elapsed sinceit was turned on. With this information you can cause values to change in somemanner correlated with the passing of time.

In the part of the Patcher window marked A, a clocker reportstheelapsed time, and that information is mapped to send increasing values to the mod wheel of the synth. 0 ver the course of 6 seconds thetime progresses from 0 to 6000 , causing the control values to increase from 0 to 127 . W hen the value reaches 128 , the clocker is turned off by sel. The result is a 6 -second linear fade in of the modulation effect on the synth.


Theint object is included to truncatethefloat output of the* object so that sel will make an accuratecomparison.

## counter

The counter is not itself a timing object, but it is frequently used in conjunction with metro, because counter counts the number of bang messages it has received. Themetro- counter combination is an effective way to increment or decrement a value repeatedly.

In thepart of thePatcher window marked B, thefirst argument to counter specifies the direction of the count: 0 for upward. ( 1 isfor downward, and 2 isto go back and forth between up and down.)

Usingtimers

The second argument sets the minimum value of the count, and the third argument setsthemaximum value.


Note: Themeaning of theargumentsto counter changes depending on how many argumentsthere are. Look under counter in the M ax ReferenceM anual for details.

The count is sent out the left outlet. When the maximum (127) is reached, counter sends a 1 out its right-middleoutlet. This is detected by sel, which toggles the metro off. This is another way to get the same effect as we did using clocker. With counter, however, the numbers can be easily placed in the desired range ( 0 to 127 in this case) without a multiplication being performed each time. M ultiplication takes longer for a computer to perform than incrementing a count.

The metro is set to a speed of 47 ms so that the progression from 0 to 127 will becompleted in 5.969 seconds- as close as possible to 6 seconds (using this method).

## line

Theline object also outputs numbers in a linear ramp from somestarting value to someending value over a specific period of time. Thefirst argument sets the starting value and the second argument sets the grain - the timeinterval at which numbers will be sent out. W hen a time period is received in its middle inlet and an ending value is received in its left inlet, line outputs numbers in alinear progression from the starting value to theending value over the specified time period.

The numbers in theinlets can also be received together as alist in the left inlet. If a number is received by itself in the left inlet, without a time period being received at the sametime, line jumps to (and outputs) the new valueimmediately. A starting value can be sent to line without triggering any output by sending it a set message( the word set, followed by a number).


Set starting value to 0 , then progress to 127 in 6 seconds, outputting a number every 47 ms

## Stack Overflow

Have you ever been in the position of feeling likethelist of things you have to do is growing faster than you can get them done? Well, it's possibleto overload M ax in asimilar way, 50 that the list of things $M$ ax has to do eventually overflows the amount of memory space avail ablefor its stack of things to do. This is known as a stack overflow, and it causes M ax to shut down its internal scheduler and stop performing timed operations until you fix whatever is causing the overflow.

Oneway to cause a stack overflow is to feed an object's output back into its input. For example, when you want to increment numbers as fast as possible, you might betempted to feed the output of an object like counter right back into itself, repeatedly incrementing the count. But such automatic repetitions must be separated by at least a millisecond or two, otherwiseM ax will generate repetitions too fast for itself to keep track of, and you will get aStack O verflow error dialog. W hen this happens, you must choose Resume from the Edit menu to restart M ax's schedule.

- Patches D and E show two examples of situations that result in stack overflow. Click on the buttons if you want to make $M$ ax very unhappy. ( Go ahead, you won't break anything.) Remember to choose the Resume command to start M ax up again.


These may look like good ways to send out numbers as fast as possible, but they will result in stack overflow.

## tempo

The tempo object is another metronome, but it operates in somewhat moretraditional musical terms than themillisecond specifications necessary with clocker, metro, and line. The first argument to tempo (or a number received in theleft-middleinlet) sets a metronomic tempo in terms of beats per minute- that is, quarter notes per minute- just likea traditional metronome.

The second and third arguments (or numbers supplied in theright-middleand right inlets) specify what fraction of a whole notetempo will use to send out ticks of the metronome. For example, if the second and third arguments are 1 and 16 , the fraction is $1 / 16$ of a whole note and tempo sends out a number from 0 to 15 for every sixteenth note, based on the specified quarter notetempo.A fraction of $2 / 3$ would send out half notetriplet ticks (atick every $2 / 3$ of a whole note), and so on.

Thenumbers sent out by tempo always go from 0 to the number 1 less than the pulsedivision (the third argument). The greatest allowable division is 96 (sixty-fourth notetriplets). The fact that tempo sends out a number (a sort of pulseindex), lets you assign different thingsto happen on different pulses in a measure. In this way you can generate metrically-based automated processes.

In Patch F, tempo sends out a number for each sixteenth note at a tempo of 80 , and triggers a different pitch and velocity for each pulse of the measure. The pitch ascends in an arpeggiated augmented triad, and the velocities aregreater on the strong beats of the 4/4 measure, and smaller on the weaker pulses.


- Select a velocity-sensitive sound on your synth and turn on thetempo object.


## External Timing

Themetro, line, clocker, and tempo objects can besynchronized to sometiming source other than M ax's internal millisecond timer, such as a time-code generator, an external sequencer, or even some other software sequencer. For details, look under those object names, as well as thesetclock object, in the O bjects section of this manual.

## Summary

W hen clocker is turned on it sends out the elapsed time at regular intervals. Thetime value can be mapped to other ranges to makethem depend on the passing of time.

The counter keeps track of how many bang messages it has received and sends out the count. The count can be restricted to a specific range, and thebang messages can be supplied repeatedly by a metro to increment and/or decrement the counter at a specific speed. This is another way of creating a particular progression of numbers over time.

The line object is a third way of generating a linear progression of numbers. line outputs numbers in a ramp from somestarting valueto someending value, arriving at thenew valuein a specific amount of time.

Incrementing numbers by means of recursive loops, without sometype of delay between repetitions, can result in astack overflow error, which causesM ax to stop its internal scheduler. Choosing Resume from theEdit menu restartsthe scheduler.

The tempo object is a metronomethat lets you specify timing in traditional musical terms of beats per minuteand beat divisions. It sends out a different number for every pulsein a measure, so each pulse number can trigger a different action.

The metro, line, clocker, and tempo objects can besynchronized to an external timing source such as a sequencer or a time-codegenerator.

## See Also

| clocker | Output the elapsed time, at regular intervals |
| :--- | :--- |
| counter | Count the bang messages received, output the count |
| line | Output numbersin a ramp from one valueto another |
| metro | Send a bang, at regular intervals |
| setclock | Control the clock speed of timing objects remotely |
| tempo | Output numbers at a metronomic tempo |
| timein | Report timefrom external timecodesource |

## Tutorial 32

## Thetable object

## An Indexed Array of Numbers

In Tutorial 27 weintroduced thefunbuff object for storing an indexed array of numbers. Number values are stored with an index number (address), then when you want to recall a value you just specify the address whereit is stored. Thetable object stores and recalls numbers similarly, but has many morefeatures.

## Graphic Editing

The most notablefeature of the table object is that it allows you view and edit the stored numbers in a graphic editing window.

- Check All WindowsActive in the O ptionsmenu so that you can view table objects and click in the Patcher window at the sametime.
- Double-click on thetable object at the bottom of Patch 1. A Tablewindow will open to show a graph of some numbers that we have stored there.


This table contains 128 numbers, with addresses from 0 to 127. Addresses always go from 0 to the number 1 less than the size of thetable. Thistable shows a range of possible values from 0 to 127 , and the values wehavestored rangefrom 36 to 96 .

- Turn on the metro at thetop of Patch 1. Thecounter counts up and down between 0 and 127. The numbers are sent through a uslider just to show their progression graphically, then they are sent to the left inlet of table.

A number by itself in the left inlet of table specifies an address, and the value stored at that address is sent out the left outlet. Theoutput of thetable is displayed graphically by the second uslider. You can see and hear the numbers in thetable as counter steps through them.


## Get Info...

- With theUntitled table editing window still in the foreground, chooseGet Info... from the $O$ bject menu to open the tableInspector.

ThetableInspector shows you theSize of the table (the number of storage addresses) and the Range of displayed values. It also has two options for viewing the numbers. Checking Signed causes the Table window to display negative values as well as positive, and checking NoteN ame Legend shows the y axis values as M IDI notenames instead of numbers.


## Saving the Values in a table

It's important to understand the different optionsfor saving atable, so you don't lose numbers you've carefully entered. N ormally, the values you storein atable object arelost when you close the Patcher window. If you check Save Table with Patcher, however, the numbers in the table will be saved as part of your Patcher document. Then, when you reopen the patch thetable will still contain the numbers. Wehave checked SaveTablewith Patcher for this table so that our masterpiece will be preserved.

If you changethe values in a table, M ax will ask you if you want to save the changes you madeto that table when you close the Patcher window. If you don't want $M$ ax to ask you that every time you close the Patcher window, check D on't Save. D on't Save does not cause you to lose any values
you have explicitly saved with Save with Patcher; it just doesn't remind you to save any subsequent changes.

Any timethetableediting window is in the foreground you can save its contents to a separatefile by choosing Savefrom the M ax menu. Then, whenever you want to use the filein a patch, just create a table object and typein that filename as an argument. The contents of thefile will beloaded into the table object.

An example of a table that's stored as a separatefile can be seen in Patch 3. The fileC major.t is loaded into the table object whenever the Patcher window is opened. You might want to give your Tablefiles names that include some distinguishing characteristic, such as.t, so that you can tell Tablefiles and Patcher files apart.

- Double-click on thetable Cmajor.t object to seeits contents. With theCmajor.t table editing window in thefront, choose Get Info... from the Object menu to open thetableInspector.

| Table Size | $\boxed{36}$ |
| :---: | :--- |
| Table Range | $\boxed{128}$ |
|  | $\square$ Save Table With Patcher |
| Options | $\square$ Don't Save |
|  | $\square$ Use Note Name Legend |
|  | $\square$ Signed Values |
|  | Revert |
|  |  |

You can seethat the Size of thetable is 36 (the number of notes in C-major that areon a 61-note keyboard). D on't Save is checked because we don't anticipate wanting to save changes to this file, and Save Tablewith Patcher option is not checked becauseit's sufficient to havethetable stored in a separate file and read it in when weopen the patch.

- ClosethetableInspector and click on thebutton in Patch 3 to hear theuse of line and table for reading through a predetermined set of pitches. N oticethat line is also used to create a vel ocity crescendo from 20 to 125.


In order to go from 0 to 35 in exactly 3.5 seconds at a rate of exactly 10 notes per second, we had to play a small trick on theline object by giving it a timeslightly longer than desired (3501ms). Here's why. To produce a perfectly timed ramp of all values from onenumber to another with line, you need to be aware of two details. The first detail is that line sets out interpolating from its starting point immediately, without pausing and without necessarily first outputting its starting point value. So, specifying a 3.5 second line from 0 to 35 in one of the ways shown in thefollowing example will not give us quitethe desired results.


A second detail worth knowing about line isthat it actually travelsto its destination in less than the specified time. It will output numbers at the rate specified by its "grain of resolution" (the rate specified by its second argument or by a number received in its right inlet) as long as thetotal time elapsed is less than that specified in its middleinlet. So, in the preceding example, it will actually arrive at its destination value of 35 in 3400 ms . By giving it a slightly longer time, we allow it to take 3500 ms , in 36 steps (including thefirst, immediate output), so the first step starts at 0.

## Creating a New table

There arethree easy ways to create a new Tablefile.

1. ChooseTablefrom the New submenu of theFilemenu to open a new tableediting window. Draw in the values you want, then chooseSavefrom the Filemenu to savethetable values.
2. Create a new table object, which will automatically open a new tableediting window for you. The new table can be saved as a separatefile before closing the table editing window, or you can check Save with Patcher so that it will be saved as part of your patch.
3. Choose Text from theN ew submenu of theFilemenu to open a new Text window. Type in the word table, followed by a list of numbers, then savethefile.

Once you have saved a Tablefile you can use it in a Patcher window by creating a new table object and typing in thetext filename as an argument.

## Drawing in a Table Window

You can draw numbers into in a tableediting window with thePencil tool, or usetheStraight Line tool which automatically draws a straight line between the points where you click.


You can select a region of values with the Selection tool, cut or copy the values, then select another region and pastethefirst region in its place. You can even copy numbers from a Text window- or from any word processing application - then pastethem into thegraphic tablewindow in a region specified with theSelection tool.

- Double-click on the table object at the bottom of Patch 1 and draw a new melodic curve, then listen to it by turning on themetro.


## Other Ways to Alter a table

Thetable object can understand a number of messages in its left inlet. For a completelist, look under table in the $M$ ax Reference $M$ anual. Patch 2 shows a few of the different messages, demonstrating ways to alter a table without opening its graphic editing window.

To store values in a table, send the value in the right inlet, then send the address where you want it stored into the left inlet. You can also send the address and the value to the left inlet together as a list. In Patch 2, we use an uzi object to send lists to table automatically, filling all its addresses with thevalue64.


- Double-click on thetable object in Patch 2, then click on thebutton to seethe value 64 being stored at all the addresses.

When the uzi object receives a bang or a number, it sends a specific number of bang messages out its left outlet asfast as possible, all within a singletick of M ax'sinternal clock. It also counts thebang messages as it goes and sends the count out its right outlet. It is particularly useful for sending out a series of messages "at the sametime", such as a series of addresses and values for initializing a table. Since uzi starts counting from 1, we send the0 separately, triggered by the samebang.

The word set, followed by an address and oneor more values, stores the values starting at the specified address. For example, the messageset 23656879 stores the number 65 at address 23,68 at address 24 , and 79 at address 25.

- Send address numbers from thenumber box to trigger themessage containing set $\$ 1$. Watch the results in thetableediting window.

```
87
set $1 82 104 82 64
44}28812\quad28446
```

table

- Theword size, followed by a number, sets the size of the table (the number of addresses). Trigger the message containing size $\$ 1$ by sending it a number from the number box. Noticethe change in thetableediting window.

You'll al so notice that we'veincluded additional connections so that a new size setting will cause corresponding changes in other objects, so they interact properly with thetable.


## Using a table for MIDI Values

In Patch 1 weused the values in atable to providepitches to noteout. In Patch 2 we use aline object to step through thetable at different speeds, outputting different pitch bend curves.

Each note-on velocity is multiplied by 40 (yielding potential values from 40 to 5080 ). This valueis used as the amount of time theline object will taketo read through the table. Thelouder a note is played, the moreslowly line reads through the table, sending out pitch bend values.


Noticehow the message box is used to rearrangetheincoming numbers and send out two different messages. We are not as picky about thetiming of theline object here as we were in Patch 3 because the number of values sent out by line is quite unpredictable dueto possiblevariationsin played velocity.

- Alter the values in thetable in the ways discussed, or by drawing in a curve yourself. Play a melody on your M IDI keyboard with long notes and avariety of velocities in order to hear the different pitch bend speeds.


## Summary

Thetable object stores and recalls an indexed array of numbers. You can graphically view and edit the stored numbers by double-clicking on thetable object.

The values in a table are normally discarded when the Patcher window is closed, but you can save them as part of the patch by selecting thetable, choosing Get Info... from the Object menu, and checking Savewith Patcher. You can also save a table as a separatefile, and can then use it in a patch by creating a table object and typing in the file name as an argument.

To open a new Tablewindow, choose Tablefrom the New menu, or create a new table object in a Patcher window. You can also just typetheword table, followed by alist of numbers, into a Text window and save it as a file.

To store values in a table object without opening its graphic editing window, send the value in the right inlet then send the address where you want to store it into the left inlet. Alternatively, you can send the address and value in the left inlet together as a list.

A set message changes certain values in thetable, and a size message changes the number of values the table can hold.

The uzi object sends out a specific number of bang messages as fast as possible, in a singletick of M ax's internal clock. It also countsthebang messages and sends out the count, so it can be used to send a whole series of messages in a single instant.

## See Also

table
Store and graphically edit an array of numbers
uzi
Tables
Send a specific number of bang messages
Using the table graphic editing window

Probability tables

## Making a Histogram

A histogram is a graph of frequency distribution, showing the relative occurrence of different events. The histo object keeps track of all the numbers it receives, as well as how many times it has received each number, in an internal histogram.

Each timehisto receives a number from 0 to 127 in its left inlet, it adds that number to its internal histogram, then sends the number of times it has received that number out the right outlet, and thenumber itself out the left outlet. This output can besent directly to a table to keep a graphic representation of thehistogram. Theaddresses in the table correspond to the numbers received by histo, and the values in the table tell thefrequency of occurrence of each number.


Thefrequency distribution of different numbers- a comparison showing which numbers occurred most frequently-isdisplayed in the graphic window of thetable.

## Probability Distribution

Thebang message in the left inlet of a table has a special function. Instead of sending out a stored value, the table sends out an address. The probability of a particular address being sent out is in direct proportion to its stored value, as compared to theother values in thetable. If the value stored in an address is greater than in other addresses, that address is more likely to be sent out when a bang is received. For a more detailed description of the effect of bang on a table, look under Quantile in this manual.

Thisfeature of thetable makes it perfect for storing a probability distribution. Each address can be assigned a different likelihood of being sent out when abang is received. If the values in the table have been supplied by histo, as described above, the likelihood of a number being sent out of the table depends on how many times it was received by histo.

With this combination you can basethe probability of a number's occurrence on the past history of how many times it has already occurred. The more it has occurred in the past, the more likely it is to occur in thefuture.

## Keeping a History of What is Played

In our example patch, we have used histo and table to keep a frequency distribution of the pitches and velocities of notes played on the synth. Thesetable objects storehistograms of the pitches and velocities played.


The stripnote object is very important herebecause without it note-off messages would cause each pitch to be counted twice, and the velocity 0 would beby far the most common velocity.

- Open thetableediting windows containing thehistograms of pitches and velocities, and play on the synth to seehow thedistributions arestored.


## Rhythm Analysis

In the patch we use a simple method of rhythmic analysis to keep a histogram of the rhythms played. We use a timer to get thetimebetween note-ons, and dividethetimeby 30 to get the rhythm - the number of 30 ms pulses that elapse between notes.

If thetime between any two notes is less than 1 pulse(30ms), we assumethe second note is virtually simultaneous with the previous note and should thereforenot beincluded in our analysis. If the time between notes is greater than 96 pulses (2880ms), we assumethat the performer has stopped playing momentarily, or is holding an extremely long note. In either case, we don't want to include it in our histogram. So the split object passes only rhythms that are between 1 and 96 pulses in length, and a histogram of these rhythmsis stored in thetable.


## An Improviser with a Memory

W hen the metro in thebottom left corner of the Patcher window gets turned on, it sendsbang messages to PassPct (the patch we wrote in Tutorial 29), and 95\% of thebang messages get passed on to
thethreetable objects. A velocity, a pitch, and a rhythm are sent out, with the choice of each being based on the stored probability distributions (the histograms of what has been played by the performer). The velocity and the pitch are sent immediately to the synth. The rhythm is translated back into milliseconds by multiplying it by 30 , then it is sent to themetro to set a new speed (and to makenote to set a new duration for the subsequent note).


The resulting"improvisation" bears some resemblanceto what you played on your M IDI keyboard, because it uses the same pitches, velocities, and rhythms, but the improviser patch recombines these parameters randomly. Because of the PassPct object, the improviser also rests about $5 \%$ of thetime.

## The User Interface

Wehad to decidehow much control the performer should haveover theimprovising patch, and how the control should beimplemented. We decided that theimproviser would beturned on by moving the modulation wheel to any position other than 0 , or by clicking on a toggle object.

Wealso wanted the performer to be ableto erasetheimproviser's memory, either all parameters or just one parameter, so that its memory can befilled with new information. This requires sending clear messages to thehisto and table objects, to set all their values to 0.

We decided to have all mouse controls located in a separatewindow, and have automatic on/off control from the mod wheel as well. Wehavehidden most of the objects and patch cords in the [ controls] subpatch window, so if you want to see how themain patch communicates with thesubpatch you'll need to unlock the[controls] window.


The data from ctlin is sent to the toggle in the subpatch, then back to the main patch. This lets us usethetoggle both for displaying theon/off state received from themod wheel and for actually sending on/off commands with the mouse.


Theon/off state (0 or non-zero) is sent to togedge. togedge sends a bang out one of its outlets only when the number it receives represents a changefrom 0 to non-zero or vice versa. Theleft outlet is for changes from 0 to non-zero and the right outlet isfor changesfrom non-zero to 0 . If we sent the control data directly to the metro, themetro would get restarted with every non-zero number from the mod wheel. togedge lets us detect only the essential control data: changes to and from 0.

When togedge receives theon statusfrom thetoggle, it turns on the metro. W hen it receives a 0 , it turns off the metro and sends a bang to all the message boxes in the controlswindow. Each of the clear messages is routed to the proper histo and table objects with route. Clearing the rhythm also resets thetime of metro and makenote to 720 .


The reason weused threedifferent message boxesto send theclear messages separately is because it also gives the user theoption of clearing the memory of only one parameter by clicking on a specific message box. Turning off the improviser clears all memories at once.

If we really wanted to makethis improviser patch into a completed M ax program for someone else to use, we would probably hide everything except the controls ( plus a few comments to tell the user what to do). Weleft most things visiblehere so you could examinethe patch.

## Summary

histo keeps an internal histogram of the numbers it has received. W hen it receives a number in its left inlet it adds the number to its internal histogram, sends a report of how many times it has received that number out the right outlet, and sends the number itself out the left outlet.

The output of histo can be sent directly to a table, so that thefrequency of occurrence of each number, as reported by histo, is stored as a valuein thetable. You can open thegraphic window of the table to seethehistogram.

A clear message in the left inlet of histo or table sets all values to 0. A bang in the left inlet of table causes it to send out an address rather than a value. The probability of a specific address being sent out depends on the value it stores, compared to the other values in thetable. Thegreater the stored value of an address, the more likely that address is to be sent out when abang is received. This feature of table allows you to use it for probability distributions.

By sending bang to a table that contains a histogram (a frequency distribution of past numbers, received from histo), you can cause numbers to be sent out of thetable, with thelikelihood of getting a number based on how frequently it has occurred in the past.
togedge is used to detect a change in the zero/non-zero status of incoming numbers. W hen the numbers change from 0 to non-zero, a bang is sent out its left outlet; when the numbers change from non-zero to 0 , a bang is sent out its right outlet.

Using route to detect specific selectors(the first item in a message), messages can be routed to different destinations.

## See Also

| histo | M akea histogram of the numbers received |
| :--- | :--- |
| table | Storeand graphically edit an array of numbers |
| togedge | Report a change in zero/non-zero values |
| Quantile | Using table for probability distribution |
| Tables | Using the table graphic editing window |

## midiin and midiout

MIDI objects such as notein, noteout, bendin and bendout, transmit and receivespecific types of M IDI data. If you want to transmit or receiveall types of MIDI data as individual bytes (including status bytes), use midiin and midiout.

The midiin object is useful for examining every incoming M IDI byte. As we will see in Tutorial 35, it is also used for recording M IDI from your gear into the sequencer object, seq. Themidiout object is used for sending any typeof M IDI message to the synth, including system exclusivemessages. It is also used to send M IDI data that is played back from theseq object.

In the simplest possible situation, M ax can turn your computer into a very expensiveM IDI thru box, by simply connecting theoutlet of midiin to the inlet of midiout. Thesetwo objects- in fact, all MIDI objects- can begiven a letter argument specifying asingleport through which to receive or transmit, so you can usethe arguments to routeM IDI data from one port to another.



What comes in port a is transmitted out port b

You can also changethe input or output port of any M IDI object dynamically by sending the name of a port in theinlet. Beware of the possibility of stuck notes if you changeports whilenotes are being played.


If there is no port specified for midiin or midiout, either by an argument or by a port message in the inlet, port a is assumed by default. For moreinformation about port assignment, seethePorts section of this manual.

## capture

If you just want to examine the M IDI bytes that your equipment is sending out, you can connect theoutlet of midiin to a capture object, as we have done in this Tutorial patch.

The capture object is a good all-purpose debugging tool. It collects thenumbers it receives, and when you double click on it, it opens a Text window for you to view the numbers. The numbers stored in capture are not saved when the patch is closed, but you can savethe Text window as a separatefileor copy thenumbers and pastethem somewhereelse- even into a graphic Tablewindow. W henever you want to see what numbers arebeing sent from an outlet, just connect the outlet to a capture object, run the patch, then view the contents of capture.

- Send out various types of M IDI messages from your keyboard: pitch bend, modulation, notes, program changes, etc. Every byte is received by midiin and stored in capture. D ouble click on the capture object to seethe M IDI data.


## midiparse and midiformat

The midiparse object sorts the raw M IDI data it receives from midiin or from seq, and sends the vital sorted data out its outlets. The combination of midiin and midiparse is like having all of the specialized M IDI receiving objects in oneplace.


Themidiformat object performs exactly the reversefunction of midiparse. It prepares data into well-formatted MIDI messages with the appropriatestatus byte, and sends each byte to midiout for transmission to the synth.


## Parsing and Formatting MIDI Data

In theexamplepatch, we have shown a couple of ways in which diverse M IDI data from midiparse may be used to control objects in M ax, or may begiven another meaning and transmitted with midiformat and midiout.

The controller data from the third outlet of midiparse is sent to route, which selects only data from controller 1, the mod wheel. The mod wheel data, from 0 to 127 , is mapped to the range 64 to 0 , then it is reassigned as pitch bend data by midiformat and transmitted to the synth. The resulting effect is that themod wheel of thekeyboard also controlsthepitch bend. Asthemodulation increases from 0 to 127, the pitch is bent downward from 64 to 0 . This type of reassignment is a convenient way of correlating two different kinds of control data.


A nother part of the patch showshow you can select data from a group of M IDI channels. The channel number is used to open or shut a gate for the note data. O nly note data on channels 1 through 8 is sent on, and the pitch data triggers a number from thetable.


- Play notes on your M IDI keyboard and you will hear that each note-on pitch is also used as an address to trigger a valuefrom thetable. If you set your keyboard to transmit on a channel between 9 and 16 , the notes will not be passed by the gate.


## Copying Captured Values into a table

The incoming pitch bend data is sent out of midiparse to a capture 128 object. The argument to capture sets the quantity of numbers it will store. This is one way to produce values for atable quickly and easily. It's a good way to preservesomething you have done, such as a nice pitch bend, and save it in a table for futureuse.

To copy captured pitch bend values into a table:

1. Click on theclear message to clear the capture objects.
2. M ove the pitch bend wheel for at least 3.2 seconds. (The speedlim object limits the incoming pitch bend values to 40 per second.) After 3.2 seconds, the earliest values received by capture will belost as new ones are received.
3. Double-click on thecapture 128 object to open its Text window.
4. Select all the numbers in theC apture window.
5. ChooseCopy from the Edit menu.
6. ClosetheCapturewindow.
7. Double-click on thetable object to open its graphic editing window.
8. Choose the Selection tool from the Tablewindow palette.
9. Choose Select All from the Edit menu.
10. Choose Pastefrom the Edit menu.
11. If you want to, you can save the Table window as a separatefile, for future use in patches.

## Stepping Through a table

In the left part of the Patcher window we introduce another way to step through the values in a table. A table object has a pointer - a place in memory where it stores an address. You can set the pointer to point at any address in the table with the word goto, followed by the address number in the left inlet. For example, the messagegoto 0 sets the pointer at address 0 in the table, the first address.


When the messagenext is received in the left inlet, table sends out the value stored at the address at the pointer, then increments the pointer to the next address. W hen the pointer reaches the last address in thetable, a next message will cause it to wrap around and point to the first address again, so you can use next to cyclecontinuously through atable. (You can also cyclebackward through a table with the prev message, not shown in this patch.)

Thus, in our patch values aresent out of the table each timea pitch is played on your keyboard (on channels 1 through 8), and values can also be sent out automatically by turning on themetro to send repeated next messages to the table.


## System Exclusive Messages

M IDI system exclusive(sysex) messages are used to send information other than that which is established as standard by the MIDI specification. Sysex commands areimplemented by manufacturers as a way of modifying settings on their gear via M IDI.
$M$ ax has a sysexin object for receiving system exclusive messages, but to send sysex messages you need to format them yourself and then send them using midiout.

There is an object to help you format sysex messages, called sxformat. The sxformat object lets you specify some bytes of a M IDI message as arguments, and other bytes as changeable arguments to be replaced by numbers received in theinlet(s).

Theformat of changeable arguments in an sxformat object is different from that of changeable arguments in a message object. Changeable arguments in sxformat:

- contain the letter i to indicatethat they are integer arguments (as in \$il)
- are preceded by the word is
- arebounded on either sideby a slash (/)

For example, the changeable argument/ is \$i2 / will be replaced by the number received in the second inlet (or the second number in a list received in the left inlet).

Calculationscan even be performed on incoming numbers using the changeable argument. For example, the changeable argument/ is $\$ 1+1$ / adds 1 to the number received in the left inlet before sending it out.

W hen sxformat receives a number or a list in its left inlet, it uses thenumber(s) to replace any changeable arguments, then sends each of the arguments out the outlet in sequential order.


Programmers often express bytes of a sysex message in hexadecimal format, rather than decimal. If you prefer to typehexadecimal numbers, you can do so in M ax by preceding the hexadecimal number with 0x (zero-x). Hereis an example of the same sysex message expressed in hexadecimal:


## An Example Sysex Message

Thestatus (beginning) byte of any sysex message is al ways 240 . The second byte is the M anufacturer ID; each major synthesizer manufacturer has a unique number assigned to the brand name. The next bytes areestablished by the manufacturer - as many as areneeded to express whatever is being expressed. A sysex message always ends with the "end-of-sysex-message" byte, 247.

W hen a synthesizer receives the sysex status byte, 240 , it looks at the second byte. If the second byteis theID of someother manufacturer, the synth ignores all the subsequent bytes until it sees 247. Then it beginsto pay attention to incoming M IDI messages again.

In the bottom-right corner of thePatcher window is an example of the use of sxformat. It is designed to changethe effective pitch bend rangeon a Yamaha DX 7 synthesizer (or TX sound module). Thefirst argument is the sysex status byte, 240 , and the second argument is the M anufacturer ID for Yamaha, 67. Yamaha decided that the next byte would tell the synth what kind of message it's going to receive; in this case, 16 means"parameter changeon channel 1." Thefourth byte specifies that the sysex message is a performance parameter change. The next byte isthe parameter number - 3 isfor pitch bend range.


The next byte specifies the setting for the pitch bend range- how many semitones up and down we can bend the pitch. This is the value we want to be able to change, so we've madethis bytea changeable argument in sxformat. The pitch bend range value must befrom 0 to 12 semitones, so we've included a\% 13 calculation to limit incoming numbers between 0 and 12:/ is $\$ 11 \% 13 /$. That's theend of the data portion of the message, so theending byte, 247, comes next.

When a number is received in the inlet, the entire message is sent out, one number at a time, using the incoming number as thepitch bend rangevalue.

- If you haveaYamaha DX7, you can changethe pitch bend range by dragging on thenumber box. If you don't, your synth will ignore this message.


## Extra Precision Pitch Bend Data

M ost M IDI keyboardstransmit and receive 128 different pitch bend values, and M ax's M IDI objects do the same. However, a M IDI pitch bend message actually contains another bytefor additional precision in expressing the pitch bend amount, and some synthesizers take advantage of this capability. If a synth does not have the extra precision capability, it always transmits a value of 0 in the extra precision byte, and ignores the extra byte when it is receiving pitch bend messages.

For M IDI keyboards that do have the extra precision capability, M ax has objects for interpreting incoming extra precision pitch bend data received from midiin, and for formatting extra precision pitch bend messages to betransmitted by midiout.


Because relatively few M IDI instruments have this capability, we don't discuss the matter in detail in this Tutorial. For moreinformation, look under xbendin and xbendout in the $M$ ax Reference M anual.

## Note-Off Messages with Release Velocity

In M IDI there aretwo ways to express a note-off. Oneway is as anote-off message with a release (key-up) velocity, and theother way is as a note- on message with a key-down velocity of 0 . Since most synths are not sensitive to key-up velocities, noteout uses the latter method for note-offs.

For synths that are sensitive to key-up velocity, however, M ax has objects for interpreting and formatting note-off messages with release velocity. To read more about these objects, look under xnotein and xnoteout in the $M$ ax Reference $M$ anual.


## Summary

The midiin object outputs each byte of M IDI data it receives. Themidiout object transmits any number it receives in its inlet. You can set these objects to transmit or receive through a specific port by typing in a letter argument, a device name, or by sending a port message in the inlet.

The midiparse object interprets raw M IDI data from midiin and sends each type of data out a different outlet. The counterpart to midiparse is midiformat, which receives data in its various inlets and prepares different types of completeM IDI messages, which are sent by midiout.

To aid you in formatting system exclusive messages to be sent by midiout, sxformat lets you typein arguments which it sends out one at a time as individual bytes. You can include changeable arguments in sxformat which will be replaced by incoming numbers before the message is sent out.

The capture object stores a list of all the numbersit receives. You can view the list in a Text window by double-clicking on the capture object, and you can copy thecontents of that Text window into a Tablewindow. The capture object is good for viewing any stream of numbers when you aretrying to figure out exactly what numbers are coming out of an outlet.

## See Also

| midiformat | Prepare data in the form of a M IDI message |
| :--- | :--- |
| midiin | Output incoming raw M IDI data |
| midiout | Transmit raw M IDI data |
| midiparse | Interpret raw M IDI data |
| sxformat | PrepareM IDI system exclusive messages |
| xbendin | Interpret extra-precision M IDI pitch bend messages |
| xbendout | Format extra precision M IDI pitch bend messages |
| xnotein | Interpret M IDI notemessages with releasevelocity |
| xnoteout | Format M IDI notemessages with release velocity |
| Ports | How M IDI ports arespecified |

## seq

M ax has four objects for recording and playing back M IDI performances: seq, follow, mtr, and detonate. In this chapter of the Tutorial we will discuss how to record a single track of M IDI data with the basic sequencing object seq, and how to comparealive performanceto a previously recorded performance- in order to follow along with a performer - using follow.

The seq object records and plays back raw MIDI data in conjunction with midiin and midiout. It understands varioustext messages to control its operation, such as stop, start, and record.


Patch 1 contains the basic seq configuration shown above, plus a few other useful messages.

- Click on therecord message box in Patch 1. Play notes, pitch bends, and modulation on your M IDI keyboard. Click on the word start to hear your performance played back. (You don't need to click on stop first, because start automatically stops the recorder before playing back.)

There is probably a delay before you what you played, because you didn't start playing at exactly the same moment you sent the word record to seq. The delay message can beused to changethe starting time of the sequence.

- Click on themessage containing delay 0 to set the starting time of the sequence to 0 . Now when you click on start again, the sequencestarts playing immediately.

Thestart message can befollowed by a number argument specifying thetempo at which you want the sequenceto be played back. Thestart argument divided by 1024 determines the factor by which the tempo will beincreased or decreased. So, for example, the messagestart 1024 indicates theoriginal (recorded) tempo, the messagestart 1536 plays the sequence back 1.5 times as fast, start 512 plays it back half as fast, and so on.

In the upper-left corner of Patch 1 we've devised a way to calculate thetempo ratio, letting you specify the tempo in terms of a multiplier, with 1 being the normal tempo.


- Drag on the number box to choose a tempo multiplier. (You can changethefractional part of the number by dragging with the mouse positioned to the right of the decimal point.) Then click on thebutton to play your sequence at the new tempo.

Changing the playback speed in this manner does not actually changethetimes recorded in the sequence, it merely changes the speed at which seq reads through it. A nother message, called hook ( not shown here), alters thetimes in a sequence. Look under seq in theM ax ReferenceM anual for details.

## Saving and Recalling Files

If you like, you can save the sequenceyou have recorded in a separatefile, to be used later. Thewrite message opens a standard SaveAs dialog box for you to namethe file where you want to storethe sequence. You may want to give the names of your sequencefiles some unique characteristic so you can distinguish them from Patcher files and Tablefiles. (We use.sc at theend of the nameto identify thefile as a musical score).

If you check Saveas Text in the dialog box when you savethefile, you can view the sequence in a Text window by choosing 0 pen As Text... from theFilemenu. O therwise, the file is stored as a standard MIDI file.

To load a saved fileinto a seq object, send theread messageto seq, and a standard O pen D ocument dialog box will appear so you can choosethefile you want to load in. If theread message is followed by a filename argument, seq loads that fileautomatically (provided it'slocated whereM ax can find it). You can set seq to load a file automatically when the patch is opened by typing the name of the sequencefile as an argument to the seq object.

- Click on themessage containing read bourrée.sc to load in abrief melodic excerpt from a Bach bourréein E-minor. Send a start message to seq to hear themelody.


## Processing a MIDI Sequence

The output of seq isin theform of individual bytes of M IDI messages, and can betransmitted directly to the synth with midiout. It can also be sent to midiparse, however, and the parsed data can then be processed by other M ax objects before it is sent to the synth.

In the patcher transpose object we parse the raw M IDI data received from seq, transpose the pitch of the notes by someamount, then reformat the M IDI messages and send them to midiout.

- Double-click on the patcher transpose object to seeits contents.

The patcher transpose subpatch contains a nested subpatch, the transposer patch that we made in Tutorial 27. Subpatches can be nested in this manner so that each task of a patch is encapsulated and is easily modified. (For moreon this subject, look under Encapsulation in this manual.)

Noticethat we have included an additional handy featureinsidethe patcher transpose subpatch: a flush object to turn off held notes. W hen seq is playing a sequence and gets stopped by a stop message, it may bein the middle of playing a note, and the note-off message will not be sent out. In Patch 1, we madethestop message also trigger abutton which sends a bang to theflush object in the subpatch to turn off any such stuck notes.


In general, whenever your patch is capable of stopping seq while notes arebeing recorded or played back, there is the potential for vital note-off messages to belost. This is especially true if your patch sends stop, record, or play messages by some automatically generated means. Bear this potential danger in mind when constructing your patch, and include an object such asflush, midiflush, poly, or makenote - whichever is appropriate - to provide missing note-offs. Examples are shown in Tutorial 13.

- Record a sequence(or usethe bourrée excerpt), and play the sequence with a start message. Try changing thetransposition with thehslider whilethe sequence is playing.


## follow

Thefollow object is very similar to seq in its ability to record M IDI data. But whereas seq only recordsMIDI messages, follow can also record a sequence of singlenumbers that are not in the form of completeMIDI messages (such as the pitches from M IDI note-ons).

follow can record M IDI messages, or single numbers (e.g., just note on pitches)
A sequence can bestored in follow by recording M IDI data, by recording a series of singlenumbers, by reading in a file with a read message, or by typing in a filename argument. Onceit has a stored sequence, follow can usethat sequence as a musical score, and follow along while a performer plays the music. Each timethe performer plays a pitch that matches the next note-on in the stored sequence, follow sends the pitch out its right outlet and sends the index number of that note's position in the sequence ( $1,2,3$, etc.) out its left outlet.

The particular utility of this score-following feature is that the index numbers can be used to trigger other notes, or any other process such as, say, turning on a metro when the 15th note is matched.


## How follow Follows

W hen follow receives the messagefollow with a number argument, it begins to look for incoming pitches which match the notes in thescore, starting at the index specified in the argument. For example, follow 10 causes the object to look for incoming pitches that match the 10th note in the score. W hen the matching pitch is received, follow sends that pitch out its right outlet, and sends the index out its left outlet.

Thefollow object even allows for wrong notes, so if the performer plays a couple of spurious notes, or skips a noteor two, follow will still be ableto keep track of the performer's progress through the score.

One can also step through the score with repeated next messages. A fter afollow message has been received, the messagenext triggers the pitch at the specified index and increments the pointer to thenextindex.

## An Attentive Accompanist

W hen we usethe index numbers from the left outlet of follow as addresses of a table, or addresses of someother array object likefunbuff, theindex numbers can trigger other values. In this way, we can createan accompanist who "knows the score" and follows along with the performer. Each time the performer plays a note of the score, the accompanist has a specific reaction - play a simultaneous note or notes, play some independent melody, rest, whatever - and seems to follow along with the performer.

We've madesuch an accompanist in Patch 2. The accompanist plays the left hand part of theBach E-minor bourréewhileyou play the right hand part. Thefollow object has loaded the sequencefile bourrée.sc to use as the score. Each time a note of the score is played, an index number is sent out that triggers some sort of reaction.

- Click on thefollow 0 messageto start the score-follower at the beginning of the score. Play the right hand part of thebourrée excerpt and Patch 2 will play theleft hand part along with you.
- If you've forgotten how the melody goes, read thebourrée.sc sequence into the seq object in Patch 1 and listen to it.
- Click on follow 0 again, and play the melody with an occasional wrong noteor skipped note. If you don't mess up too much, follow manages to account for your mistakes and continues following the score.
- Try the melody again, with ritards at the end of thephrases. The extra notes that the accompanist plays match your tempo.


## Analysis of Patch 2

Sometimes we want the left hand to play a notealong with the right hand, other times we want the left hand to do nothing new (when the right hand is playing the second of a pair of eighth notes and the left hand isjust holding a quarter note), and occasionally we want the left hand to play a note in between notes played by the right hand. How do we accomplish each reaction?

Theindex numbers arefirst sent to a subpatch called patcher silencer. This subpatch simply filters out the index numbers which we don't want to trigger a note of theaccompaniment. Thesel objects select those index numbers and pass the rest on.


Noticethat sel objects can belinked together to select morethan 10 numbers, since the numbers that are not matched by thefirst sel object are passed out the rightmost outlet to the second sel object.

The remaining index numbers are sent as addresses to funbuff, which sends out an appropriate accompanying pitch value. To makefunbuff respond properly, we simply madealist of addresses and values and saved the list as a funbuff file named bourrée.fb.

- If you want to seethe contents of funbuff, choose $\mathbf{O}$ pen As Text... from theFilemenu and open thefilenamed bourrée.fb.

Wecould have also stored the accompaniment pitches in a table- or in a coll object, which will be explained in Tutorial 37.

So far wehave madethe accompanist play somenotes that are simultaneous with the melody notes, and we've madethe accompanist rest on melody notes that are unaccompanied, but how about when the accompanist has to play notes on its own, in between melody notes?This occurs twice in the score, once at the end of each phrase.

To help the accompanist play notes on its own, the patcher addnotes object measures the tempo of the performance and plays notes with a delay time based on its perception of the performer's tempo.


Contents of the patcher addnotes subpatch
For example, the subpatch measures the amount of time between notes 24 and 25 of the melody (the speed of an eighth note), then delays for that amount of time before triggering the pitch 42. Likewise, thetime between the41st and 43rd melody notes (thespeed of a quarter note) is used as a delay time before sending out the pitch 38 . This is a simple(but fairly effective) method of analyzing the performer's tempo and playing notes in that tempo.

It's always a good idea in programming (and elsewhere, for that matter) to preparefor the unexpected. W hat happens if the performer accidentally misses one of these notes that we need for analyzing thetempo and triggering added accompaniment notes?

If the performer misses thefirst note of a pair, for example, the second notewill trigger a ridiculously largevalue from thetimer and the accompaniment note will get delayed far too long. To protect against this eventual ity, we have used split objects to limit thetime values that can be sent to delay within certain (only moderately ridiculous) extremes. If the valuefrom timer exceeds these limits, the delay object will use the delay time in its argument. If the performer misses the second note of a pair but continues on, the added note will never get played, but by then the performer will have passed that point anyway, and follow will keep up with the performer.

Thepitches from patcher addnotes and from funbuff aresent to makenote wherethey are paired with the velocity of the right hand melody notes, so the accompanist is sensitive to the performer's dynamics, as well. R ather than use an algorithm or alookup tableto providedurations for the accompaniment notes, wejust picked a duration that seems to work both as an eighth noteduration and as a stylistically staccato quarter note.

## Summary

A singletrack of raw M IDI data can be recorded and played back (at any speed) with theseq object. TheM IDI data is received from midiin and istransmitted by midiout. You can also parsethe
data from seq using midiparse, and process the numbers with other M ax objects beforetransmitting them.

A recorded sequence can be saved as a separate file by sending a write messageto seq. If you check theSaveasText option in theSaveAsdialog box, you can open and edit the filelater with Open As Text... .A M IDI filecan be read into seq by sending a read message, or by typing in thefilenameas an argument.

Thefollow object allows you to record or read in a sequence, then use that sequence as a musical scoreto follow along with a live performance. As the pitches received in the inlet are matched with notes in the score, the index number for each note is sent out, and can be used to trigger other notes or processes.

## See Also

| follow | Comparealive performance to a recorded performance |
| :--- | :--- |
| mtr | Multi-track sequencer |
| seq | Sequencer for recording and playing M IDI |
| Sequencing | Recording and playing back M IDI performances |

## Tutorial 36

M ulti-track sequencing

## mtr

Themtr object is M ax's most versatile sequencer. It can record and play back up to 32 different tracks of messages: numbers, lists, or symbols. Thetracks can be recorded and played back either separately or all together. W ith this versatility, you can record and play back not only M IDI bytes, but numbersfrom any object such as aslider or adial, sequences of text messages to bedisplayed to the user, pitch-velocity lists, etc.

We'll show how mtr is used to record and play back M IDI data.
Thenumber of tracks in an mtrobject is specified by atyped-in argument. The leftmost inlet is a control inlet for receiving commands, and the other inlets are for messages you want to record. The command messages for mtr aresimilar to those for seq, but not identical. Notably, mtr understands the message play instead of start, and the play message does not take a tempo argument.

When command messages such as stop, play, record, mute, and unmute are received in the left inlet they apply to all tracks of mtr. These commands can befollowed by a number argument, however, specifying a uniquetrack to which the message applies. Alternatively, these messages can be received in an individual track's inlet, to give a command to just that track.

## A 4-Track "Simul-Sync" Recorder

Patch 1 shows a configuration to record four separate tracks of M IDI notedata separately, then play them all back together. number box objects let you specify thetrack you want to record on and, if you wish, a track to listen to while you are recording. W hen you choose a track to record, the gate opens that outlet to let the record message and the notedata go only to that track.


- Set the open gate outlet to 1 ( to record on track 1), and click on therecord message. Play some notes on your M IDI keyboard. When you arefinished recording, llick theplay messageto hear what you have recorded.
- Now open gate outlet 2, and enter the number 1 in thenumber box at the top of the patch so that you can listen to track 1 while you record track 2.


W hen you click the"simul-sync" button, the message play 1 will be sent to the left inlet of mtr, and the message record will be sent to the inlet of track 2.

- Click the button and record track 2. When you havefinished, click on play to hear both tracks.


You can continue in this manner to record all four tracks. If there is some delay between thetime you click play and the time the sequence starts to play, it's because you took sometimeto begin recording notes after you clicked record. To eliminate this delay, and cause the first event in mtr to begin at time 0 , click the messagefirst 0 .

Notice that once again we have included aflush object to guard against stuck notes. Every timea stop message is sent to mtr, a bang is also sent to flush to turn off any notes currently being held.


## Recording Messages from Different Sources

Note data is not theonly thing that can be recorded with mtr; messages from virtually any combination of objects can be recorded and played back by the samemtr object. In Patch 2 we record numbers from pgmin, bendin, ctlin, and a dial, each on a different track.

- Click on therecord message in Patch 2 and send pitch bend, modulation, and program change messages from your M IDI keyboard for several seconds. You can also move thedial with the mouse. W hen you havefinished, click play and you will see your performance played back, controlling other objects.

Thefirst 0 message can be used to eliminate the delay between thetime you clicked record and the time you started to transmit M IDI messages from the keyboard. The messagedelay 0 causes every track to start at time 0, even if you started sending data to the tracks at different times.

- To seethe difference between first 0 and delay 0 , click on record and send about 5 seconds of pitch bend data, then 5 seconds of mod wheel data, and so on. When you have finished, click stop.
- Next, click first 0 to eliminatetheinitial delay before any data was recorded. Click play to see your performance replayed.
- Now click delay 0 and play your sequenceagain. Thistimeall tracksstart at time0, even though you started recording data on onetrack before the others.

W hen you send mtr a mute message while it is playing, it continues to play its stored sequence, but it suppresses the actual output. Usetheunmute messageto restoreoutput. Individual tracks can be muted and unmuted by following themute or unmute message with a track number argument, or by sending the messages into a specific track's inlet.

You can step through the messages stored in mtr by sending repeated next messages to the control inlet. When mtr receives next, it sends out thenext message stored in each track. It also sends a twoitem list out the leftmost outlet once for each track, reporting thetrack number and the duration (thetime between that message and the following one in thetrack).

- Check All Windows Active in the O ptionsmenu, and bring the M ax window to the front so you can see what gets printed in it. Then click on thenext message. Thenext valuestored in each track is sent out thetrack outlets, and a list for each track, consisting of the track number and the duration between messages, is sent out the left outlet.


The rewind message is used in conjunction with next. It sets the pointer back to the beginning of the sequence, so that the messagenext will start at the beginning again.

## Summary

The mtr object records and plays back up to 32 tracks of any message type - numbers, lists, or symbols. Tracks can be recorded, played, stopped, muted, and unmuted- either individually or all tracks at the sametime.

Thenext message can beused to step through the recorded messages instead of playing them back at their original recorded speed.

## See Also

detonate<br>follow<br>mtr<br>seq<br>Detonate<br>Sequencing<br>Graphic score of noteevents<br>Comparealive performance to a recorded performance<br>Multi-track sequencer<br>Sequencer for recording and playing M IDI<br>Graphic editing of a M IDI sequence<br>Recording and playing back M IDI performances

D ata Structures

## What Is a Data Structure?

A data structure is any collection of data that is stored in somearrangement that allows individual items to befound easily. In Tutorial 32, we used the table object, a data structure called an array, where we used an index address to access the stored values. In this chapter, we'll use someobjects that allow you to create your own collections of data and retrieve them with whatever addresses you wish.

## coll

The most versatiledatastructure object in M ax isthecoll (short for collection). A coll object stores a collection of many different messages, of any type and length (up to 256 itemslong), and can give each message either a number address or a symbol (word) address.

Any timecoll receives a list in its inlet it uses the first number in the list as an address, and stores the remaining items in the list at that address. (You'll recall that alist is any space-separated set of items beginning with a number.) For example, when coll receives the message 36 sequencer start 2048, it stores the message sequencer start 2048 at address 36 . A fter that, whenever coll receives the number 36 alone, it sends the address (36) out the second outlet, and sends the message sequencer start 2048 out the left outlet.


You can also store messages with a symbol as an address instead of a number. If you just send it a message beginning with a symbol, coll will try to interpret the symbol as another kind of command, and won't storetherest of the message. So, to store messages with a symbol as the address, you must precede the symbol with the word store.

W hen coll receives a messagebeginning with the word store, it uses the first item after the word store as its address, and stores the rest of the message at that address. When coll receives that address alonein the inlet, it sends it out the right outlet ( preceded by the word symbol), and sends the stored message out the left outlet.

H ere's the same patch, using a symbol as an address for the message stored in coll, instead of a number.

coll precedes the symbol address it send sout its second outlet with the word symbol so that the address will not beinterpreted as a command by other objects. For example, a message box will not betriggered by a word, because it will try to understand theword as somekind of command. H owever, if the word is preceded by symbol, the message box will betriggered and the word will replace a $\$ 1$ changeable argument in thebox.

## Editing the Contents of coll

To view and edit the contents of a coll, double-click on theobject and a Text window will open. If you make any changes to the Text window, you will be asked whether you want to keep those changes in the coll when you close the Text window.

The contents of a coll are written in a specific format. For details, look up coll in the M ax Reference Manual.

## Saving the Contents of coll

Once you have stored messages in coll, you can set it to save its contents as part of the patch. You unlock the Patcher window, select the coll object, chooseGet Info... from the Object menu, and check Savecoll with Patcher in the Inspector window.

Alternatively, you can save the contents of the coll as a separatefile (so the contents can be used by morethan onepatch). To do this, open thecoll object's Text window and chooseSaveAs... from the Filemenu. A nother way to savethe contents as a separatefile is to send a write message to the coll object, which opens a SaveAs dialog box.

To load a file into a coll object, type the name of the file in as an argument, or send coll a read message, which will causetheO pen D ocument dialog box to appear.

## Storing Chordsin coll

- Double-click on the patcher coll_ examples object to open the subpatch window.
- Play somelong notes on your M IDI keyboard. Every key on the keyboard has a unique3-note chord assigned to it.

The chords arestored in a coll object, using the key number (the pitch of the played note) as the address.

- Doubleclick on the coll object in Patch 1 to seehow thechords arestored. If you want to change some of the chords, edit the numbers in the Text window, then closethe window to update the contents of the coll.

When a pitch value is received in the inlet, coll sends out the 3 -item list stored at that address. The list is broken up into a series of numbers by iter, and the numbers are sent (virtually simultaneously) to noteout, wherethey are combined with the note-on or note-off velocity being played on a MIDI keyboard.


The rest of Patch 1 is for storing your own chords in a coll. W hen pitch data is routed out the right outlet of the Ggate, the note-on pitches are sent to a thresh object.

The thresh object is likeiter in reverse. Numbers which are received within a certain threshold of time are packed together in order. Thethreshold is the maximum number of milliseconds between any given number and the previousone. W hen no new number is received within a certain period, the numbers are sent out as a list.

So, when you play notes of a chord simultaneously (within 50 ms of each other) they arepacked as a list, and after 50ms they aresent out. The unpack object selects the first three numbers and stores them in pack. Then, when you select an address by entering a number in thenumber box, the address and the accompanying chord notes are all sent to coll as a list for storage. Thenumber box
has been set to send only on mouse-up so that you can use it as a slider to enter an address. Otherwise, the chord would bestored in the address of every number you dragged through.


- Click on theGgate to point its arrow to the right outlet.
- Play a 3-note chord that you want to store in coll. Play it as a 4 -notechord first, to hear it along with the address notethat will eventually trigger it, then play it as a 3-notechord to store it in pack.
- Use the number box to select the address where you want to store your chord.
- Repeat the above steps until you havestored all the chords you want, then click on Ggate again to direct the played pitches back to coll. Play the address notes to hear the results.

If you want to save your new chords, you must open thecoll object's Text window again and choose SaveAs... from theFilemenu.

## Parsing the Data Structures in a coll

Patch 2 shows how coll can beused to storemessages with symbol addresses, and it also shows how complex messages can be stored in coll and then parsed when they are sent out.

- Click on the different messages in Patch 2.

- Double-click on thecoll object in Patch 2 to view its contents.

Theformat wehave chosen for our data structure in this coll is: metro command, tempo (duration), and note velocity. Because each message stores the data in the same order, we can access individual items in the data structure and usetheitem in a specific way.


The data structure is parsed as it comes out of the coll. Themessage is first sent to route. If thefirst item of themessage is 1 (meaning metro on), we usethe remaining items in the messageto supply a duration to makenote, a tempo to metro, and a velocity to makenote. If the first item in the message is not 1 (in this case, 0 is the only other possibility), nothing needs to be sent, so route ignores the message. After the essential data is supplied to metro and makenote, the first item is used to turn the metro on or off.

## Other Features of coll

These examples should give you a taste of what coll can be used for. Theremany other command messages which coll understands, too numerous to cover in detail in this Tutorial. For example, you can step through the different messages in coll with goto, next, and prev commands. And you can select or alter individual items of stored messages with commands such as nth (to get thenth item within a message), sub (to substitute an item in a message), and merge (to append items at the end of a message). For details about these commands, look under coll in the $M$ ax Reference $M$ anual.

- Before you go on and look at theother subpatches, you will want to disablethechord-playing patch in the[coll_examples] window. Point the arrow of Ggate to the right outlet, or disable MIDI in thewindow by clicking on theM IDI enable/disableicon in thetitlebar. Closethe [coll_examples] subpatch window.


## menu

The menu object creates a pop-up menu in a Patcher window. It can be used to choose commands with the mouse, just like any other menu, and it can also be used to display messages when the number of a menu item is received in the inlet.

When an item in the menu is selected with the mouse(or by a number received in theinlet), the number of themenu item is sent out the left outlet. Theitems in themenu are numbered beginning with 0 .


After you create a new menu object, chooseGet Info... from the Object menu to open the menu Inspector. You typethe menu items into the large text field in the Inspector window, separating them by commas. The menu items can be any type of message: numbers, lists, words, sentences, whatever. If you want to include a comma within a menu command, you must precedeit with a backslash ( 1 ).


If Evaluate Item Text ischecked in the Inspector window, menu will send thetext of the item out the right outlet. If you check theAuto Sizeoption, the width of themenu will automatically adjust according to the length of thetext in menu commands.

- Doubleclick on the patcher menu_ examples object to open the subpatch window.

We've hidden many of the objects in this subpatch, to give you a visual idea of how menus may be used to enhancetheuser interface of a patcher program.

- Record and play back a MIDI sequenceusing theSequencer menu in the left part of the window.


It's easier to use a single menu than it isto click on a bunch of message boxes, it's moreaesthetically pleasing, and it has the advantage of displaying the most recent command.

- Unlock the[menu_examples] window to seehow the menu is connected in the patch.


The right outlet sends the actual text messages to seq.
In the other patch, the menu has a dual purpose of sending values and displaying the values it receives. If you have a lot of different sounds availableon your synth, you may not be ableto memorizeall the program changenumbers. A menu can help you associatethename of a sound (the text of a menu item) with a program change value(theitem number).

W hen you select a menu item with the mouse, the item number is sent to pgmout as a program change value. Just as the names of sound sare specific to a given synthesizer, so may bethenumbering system used by the synthesizer manufacturer. You'll need to figureout exactly how M IDI program change values correspond to the sound numbers on your synth. In this example we left
menu item 0 empty, and used menu items 1 to 32 to storethenames of sounds, so selecting a sound will transmit a program change valuefrom 1 to 32.

- Look at the menu Inspector for the Synthesizer Sound menu. Noticehow we left the first menu item empty (by starting the text with a comma) so that we could use items 1 to 32.

How did we get moreitems in the menu than will fit into the dialog box?Wetyped theitemsin a Text window, then copied them and pasted them into themenu Inspector.

- You may want to replace our list of sounds with onethat corresponds to your equipment.

Wealso wanted to display incoming program changevalues, so wedirected them to the inlet of our menu. However, we don't want the program change to be sent out again, so we use the set message to set themenu to the specified item without causing any output. Likewise, we want thenumber box to reflect numbers from themenu, but wedon't want it to send the number back to the menu becausethat would cause a stack overflow. O nce again, the set message is the solution.


- Closethe[menu_examples] window and doubleclick on the patcher preset_ examples object to open the subpatch window.


## preset

The preset object can store and recall the settings of other user interface objects in the same window such as slider, dial, number box, and toggle objects. W hen you recall a stored setting, preset restores all these objects back the way they were at the moment the settings were stored. You can even connect theoutlet of a preset to a table to storeand recall various versions of thetable object's contents.

The preset can operate in one of three ways. If the left outlet of preset is connected to the inlet of other user interfaceobjects, it stores and recalls the settings of only those objects. Or, if the right outlet of preset is connected to the inlet of other objects, preset stores and recallsthe settings of all user interface objects in the window except thoseobjects. If neither the left nor right outlet of preset is connected to anything, preset stores the settings of every user interface object in the window ( except table objects, which can only be stored by being connected to the left outlet of a preset).

In the[preset_ examples] window, the preset object is actually connected to thetable with a patch cord, but we have hidden the patch cord for aesthetic reasons.

- Before you use the patch, enableAll Windows Active in the O ptionsmenu. Then doubleclick on thetable object to open its graphic editing window. You can draw in pitch values from 0 to 60 (which will betransposed up into the keyboard range by the O ffset of the lower hslider), and then play those pitches by dragging on the upper hslider.
- When you havedrawn a pitch curvethat you like in the Tablewindow, enter a number in the number box marked Store, and thetable values will bestored in that preset location.

Store
$\rangle 3$


Table Presets

- Repeat the process until you have stored several table presets. Then you can recall different ones by entering a number with thenumber box marked Recall.


Table Presets

- Now unlock the[preset_examples] window to seewhat's going on behind the scenes.

The number box objects labeled Store, Recall, and Clear are actually sending messages to thepreset.


To store settings in a preset location, you send the messagestore, followed by the number of the preset location. To recall a preset, just send the number of that preset alone. To clear a preset, send the message clear, followed by the preset number. clearall will clear all stored presets.

You can save the contents of preset in a separatefile with the write message, and load a file in with the read message.

- Double-click on the patcher another_ example object to seethe sub-subpatch.

The preset object in the [another_ example] window already has 16 presets stored in it, as part of the patch. To store the contents of a preset along with a patch, rather than as a separatefile, you select the preset object, choose Get Info... from the Object menu, and check Save Presets with Patcher.

This patch shows you another way to store and recall presets: you Shift-click on a preset to store the current settings, and you can then recall the settings by just clicking on that preset. The number of preset locations in a preset object is not dependent on the object's physical size. Each preset object holds 256 preset locations, even if they aren't shown within its object box.

- Click on different preset buttons to recall different toggle and number box settings. Try creating your own repeated note patterns and storing your settings in thepreset object.


There are no hidden patch cords in this window. When a preset is not connected to anything, it stores the setting of every user interface object in the window.

## Summary

A data structure is used to store data so that individual items can be easily accessed.
Thecoll object stores any kind of message, with either a number or a symbol as the address. Data to bestored can bereceived as messages in the inlet or typed into a coll object's text editor window. W hen coll receives an address in its inlet, it sends the address out its second outlet, and sends the message stored at that address out its left outlet.

The contents of a coll object can be stored as part of the patch that contains it, or as a separate file. A filecan beloaded into a coll object with theread message, or by typing thefilenamein as an argument.

Themessagesent out by coll can be parsed by other objects to select particular items from thedata structure. Also, individual data items can be sent out or altered by certain commands in a coll object's inlet.

The menu object is a pop-up menu in a Patcher window, and themenu items (commands) can be any kind of message. The menu may be used for selecting commands with the mouse and/or for displaying messages. W hen a menu command is selected, either with the mouse or by a menu item number received in the inlet, menu displays the command, (optionally) sends the stored message out the right outlet, and (always) sends the item number out the left outlet.

The preset object lets you store the settings of every other user interface object in the window at a certain point in time, then recall those settings at some later time. If the left outlet of preset is connected with patch cords, to certain objects, preset stores and recallsthe settings of only those objects. Thecontents of a table can also beremembered by preset, but thetable must beconnected to preset. The preset object can store and recall up to 256 different collections of the settings of all user interface objects.

## See Also

| coll | Store and edit a collection of different messages |
| :--- | :--- |
| menu | Pop-up menu, to display and send commands |
| preset | Storeand recall the settings of other objects |
| DataStructures | Ways of storing data in M ax |

## CLanguage Expressions

TheM ax application itself iswritten in theC programming language, and many of theterms and object names (such as \&\& and || for and and or) in M ax have a basis in C. For programmers who have some experience with C or Pascal, and who feel comfortable using traditional programming language syntax, M ax provides objects for evaluating mathematical expressions and conditional statements that are expressed in aC-like way.

Even if you don't know a programming language, you can understand and usetheseobjects. Often a complex comparison or mathematical calculation that would require several Patcher objects can be expressed in a single phrase, in a singleobject. Also, you can do a few calculations with theseobjects that you can't do with any of theother arithmetic operators.

## expr

The arguments to theexpr object make up a mathematical expression (formula) in a format that is similar to C programming language. For example, theC expressions...

$$
x=67 ; y=96 ; z=(x \% 12+1) * \operatorname{abs}(y-127) ;
$$

can beexpressed in an expr object as


Without using expr, you would perform the calculation with a patch with many objects that looks likethis:


- To see an example of an object-based solution to a programming problem, and a comparable solution using expr, double-click on the patcher expr_ example object.

For this example, we want to solve the following problem: as the modulation wheel progresses from 0 to 127 , send pitch bend values from 64 to 127 and back down to 64 . Thepatch on the left shows a standard Patcher way of doing this. The patch on the right shows the different tasks all combined into a singlemathematical expression in expr.


Notice that the changeable arguments in an expr object include a letter, as in \$11, to tell expr what datatypeto use for that argument (i for int, f for float).

- M ovethemodulation wheel on your M IDI keyboard from 0 to 127 , and you'll seethat both methods of stating the mathematical expression work equally well. However, it's a bit more memory-efficient to use a single object instead of four.


## if

A nother staple of C programming is the if () ; else; combination. In Pascal, this is expressed as IF condition THEN statement ELSE statement. In plain English this means: if a certain condition is met, do onething, otherwisedo another thing. Sometimes this way of thinking about the world just seems to make a lot more sense than abunch of boxes connected together with wires!

M ax has an object called if which lets you express programming problems in an if/then/elseformat. If the comparison in the argumentsistrue (does not equal 0 ), then the messageafter the word then is sent out the outlet, otherwise, the message after the (optional) word else is sent out.

So, the conditional statement
if the received number is greater than or equal to 64,
send out 127,
otherwise send out the received number
would beexpressed as


An object-based way of saying the same thing might be:


Thethen and else portions of theif object contain a message similar to that you would type into a message box. You can includechangeablearguments, but not mathematical expressions as you can in the portion of the message after theif.

If the then or else portions of theif object begins with the argument out2, then theobject has a second outlet on the right, and the message is sent out the right outlet.


Thethen portion and else portions can also begin with send, followed by the name of a receive object. In that case, the output is sent to all receive objects with that name, instead of out the outlet.

- Double-click on the patcher if_ example object to seetheusefulness of if.

The problem in this example was,"If thenoteG1 is slayed with a velocity between 16 and 95 , start a sequence, otherwise increment a counter somewhere el se." The example shows that a great many tasks can be combined into asingleif/then/else expression. In this instance, oneif object does the work of nine other objects.

## CMath Functions

TheC math library has many functions for such calculations as logarithms, trigonometric ratios, $x$ to the power of $y$, and so on. $M$ ax does not have specific objects for thesefunctions, but they can beincluded in the arguments of an expr object. This is a real strength of expr, because it lets you make calculations you would not otherwise be ableto makein a M ax program.

In the main patch of this example, we use two different math functions, sin() and pow() to calculate pitch bend curves to bestored in the table. O ne formula makes a single cycle of a sine wave with a rangefrom 0 to 127. Theother formula draws exponential curves from 64 to 127.

- Check theAll WindowsActiveoption and double-click on the table object to open its graphic window. Click on thebutton at thetop of thepatch to draw a cycleof a sinewavein the Tablewindow.

The expression in expr converts theinput to a float by using the $\$ 11$ argument (instead of $\$ 11$ ), in order to do a floating point calculation. It divides the input by 128, (so as the input progresses from 0 to 127 it will produce a progression from 0 to almost 1), multiplies the input by $2 \pi$ (approximately 6.2832), and calculates the sine of that amount. The resulting sine wave values are multiplied by 63.5 and offset by 63.5 to expand them to the proper range, and thefinal result is converted back to an int beforebeing sent out.

```
expr int(sin($f1 * 6.2832 / 128.) * 63.5 + 63.5)
```

- The expression in theother expr is a simple exponential mapping function. Click on Ggate to point it to theright outlet. Drag on thenumber box to select an exponent for the curve to be calculated by expr. An exponent of 1 produces astraight line, an exponent greater than 1 yields an exponential curve, and an exponent lessthan 1 yields an inverse exponential curve.
- Click on thebutton to draw thecurvein the Tablewindow. Try different exponent values and redraw thecurve.

Large numbers of exponential calculations- especially with a large exponent- requirefairly intensive processing for the computer to calculate. For this reason it's often better to perform such calculationsin advance and storethe values in a table to be accessed later, rather than to calculate the values on thefly whilethecomputer is performing music.

Oncethecurveis stored in thetable, it is read through by aline object each timeyou play a noteon your keyboard. The values are sent to bendout to betransmitted to the synth as pitch bend. The speed with which line reads through thetable depends on the velocity of the noteyou play.

- Play long notes on your keyboard with widely varying velocities, and listen to thedifferent speeds with which line readsthrough the curve in thetable. Draw different curves in thetable to hear their sonic effect.


## Summary

Theexpr object takesaC-like mathematical expression as its argument, including changeable arguments. W hen a number is received in the left inlet, expr replaces the changeable arguments, evaluates the expression, and sends out the result.

The if object evaluates a conditional statement in theform "if x istruethen output y else output z". The conditional statement can contain changeablearguments. Theoutput can be sent to receive objects instead of out the outlet.

Both if and expr arecapable of combining the computations of several Patcher objects into asingle object, which is usually morememory-efficient.

The expression in the argument of expr can contain C math functions such as pow() and sin(), and can also contain relational operators. For details on the operators and functions you can use, look under expr in the Max ReferenceManual.

## See Also

| expr | Evaluatea mathematical expression |
| :--- | :--- |
| if | Conditional statement in if/then/elseform |

M ouse control

## mousefilter

There may betimes when you want to see the exact value that is going to be sent out of aslider or dial before it is actually sent. The mousefilter object helps you do that. It receives numbers in its inlet, but passes them on only when the mouse button is up. Consider the examplebelow.


While you aredragging on thehslider, the numbers are sent to thenumber box for display, but mousefilter does not pass them on because the mouse button is down. When you releasethe mouse button, the last number is sent out the outlet of mousefilter.

The patch in the left part of the Patcher window is very similar to this example, except that we have hidden the mousefilter object and the patch cords. W hen you drag on thedial, the upper number box shows the output of dial, but no number is sent to the lower number box (and to pgmout, also hidden) until the mouse button is released.

- Drag on the dial to select a new program changenumber. Nothing is sent to your synth until you release the mouse button.

The button at thetop-left corner of the patch triggers aline object to step through theprogram changes automatically over the course of 16 seconds.

- Click on thebutton. W hilethedial is being automatically controlled, you can usethe mouse to suppress certain program change numbers. Whenever you hold the mouse button down, mousefilter acts as a gateto shut off the flow of numbers to pgmout.
- Unlock the Patcher window to see how the connections are made. Lock the window again beforetrying the rest of the patch.


## Using the Mouse Position to Provide Values

Thelarge box in the example Patcher window was imported from a graphics application and pasted into the window using Paste Picturefrom the Edit menu. It delineates a pitch-velocity grid in which you can drag with the mouse to play notes. Thegray area shows the pitch spacethat corresponds to the range of a 61 -key keyboard ( C 1 to C 6 ).

- Beforeusing thepitch-velocity grid, you must click on themost extremebottom-left corner of thebox. This tells M ax wherethe 0,0 point is.
- After you have donethat, click and/or drag insidethebox to play notes with the mouse.


When you hold down themouse button insidethebox, notes are played continuously. M oving the mouse from left to right in the box increases the pitch. M oving from bottom to top increases the velocity. Large changes upward or downward causethetempo of the notes to increase or decrease.

The mouse is not moving any kind of slider or other type of user interfaceobject, so how does it send out notes?

- Unlock the Patcher window and scroll to the right to see what's going on.


## mousestate

The generator of numbers in this patch is the mousestate object. When it receives a bang in its inlet, mousestate report the current horizontal and vertical location of themouse out itsleft-middle and middleoutlets.

A location on the screen is expressed as a horizontal-vertical pair of numbers, normally measured as the number of pixels away from the upper-left corner of the screen. H orizontal location is measured from left to right, and vertical location is measure from top to bottom.


The cursor is 127 pixels to theright of, and 81 pixels down from, the upper-left corner of the screen

W hen mousestate receives themessagezero, it uses the current mouse location as thenew 0,0 point, and makes all subsequent measurements in terms of that new point. That's why you click on the bottom-left corner of the pitch-velocity box beforestarting. We've situated a tiny ubutton object on the corner of the box, so when you click there it triggers azero message to mousestate and sets that point as the new 0,0 point.
mousestate al so reports the status of the mousebutton. It sends out 1 when the button is pressed and 0 when it is released. We usethis feature in our patch to control themetro object which sends bang messages to mousestate. Since metro only sends a bang when the mouse button is down, mousestate only sends out location values whilethe mouse is down.


The two right outlets report the change in location since the previous report. The horizontal location, the vertical location, and the change in vertical location areused in this patch to supply values for pitch, velocity, and tempo. Each range of values has to belimited and processed slightly differently to place the values in an appropriaterange.

For example, the pitch-velocity box is 256 pixels wide, so welimit the horizontal location values between 0 and 255 with a split object, then dividethem by 2 to get a range of pitches from 0 to 127 . The box is 128 pixels high, but remember that vertical location is measured from top to bottom, so when the mouse is in the box the vertical values will range from 0 to -127 . Wethereforelimit the vertical values between -127 and -1 and use theabs object to make the values positive. (Wedon't want any 0 velocities because they'll be supplied by makenote.)


To get the tempo, we use the change in vertical location of the mouse. But we only want to detect substantial change, so we first filter out slight changes ( $\pm 7$ pixels). Then welimit the values between - 128 and 128 and use expr to map that rangeonto an exponential curvefrom 40 to 500 . Thus, a large increase in velocity causes a fast tempo, while a large decrease in velocity causes a slower tempo. A gradual change in velocity does not change the tempo.

## Summary

When the mouse button is down, mousefilter suppresses all numbers it receives until the button is released, then it send sout the last number it received. mousefilter can be used as a mouse-dependent gate, especially to allow you to view many numbers but only send on theones you want.

Every time mousestate receives a bang, it sends out the location of the mouse and thechange in location since the last report. These values can be used to provide continuous musical control, giving you the ability to use the entire screen as a field in which to produce values in two dimensions by moving the mouse.

W hen the mouse button is pressed mousestate sends 1 out its left outlet, and when it is released mousestate sends out 0 . These values can be used to turn a process on and off, or to open and shut a gate.

## See Also

| mousefilter | Pass numbers only when the mouse button is up |
| :--- | :--- |
| mousestate | Report thestatus and location of the mouse |

## Tutorial 40

Automatic actions

## Opening a Subpatch Window

Your programs can automatically open and closePatcher windows and detect when a window is opened or closed, triggering someaction.

- When you open the examplepatch for thischapter of theTutorial, thewindow of the subpatch object stopwatch is opened immediately and beginsto display thetimeelapsed sincethewindow was opened.

As we explained earlier (in Tutorial 26), a patcher object will open automatically if you leave its subpatch window open when you save the Patcher that containsit. A subpatch saved as a separate file, however, (such as stopwatch) will always have its window closed when the main patch is opened.

To open the[stopwatch] window, which would normally not beopen, we used two objects,loadbang and pcontrol.

## loadbang and closebang

The loadbang object sends out a bang once when thePatcher that contains it is opened (loaded into memory). This allows you to trigger certain actions immediately when a patcher isloaded. You can useloadbang to open gate and switch objects (which are closed when a patch is opened), start timing objects such as metro, or supply initial number values to an object such as number box.

The counterpart to loadbang is closebang (not shown here) which can be used to trigger actionssuch as turning off a metro or resetting the contents of a table- when a patcher isclosed.


## pcontrol

Subpatch windows can beopened and closed by the pcontrol object. W hen pcontrol receives an open or close message in its inlet, it opens or closes the window of any subpatch objects connected to its outlet.

In the left part of the main Patcher window you can see how the[stopwatch] window was opened automatically. Thebang from loadbang triggered an open message to pcontrol, which opened the window of the stopwatch object.


Using pcontrol, you can produce multi-window patches with each window displaying something different, and you can makepcontrol show or hide windows when appropriate.

Note: Because opening and closing windows takes sometime, it's not advisable to do it whileM ax is playing music, unless you'rein O verdrive mode.

- You can stop and restart thestopwatch by clicking on thetoggle in the[ stopwatch] window. To open and closethe[stopwatch] window, send open and close messages to pcontrol.
- Closethe[stopwatch] window, and open the[clicktrack] window by sending an open message to the other pcontrol object. W hen the[ clicktrack] window is opened, a 4-noteclick track automatically begins to play, at the metronomic tempo shown in thenumber box.

The pcontrol object can also enable and disableM IDI objects in the subpatch windows it controls. The message enable 0 in the inlet of pcontrol disables the M IDI objects in the subpatch, and enable 1 (or any number other than 0 ) re-enables them. Bear in mind, if you makea patch that automatically disablestheM IDI objects in a subpatch, that you run therisk of causing stuck notes on the synth if you cause a note-off message to belost.

- EnableAll WindowsActiveso that you can click in the main Patcher window without bringing it to the foreground. Then click on thetoggle in the main Patcher window to disable M IDI. The sound stops, but theled continues to flash.


## led

Theled object is an on/off indicator similar to toggle, but not identical. Whereas toggle passes on any number it receives, led outputs only 0 or 1 indicating thezero/non-zero status of thenumber it receives. W hen led receives a bang, it flashes and outputs 0 . You can change the color and flash time of an led object by selecting it and choosing Get Info... from the O bject menu.

## active

W hat makes the clicktrack and stopwatch objects run automatically when their windows are brought to the foreground? They are controlled by another automatic control object, active.

- To see thehidden objects in the subpatches, you must open the actual file in which the subpatch is saved. Choose Open... from the Filemenu to open thefilenamed stopwatch.
- Stop thetime display by clicking on thetoggle in thestopwatch window, then unlock the window to seeitshidden objects.

W hen a window is made active(i.e., brought to the front), the active object in that window sends out 1. W hen the window made inactive (is no longer in front) active sends out 0 . Wehave used active to turn a docker object on automatically whenever the window is brought to the foreground.


The active object sends out a number only in responseto a change in its foreground/background status, and is not affected by the setting of All WindowsActive. When All Windows Active is checked, you can click in any window without first bringing it to the foreground, but only theforeground window is technically active. W hen you movea window to the background, an active object in that window sends out 0 , but when you closethe window active does not send a0, because it's not actually being sent to the background.

Even though thestopwatch object doesn't get any messages from other objects, it needs to have an inlet so that it can be controlled with pcontrol. You can includeadummy inlet object in a patch for this purpose.

- Closethestopwatch patch and open thefilenamed clicktrack. Turn off thetoggle in the licktrack window, and unlock the window to seeits hidden objects. You can seethat it contains an active object to turn on tempo whenever the window is made active. The numbers 0 to 3 sent out by tempo are multiplied and transposed to play the pitches $\mathrm{C} 5, \mathrm{E} 5, \mathrm{G} \# 5$, and C6.


The clicktrack object has one inlet for receiving new tempo values, but this same inlet can be used by pcontrol in themain patch to control the[dicktrack] window.

## Summary

The loadbang object sends a bang whenever the patch that contains it is loaded into memory. The closebang object sends a bang when the patch that contains it isclosed. Thesebang messages can be used to start processes, open or close a gate, send a message, etc.

W hen the pcontrol object receives an open or close message, it opensor closes all subpatch objects connected to its outlet. You can also enableor disableM IDI using theenable 1 and enable 0 messages to the pcontrol object. Disabling M IDI objects while a note is being played, however, may causea note-off message to belost, leaving a stuck noteon the synth.

The active object sends out 1 when the window that contains it is brought to the front and 0 when someother window is brought to the front.

## See Also

active
closebang
loadbang
pcontrol

Send 1 when window is active, 0 when window is inactive Send abang automatically when patch is closed
Send abang automatically when patch is loaded
O pen and close subwindows within a patcher

## Tutorial 41

## Timeline of M ax messages

## Writing a score

Composers of orchestral music write the activities of all the players out together in a single score, so that all the predetermined events can be seen together, organized in time. Composers of computer music often usea M IDI sequencing program for a similar purpose. In M ax, thetimeline object exists as a combination of score and sequencer.

A timelinein $M$ ax is a multi-track sequencer of M ax messages. Each track in the sequence is aM ax Patcher (referred to as an action patch), and the events that are placed in each track aremessages which will be sent to specific objects in the action patch at the desired moment. And just as a prerecorded sequence (or imported M IDI file) can be read into a seq object and played from within a patcher, a prerecorded timeline can be read into atimeline object and played back from within a patcher.

- In order for thetimelinein thisTutorial to work correctly, you should make surethat the O verdrive setting in the Options menu ischecked.
- When you open the example patch for this chapter of the Tutorial, two other windows are opened, as well, although they may behidden behind the Patcher window. One isthegraphic editor window for atimeline, and theother is a QuickTimemoviewindow.
(Note: If you don't have theQuickTime extension installed in your system, the QuickTimemovie window will not appear, and you should disregard references to the movie when reading this chapter of theM ax Tutorial.)

This patch hastwo main components. On theright side of thewindow is a seq object containing a prerecorded sequence(which was read in automatically from a filenamed tutorial41.sc). It can be controlled by messages sent from themenu object, or by messages received remotely from a send seqamd object somewhere else. Noticethat any message sent to seq also sends a bang to midiflush, to turn off any notes that may beheld at themoment when seq is stopped or restarted.


A bang received by midiflush turns off any held notes

On the left side of the window is a timeline object containing a prerecorded timeline (which was read in automatically from a file named tutorial41.ti). Theother objects around it are for sending it control messages or for handling its output. We'll come back to this portion of the patch presently.

## The Timeline Window

- To see the contents of thetimeline, bring thetimelinegraphic editor window to theforeground by double-clicking on thetimeline object (or by choosing tutorial 41 .ti from theW indows menu).

Thistimelinehas two tracks. Track 1 contains events to besent to an action patch; track 2 contains only markers, which mark specific important points in thetimeline. Thefirst track contains a variety of event editors, each of which contains oneor more events (messages) to be sent to thetrack's action patch at a specific time. The action patch containsticmd objects, which receivethese messages (as if they had come in through inlets) and usethem in the patch. For example, the event editor containing thetext seqcontrol start is called a messenger; it sends the message start to a ticmd object named seqcontrol in the action patch. Theticmd is connected to a seq object, which will receive the start message from ticmd. So, four seconds after thetimeline beginsto play, a sequence will bestarted by theseqcontrol start event.
seqcontrol start

This event in the timelinesends its message...
tiCmd seqcontrol $s$
seq ...out the outlet of thenamed ticmd object in thetrack's action patch

But where is theaction patch that will receive thesemessages and do things with them?Theaction patch is a M ax document on the hard disk, like any other patch you have created and saved. It can beanywhere in M ax's file search path. In this case, it's in the samefolder as thetutorial patch (the M ax Tutorial folder). Thereis also a special folder called tiA ction in the M ax folder, where you can keep action patches that thetimeline will display in its Track pop-up menu. In any case, the timelinefinds thefileand loads it into memory to beused by a singletrack of events. You can view (and even edit) the action patch from within thetimeline.

## Actions and ticmd

- To seethe action patch, doubleclick on the small M ax icon at the left end of track 1 .

An action patch contains oneor moreticmd objects, for receiving messages from thetimeline. Each ticmd object has a name( its first argument), and specifies thetype of message(s) it expects to receive. The name of each ticmd object in the action will appear as a possible event in thetimeline track. For example, just by looking at portionsA and B of the action, we can seethat thetimeline
may contain events named pitch, volume, and bend which would send int values to their respective ticmd objects.


A ny volume event in the timeline will be sent out (via theticmd volume i object) as the value of a M IDI controller 7 message, to modify the volume of the synth. Similarly, any bend event in the timelinewill besent out asa M IDI pitchbend message. A pitch event will beplayed as a 200ms note, with a randomly chosen velocity somewherebetween 64 and 127. (A random number from 0 to 63 is chosen, then 64 is added to that number before it is sent to the velocity inlet of makenote.)

An action patch doesn't need to handle all the events itself. It can simply send them somewhere else, by connecting theoutlet of ticmd to a send object or atiout object, as isdonein portionsC and D of this action.


The tiout object passes any messages it receives in its inlet out the specified outlet of thetimeline object itself. So, in this case, note or scalespeed events from the timeline get sent out the outlet of the timeline object in the 41. Timeline patch. (You might find it useful to think of tiout objects in an action as analogous to outlet objects in a subpatch. They send messages out the outlets of thetimeline that containsthem.) Wealso see that seqcontrol messages do not go directly to a seq object in the action; rather, they go to a send seqcmd object, so in fact they will comeout anywhere that there is an existing receive seqcmd object. This is another way that thetimeline can communicate with patches other than one of its own action patches.

## thistimeline

Let's look at one more feature that's available in an action: the thistimeline object. A ny message received by a thistimeline object in an action gets transmitted to thetimelinethat containsthat
action. In this way, a timeline can actually send control messages to itself! In portion E of this action, there are two ticmd objects, for handling goto and gotoA events from thetimeline.


W hen a gotoA event is reached in the timeline( and the Ggate is pointing to the proper outlet), it bangs the search SectionA message box, sending that message to thetimeline. Thetimeline will then look for a marker called SectionA, and relocate itself to that marker if it findsit. W hen a goto event is reached in thetimeline( and the gate is open), it sends a number (specifying a point on the timeline, in milliseconds) to thelocate $\$ 1$ message box, which causes the timelineto relocate to that point. In either case, the timeline will continue to play after it has relocated itself to thenew point.

In order to givethe user some control over thetimeline's behavior, themod wheel of the synth (controller 1) is used in this action to block or let pass thegotoA and goto messages. Noticethat a gotoA message will be passed out the proper outlet of Ggate only if the most recently received mod wheel value is 0 , and a goto message will pass through the gate only if the mod wheel is at some non-zero position.

## Reading the timeline Score

- Closethetutorial.ac window so that you can seethetimelineeditor window again.

Now that you have seen what's going on in the action patch, you can figureout what will happen when the timeline is played. In the first four seconds, there is a whole table full of pitch events, which will be sent out one-by-oneover the course of thosefour seconds. (A table of values is placed as an event in a timeline with the etable event editor.) There is also a graph of volume events, which will likewise be sent out continuously over thespan of timecovered by theevent editor (known as an efunc).

Four seconds into thetimeline, a segcontrol event will send the messagestart. We have already seen that this start message will go from thetimelineto theticmd seqcontrol sobject in the action, to a send segcmd object in the action, to a receive sequmd object in the41. Timeline patch, and from thereto the seq tutorial 41. sc object, starting the sequence.

- Scroll to theright in the window to seetheremainder of thetimeline.

At the 8000 milliseconds ( 8 seconds) point on thetimeline, thereappear to be several simultaneous events. You can examine a pop-up menu containing their exact times by holding down the mouse in the left portion of thetrack, just under the track name.


From this list of events you can see that thegotoA bang event occurs just beforetheother events. You know from examining the action patch that this will cause the timelineto relocate to theSectionA marker (located at time 4000), provided that the mod wheel of the synth is in the 0 position. The timelinewill continueto loop from 4000 to 8000 until the mod wheel has been moved to a new position.

W hen the gotoA bang event is reached, and the mod wheel is in a non-zero position, the message will not go out the left outlet of the Ggate in the action, so thetimeline will be permitted to continueon its normal course. It will then send thenote events (from the messenger objects), an emovie event (a start message that is transmitted directly to themovie object in the action), and an etable full of bend events ( a series of ints sent out one-by-one). At time 10000, it will send a goto

8001 event, thus relocating itself to that point in thetimeline (provided that themod wheel has not been returned to its 0 position).


So, at time 8002 thetimeline will start the movie, play afour-note chord, and begin bending the pitch; then at time 10000 it will relocate itself to time 8001 and continue playing until the mod wheel is at 0 at time 10000. ( Note: because you have the 0 verdrive option checked - which is necessary for the M IDI datato besent out with the proper timing- theQuickTime movie may move jerkily or intermittently, depending on the speed of your CPU.)

You may recall that in theaction patch thenote messages received from thetimeline(thefour-item lists in the above example) get passed out the second outlet of thetimeline object.
c. ticmd note 1
tiout 2

- Bring the 41 . TimelinePatcher window back to the foreground to see what happens to those note messages.

The liststhat aresent from thetimeline as note messages comeout the second outlet of thetimeline object, where they are broken up into individual numbers by an unpack object. Thefirst three numbers in each note message go directly to a noteout object to beused as the pitch, velocity, and channel information of a MIDI note- on message. The 1st, 3rd, and 4th numbers of thenote mes-
sage also go to a pipe object, wherethe 4th number is used as thenumber of milliseconds to delay before sending on theother numbers.

## timeline tutorial41.ti 3



Notethat sincenothing ever gets sent into the second inlet of pipe, thenumber coming out the second outlet will always be 0 . These delayed numbers go to noteout, and providethe note off message. This is a convenient method of providing note-offs, by specifying a noteduration and using that number to delay a second note message with a velocity of 0 . It's similar to using a makenote object, but allows you to delay the channel number, as well (which makenote does not do).

## Playing the timeline

Now that you understand what the ifferent events in thetimeline do, you have a pretty good idea what will happen when you play it. In the first four seconds, the notes in thepitch table will be played and the volume will be adjusted by the volume graph. From time 4000 to 8000 the tutorial41.sc sequence will be played repeatedly until you movethemod wheel of your synth. Then at time 8002 a chord will be played, pitchbend messages will be sent out from thebend table, and theQuickTimemovie will be played. Thetime from 8001 to 10000 will repeat until you move the mod wheel back to 0 .


- UsetheW indows menu to bring the QuickTime moviewindow to the foreground. (You can drag it to the upper-right corner of the screen so that you can still seethe Patcher window.) Check the All Windows Active command in the Options menu so that you can leave the movie window in the foreground and still click on objects in the Patcher window.
- To play the timeline, just click on the message box that says play in the Patcher window. W hen you get bored with the repeating sequence in SectionA, move themod wheel and thetimeline will progress on to the Coda section. To stop thetimeline, click on the stop message in the Patcher window. To go back to thebeginning, click on thelocate 0 message box, or choose Intro from the Go To pop-up menu in the Patcher window.


## Controlling the timeline's Tempo

Likethe clocker, line, metro, pipe, and tempo objects, a timeline object can be synced to a setclock object, and its tempo will then becontrolled by that setclock object rather than by M ax's regular millisecond clock.

- Click on themessage box that says clock scalespeed. That instructs the timeline object to sync to the setclock scalespeed mul object. Click on the locate 0 message box, to "rewind" the timeline, then click play. You will notice somechanges in thetempo of the Intro section.

W henever a setclock object with a mul argument receives a number in its left inlet, it multiplies its clock values(i.e., divides itstempo) by that number. In this case, thetempo changes comefrom thetimeline itself. Specifically, scalespeed event editors(float objects) in theIntro section of the timelinetransmit numbers to theticmd scalespeed $f$ object in the action patch, which sends them (via a tiout 1 object) out thefirst outlet of thetimeline object.

scalespeed events in the timelinetrack are received by theticmd object in the action patch, and are sent out the first outlet of thetimeline object to setclock which changes the timeline object's tempo

The above example is a rather complex situation, which is included here primarily in order to demonstratetimeline object's ability to control itself, and to demonstrate theoperation of thetiout and setclock objects. H owever, the numbers that go into setclock to change its tempo could come from any source, such as aslider or a M IDI controller (with the proper arithmetic to map the numbersto an appropriate range of floats).

- If you want to revert timeline to following M ax's regular millisecond clock, click on themessage box that says clock.

There is only one remaining part of the patch that has not yet been explained. W hen thetimeline receives the message markers 3 (as it does when the patch is loaded), it sends the first word from
each of its markers out its third outlet, to bestored in themenu object. This menu can then be used to cause timeline to go immediately to any of the markers.


- Try using the menu to jump to a specific section in thetimeline. You can do this while the timelineis playing.


## Editing the timeline

Thetimeline in thistutorial examplehas already been arranged and saved in a filenamed tutorial41.ti. You can makechanges to thetimelineby bringing the graphic editor window to the foreground. For example, you can changethevolume graph in the Intro section just by clicking and dragging on thecontrol points in thegraph, or by clicking where no control point exists to createa new one.


- Double-click on theetable editor of pitches in the Intro section. You will be presented with a tableediting window, and you can changethe values in thepitch table.


Notice that thetableediting window has atitle: intropitches. That's becausethis particular etable has been linked to the table intropitches object in the action patch. W hen you create an etable (or efunc) event editor in a timelinetrack, you can link it to an existing table object (or funbuff object in the case of efunc) by selecting it, choosing the Get Info...command from theO bject menu, and typing in the name of theobject as the TableLabel for your editor. From then on, any changes you make in the etable will affect the table object to which it is linked, and vice versa.

To placenew events in a timelinetrack, you hold down the Option key on M acintosh or theAlt key on Windows and click on the mouse in the event portion of the track at the point where you want to place the event. You will be presented with a pop-up menu of all the possible events you can place in that track, based on theticmd objects in the action that thetrack is using. If thereis morethan onepossibleeditor for a particular event (for example, an event of typeint can beplaced using an int, etable, or efunc editor), the editors are presented in a submenu. You choosethe event you want from the pop-up menu, then enter the message you want that event to send to theticmd object.

- Try placing a note event in track 1 at time 4000 . M ove the mouse in the event portion of the track until theindicator at the top of the window tells you that your cursor is at time 4000. Option-click on M acintosh or Alt-click on Windows in thetrack (in some white space where there are no other events in the way) and choose a note event from the pop-up menu. You will get a messenger event editor, into which you can typethe note information. As we have seen, a note event should be a four-item list in theformat pitch-velocity-channel-duration, so typein 289611000 to play a low E on channel 1 for 1 second.


You can play your timeline without leaving thegraphic editing window, by using thetape recorder style controls at thetop of thewindow.

## Summary

A timeline is a multi-track sequencer, each track of which sends messages to ticmd objects in a specified action patch. You placeevents(messages) in a track in non-real timeby Option-clicking on M acintosh or Alt-clicking on W indows at the desired location on the timeline. The messages comeout theoutlet of theticmd object in theaction patch, and can either be used insidetheaction patch or sent elsewhere via a send object or a tiout object.

O ncethe"score" of M ax messages has been composed on thetimeline, it can be saved in a file, and then can be accessed from a patcher by reading thefile into atimeline object. You play thetimeline by simply sending a play message in the inlet of thetimeline object. You can also moveto a specific time location in the timeline with thelocate message, or by searching for a marker event with the search message.

An action patch can send messages out the outlet of the timeline object that contains it, via the tiout object. An action can also control thetimelinethat contains it, via thethistimeline object. The tempo of a timeline can becontrolled in real timeby syncing it to a setclock object and sending messages to the setclock (possibly even from thetimeline itself).

## See Also

setclock
thistimeline
ticmd
timeline
tiout
Timeline

M odify clock rate of timing objects
Send messages from atimelineto itself
Receive messages from a timeline
Time-based score of $M$ ax messages
Send messages out of a timeline object
Creating a graphic score of $M$ ax messages

## The Graphics Window

In M ax you can statethevital information about amusical notein terms of integers specifying key number, velocity, channel, and (with makenote, for example) duration in milliseconds. M ax also allows you to place pictures and geometric shapes of color onscreen, using integers to state the position, size, priority (foreground-background level), and color of theimages. Sinceboth sounds and images are described with integers, it's a simplematter to write patches that correlate thetwo.

In order to display animated graphics, you need to include at least onegraphic object in your patch. Each graphic object opens a graphics window automatically when the patch is opened.

- When you open the example patch for thischapter of the Tutorial, a graphics window titled is opened by the graphic object.


Thefirst argument gives the graphics window a name, which appears in thetitlebar of the graphics window. (In this case, the graphics window's title bar is hidden behind themenu bar.) Other objects will usethe window nameto refer to the window in which they are going to draw.

The four number arguments following the window name specify the four corners of the drawing area of thewindow - top, left, right, and bottom - in terms of pixels from the top left corner of your screen. We havemadethe window precisely fill a 9 " screen, leaving twenty pixels at thetop for themenu bar.

The graphic object can receiveopen and wclose messages. The wclose message is particularly helpful in a caselikethis, wherethe close box is hidden behind the menu bar. Obviously, theopen message is necessary to reopen the window once it has been closed, and it can also be used to bring the window to theforeground. Wehave also used thekey object to includekeyboard shortcutso and w for open and wclose, sincethe graphics window completely covers the Patcher window once it has been brought to the foreground.

## Drawing Shapes

- Usetheopen message, or theo key on your keyboard, to bring theA nimation window to the foreground. Play some notes on your keyboard and watch what happens in thegraphics window. A nalyzethe correlation between your actions and thegraphics onscreen.
- Choose42. Graphics from theW indows menu, or use thew key on your keyboard to closethe Animation window. D ouble-click on the patcher Eight Rectangles object to examine its contents.

The played pitches and velocities are passed through a poly object, which assigns a uniquevoice number, 1 through 8 , to each notecurrently being held. Thepitch and velocity are passed out the middle and right outlets, and the voice number is sent out the left outlet. If morethan 8 notes are held down at a time on the keyboard, poly sends out a note-off message for theoldest noteto make room for thenewest note. This is known asvoice-stealing. Thefirst argument tells poly how many notes to hold, and the second argument (if non-zero) tellspoly to steal voices.


Thepitch and velocity of the noteareused to determinecharacteristics of the rectangles to be drawn in thegraphics window. The voice number is used to route messages to one of eight different rect objects.

Shapes and pictures areanimated in agraphics window assprites, objects that draw themselves in a single place and erasethemselves from their old location when they aredrawn somewhereelse. Each shape-drawing object such as rect controls a single sprite, so multiple objects are needed if you want to display morethan one shape at a time. We chose eight rect objects as a reasonable number to take care of most keyboard playing styles.

The rect object requires an argument telling it which graphics window to draw in. It has inlets for specifying the coordinates of its four corners- left, top, right, and bottom - relative to the top left corner of the graphics window's drawing area. It also has inlets for the sprite's pen mode(for alist of pen modes, seeoval in the M ax ReferenceM anual) and color. We usetheincoming M IDI data to calculate these characteristics of the shapes to bedrawn, and we pack thenumbers for all six inlets as a list, combined with the voicenumber at thebeginning of the list, so that we can routean entire rectangle description to the appropriaterect object.


We use only rect objects for drawing shapes in this patch, but the inlets of theframe, oval, and ring objects are exactly the same.

## Correlating Graphics and MIDI

You can make any correspondence you likebetween MIDI data and graphics data. Themost straightforward solution of the matter is simply to map one range of values to another. In this patch we use velocity to calculate the height of the rectangle, pitch to calculatethe rectangle's placement from left to right, and pitch class (C, C\#, D, etc.) to determine its color.

Velocities rangefrom 0 to 127, and the vertical range of pixels in thedrawing area is from 0 to 322 (342-20 = 322). We madethe decision to center all the rectangles vertically in the drawing area, so we want to calculatetheheight of the rectangle as a distanceup and down from thecenter. This means that in fact we want to use the vertical range 0 to 161 ( $322 \div 2=161$ ) and 0 to -161 , then offset the rectangle downward by 161 pixels.


To convert the velocities to theproper range- 0 to -161 or 0 to 161 - we multiply by -1.27 or 1.27, then add 161. The resulting values are sent to pack to bestored in the locations for the top and bottom coordinates of the rectangle. N ote that when the velocity is 0 , the height of the rectangle will be0; both the top and the bottom coordinates will be 161. This causes the rectangle eto disappear when the note is released, because it's drawn with a height of 0 .

The effect of pitch on the horizontal coordinates of the rectangle is calculated in a similar manner. The played pitches will rangefrom 36 to 96 , and thehorizontal range of pixels is from 0 to 512 . We first subtract 36 from the pitch to bring it into the range 0 to 60 . Then if weoffset each key of the ascending scale by 8 pixels to theright, and make each rectangle 32 pixels wide, the notes of the keyboard will precisely span the graphics window.


Thereare 256 available colors available to the shape-drawing objects, numbered 0 to 255 . Using the modulo operator $\%$, we can determinethe pitch class as a number from 0 to 11 . Weadd 1 to each pitch class value, to put it in the range 1 to 12 , then we assign each pitch class a color by multiplying it by 20 to distribute it in the range 20 to 240 . Finally, we subtract 1 from it, since theodd numbered colors show up as black on monochrome monitors. (If wedon't do that, they will all be drawn in whiteon a monochrome monitor, and will be invisible.)


Because the pitch and velocity values comeout of poly before the voice number, the rectangle characteristics can all be calculated and stored in pack before the voice number triggers the message and sends it to route to pass it to the correct rect.

- ClosetheEight Rectangles window and open thegraphics window again, then play somenotes to verify that the rectangles behave as described.


## Animating Pictures and Shapes

To give theillusion that a sprite is moving, we simply draw it several different places in rapid succession, progressing along a particular trajectory.A ny source of a continuous stream of numbers can therefore be used to control an animation - the pitchbend wheel, the mod wheel, a volume pedal, a counter, a clocker, a line, etc. In this patch we use a line object to move a picture along a straight line. The same principle can be applied for moving shapes.

- Closethegraphicswindow again, and double-click on thepatcher Moving Picture object.

A pict object loads an entiregraphics file and displays it in a graphics window. Since it loads and displays theentirefile, you will usually want to make sure that your image is tucked as far as possibleinto the top left corner of your graphics file, so that thefile is no bigger than it needs to be and has no superfluous whitespace around theedges.

Thefirst argument of a pict object is the name of thegraphics window in which you want the pictureto be shown. The second argument isthe name of a graphics fileto show. Thefile must be located in $M$ ax's search path; if $M$ ax can't find the file, it just prints an error message in the M ax window and displays nothing.

window name PICT filename priority level

Thethird argument is the sprite's priority. Thehigher asprite's priority, thecloser to theforeground it is considered, and it will be shown in front of sprites that have a lower priority. Thedefault priority of a pict object is 0 , whilethe default priority of a rect is 3 , so by default a rect will cover a pict. Wegiveour pict a higher priority so that the picturewill bedrawn in front of the rectangles.

Becausethesize of a pictureis predetermined by the dimensions of the graphics file, you only need to give pict two coordinates to situatethe picture- thecoordinates of the left top corner. A nonzero number or abang in theleft inlet draws the picture at the specified spot.

In the example patch, line objects are used to change the left and top coordinates continuously on a trajectory toward a specified goal. Theleft coordinategoal of the picture is calculated from the pitch of the played note, just as in the case of the rectangles. Thepicture's distance from the bottom of the window is determined by mapping therange of note-on velocities ( 1 to 127) to the range of vertical pixels (going up, 322 to 0 ). Becausethe picture is 32 pixels high, the effective vertical pixel range is 290 to 0 . M ultiplying the velocities by -2.3 causes them to range from 2 to -290, and adding 292 to that gives us the desired pixel range.


The amount of time that each line object takes to move the picture to the target coordinates is determined using timer objects that measurethe elapsed timesincethe previous note-on. The interpolation resolution of 33 ms was chosen to animate the picture at a potential rate of 30 "frames" per second. The actual rate at which theimage is redrawn will depend on the speed of your computer.

## Summary

Pictures and colored shapes can bedrawn in a graphics window, which is created by placing a graphic object in your patch. The name argument given to thegraphic object is also given to any object that draws in its window. Theobjects frame, oval, rect, and ring are used to draw geometric shapes into a graphics window. Thepict object loads an entiregraphics file into memory and displaysthe picture at any specified location in a graphics window.

Each image in a graphics window is a sprite, which you can move around by redefining its coordinates, and which is assigned a priority that determines whether it will bedrawn in front of or behind other sprites. You can animate sprites in such a way as to givetheillusion of continuous
movement by redrawing them in rapid succession in different locations along a chosen trajectory. Any continuous stream of numbers may potentially beused to describe such a trajectory.

The parameters and location of the shapes and pictures drawn in the graphics window can beeasily correlated to MIDI data to create the desired correspondence between sound and images. This is usually achieved by multiplying a range of values by some factor to makethem appropriate for use both as MIDI data and as pixel locations.

The poly object assigns a unique voice number to each note currently being held. This voice number can be used to routethe noteinformation to different locations, such as different drawing objects.

## See Also

| frame | Draw framed rectanglein graphics window |
| :--- | :--- |
| graphic | Open agraphicswindow |
| oval | Draw solid oval in graphics window |
| pics | Animation in graphicswindow |
| pict | Draw picturein graphicswindow |
| rect | Draw solid rectanglein graphics window |
| ring | Draw framed oval in graphicswindow |
| Tutorial 43 | Graphics in a patcher |
| Graphics | Overview of graphicswindows and objects |

## Tutorial 43

Graphics in a Patcher

## Animation in a Patcher Window

In order for thisTutorial patch to function correctly you need to makesureQuickTime is installed in your system. You should also disableM ax's O verdrive option to give more of the computer's attention to screen drawing activities.

In Tutorial 19 it was pointed out that you can customizetheuser interface of your patch by importing pictures from other programs. In this chapter we demonstrate various ways you can change the contents of a Patcher window dynamically, and even include animation right in the Patcher window.

In the patch 43. Graphics in a Patcher you seetwo new large object boxes in the bottom of the screen. Oneistheobject imovie for playinga QuickTimemoviein a Patcher window, and theother is Icd for drawing lines, shapes, and text. The patcher objects contain subpatches that control these objects.

Thereare a few other objects that are invisibleto you in this patch, not because they havebeen hidden with the HideOn Lock command, but becausethey haveno visibleborders. These objects are bpatcher and menu (in Label mode), which arediscussed later in this chapter.

## Playing a QuickTime Movie

- M ovethe modulation wheel on your synth to a non-zero position.

Whilethemod wheel is in a non-zero position, themoviein imovie plays in aloop. This particular movieis only fourteen frames long, so it lasts a little less than half a second. In thosefourteen frames thereareonly four different frames, so the effectiveframerate is only about eight frames per second, which explains why the motion is rather jerky.

By selecting theobject and choosing Get Info... from the O bject menu, then choosing a QuickTimemoviefilefrom the dialogbox, you tell imovie what movieto read in when the patch is loaded. imovie responds to various control messages, most notably start and stop, which arethe only messages we use in this example.

- Stop the movie by returning themod wheel to its zero position. D ouble-click on the patcher playmovie object to seehow the movie is being controlled.



## Contents of the patcher playmovie object

A togedge object is used to detect changes in thezero and non-zero status of the mod wheel. It filters out the numerous non-zero numbers the mod wheel might generate, and reacts only to a changein itszero/non-zero status. It starts themovie and uses the metro to rewind it to time 0 every 467 milliseconds. 467 milliseconds $=14 / 30$ second ( 14 frames at 30fps). Setting theimovie object's time location with a number whilethe movie is playing, as is donehere, causes the movie to continueplaying from that point.

The control messages aresent to imovie via a send and receive pair. Ther toimovie object is hidden in the main patch.

## Drawing with the Icd Object

In Tutorial 42 you learned how to draw colored shapes with sprites in a graphics window. Thelcd object lets you paint shapes, lines, and text in a Patcher window, not with sprites but with commands. The principles of specifying the colors and coordinates of the shapes are very similar in these two cases.

- Close the subpatch window [playmovie], and double-click on the patcher concentrics object to seeits contents. Play the low C on your keyboard (key 36) onceto set the[ concentrics] subpatch into action.

The notetoggles a metro, which increments a counter cycling from 0 to 100 about every two seconds. The numbers from the counter are used to calculatethe color and coordinates of concentric circles to be painted with the PaintOval messageto Icd.

Let's examine how to calculate the coordinates for these concentric circles which are precisely centered within the Icd. This particular Icd object has been sized to be 160 pixels wide by 120 pixels high. A little trigonometry reveals to us that the distance from the center of thislcd to one of its corners is equivalent to 100 pixels, 50 the entirelcd can becircumscribed by acircle with a radius of 100 .

Since we know that the dimensions of thelcd are $160 \times 120$, we can easily cal culate that the center point is at the coordinates" 80,60 " relativeto theleft top corner of thelcd. We can then calculate that a perfectly centered circle with a radius of 100 would bebounded by a square with the coordi-nates-20, -40, 180, 160.


So, to createa progression of diminishing concentric circles, wewant the coordinates of the circles' bounding squareto progress from -20,-40, 180, 160 (a circle of radius 100) to 80, 60, 80, 60 (a circle of radius 0 ) as the counter progresses from 0 to 100.


The calculated coordinates are packed as a list, the word PaintOval is prepended to that list, and the entire message is sent to Icd via stolcd and $\mathbf{r}$ tolcd (hidden in the main patch).

Thecolor with which thelded will paint is specified by the word color followed by a number from 0 to 255 . If a color number greater than 255 is received, it is automatically "wrapped around" with a modulus operation to keep it in the correct range. This modulus feature is taken advantage of in the[concentrics] patch. The numbers from the left outlet of counter are multiplied by thecarry count from its right outlet (the number of times the counter has reached its maximum). The result is that as each circleis painted, thelcd object's pen color is incremented first by 1's, then by 2's, then by 3's, and so on. Even though these numbers quickly exceed the range of acceptable colors, Icd keeps them within range automatically. The fact that the color value is always being incremented by a different amount makes the color pattern of the circles constantly change.

## Drawing a Chaotic Image

- To see another example of drawing in Icd, play notes on your keyboard and/or movethepitchbend wheel.

TheM IDI notes and pitchbendsdraw lines in thelcd. As you draw moreand morelines, you will notice that they arefilling in an isosceles trianglein an unpredictable but fairly coherent pattern. Each line segment is drawn by moving the pen exactly half the distance from its current position towards a randomly chosen corner of the triangle. This is oneof many interesting algorithmic patterns proposed by themathematician Waclaw Sierpinski.

- Closethe[concentrics] window and double-click on the patcher Sierpinski object to open it.

Thenote-on messages and speed-limited pitchbend messages areconverted to bang messages with ab object (shorthand for bangbang), and trigger one of threerandom numbers which designate the coordinates of the corners of an isosceles triangle.


The current pen coordinates aresubtracted from the coordinates of the chosen corner, and that distance is divided by 2 to determine thelength of the line segment. Thelength is added to the current pen location to determinethe endpoint of the line segment. A line is drawn from the current location to that endpoint, and the endpoint is stored as thenew "current location".


The random number is also used to designate a color for thelcd object's pen, so each line is one of three colors, depending on which corner of the triangle it isdrawing toward. When the note 96 (the highest C on the keyboard) is received, the contents of thelcd are erased with a clear message and threenew colors are chosen by putting a new random number into the right inlet of the + object.


## Displaying and Hiding Text

It is possible to display changing text messages that don't seem to be contained in Max objects, by using a containing object that has no borders.

Onemethod isto display messages in a menu object that is in Label mode.A menu is put into Label mode by sending it the message mode 3, or by selecting it and choosing Get Info... from the Object menu and setting its mode to Label. Oncethis has been done, the menu displays no borders and does not respond to the mouse. Sending themenu an item number displays a new text message, and if you leave an empty item in the menu you can hideit entirely by sending it the number of that item. There are actually three such menu objects in the lower left corner of the Tutorial patch.

- If you have not already done so, close the [Sierpinski] window. Click on the button at the right edge of the Patcher window.

Click here for an epigram $\rightarrow 0$

The button triggers numbers and sendsthem (via hidden send and receive objects) to the borderless menu objects in the lower left corner.

## Window into a Subpatch

The button certainly appearsto be in the Patcher window, but it is actually part of a subpatch contained insidea bpatcher object.A bpatcher is like a window into a subpatch. You can load any previously saved patch into a bpatcher object, and its contents arethen visiblethrough thebpatcher. You can resize the bpatcher to control just how much of the subpatch is visible, and user interface objects inside the bpatcher- such as thebutton in this example- respond to the mousejust as if they were in the main patch.

- Unlock the Patcher window and you will seethat it contains two bpatcher objects, one that contains the button and along thin oneat the top of the window that (apparently) contains nothing.

Not only can you control how much of thesubpatch is visibleby resizing thebpatcher, you can also control what portion of the subpatch shows through it. Holding down the Shift and Command keys on M acintosh or Shift and Control keys on W indows whiledragging on abpatcher moves the subpatch around within it, allowing you to offset the subpatch's position. The amount of the offset shows up in theA ssistance portion of the main Patcher window.

- Lock the Patcher window and hold down the Shift and Command keys on M acintosh or the Alt and Control keys on Windows as you drag on thebutton to move it around within the bpatcher. Noticethe coordinate information shown in theA ssistance area.

You can even makethe subpatch insidethebpatcher reposition itself, by sending an offset message to a thispatcher object inside the subpatch. An offset message consists of the word offset followed by two numbers representing the number of pixels to offset the subpatch horizontally and vertically. So, by carefully designing the patch you want to use as abpatcher subpatch, by carefully sizing your bpatcher object, and by sending the proper offset messages to a thispatcher object in the bpatcher subpatch, you can cause an entirely different imageto show through the visible portion of the bpatcher.

In thefollowing example, different objects in the subpatch shown on the left can bewindowed inside a carefully sized bpatcher by sending the correct offset messages, as shown on the right.


This is the most obvious use of theoffset messageto athispatcher object in abpatcher. However, as with any image that is positioned by specifying its pixel coordinates, the contents of abpatcher can be animated with a continuous stream of different positioning messages.

## Animating a bpatcher

- To see a demonstration of an animated bpatcher, click on the words Roll Credits in the lower left corner of the window.

The use of offset messages to a thispatcher object in a bpatcher is another method of displaying and hiding different text messages. In this case, the message box containing the words Roll Credits is con-
nected by a hidden patch cord to the inlet of thebpatcher, and its output triggers a progression of different offset messages, causing the appearance of scrolling text.

- To see the contents of the scrolling text bpatcher, open the file named scrollingtext in the M ax Tutorial folder and unlock it.



## - This scrolling text is contained in a bpatcher subpatch.

W hen a message is received in theinlet of abpatcher, it is converted to abang by theb object, and triggers a line object which sends out a stream of numbers progressing from 450 to -450 over the course of ten seconds. Thenumber is used as thehorizontal coordinate- with thenumber - 70 appended as the vertical coordinate and with the word offset prepended - in an offset message to thispatcher.

Theother bpatcher, containing thebutton, isjust for fun, to demonstrate an extreme example of animating the contents of abpatcher. It also provides an opportunity to introducesomenew useful objects.

- Play thehigh C on your keyboard (key 96) onceto trigger theanimation of a bouncingbutton. If the animation is extremely jerky or you don't hear any sound, check to make sure that the Overdrive option isdisabled and the computer's output sound is turned on in theSound control panel.

Although it appearsthat the button is moving, you know by now that the effect is actually being achieved by continuously changing the offset of the subpatch inside thebpatcher.

- To see how this is achieved, first double-click on the patcher bouncing object to seeits contents.


Contents of the patcher bouncing object

W hen a note-on from key 96 is received, it turns on a metro which causes a counter to send out numbers from 0 to 310 at a rate of 50 numbers per second.

counter 00310


These numbers are used to calculatethe horizontal and vertical offset of thebpatcher subpatch, which gets sent to a thispatcher object in the bpatcher via the s tobpatcher2 object.


The rather complicated equation in the expr object calculates the vertical offset values, using a cosine wave of decreasing amplitude and increasing frequency. Since a cosine wave can represent harmonic physical motion, the absolute value of this diminishing cosine wave is used to imitatea hard bouncing object being affected by gravity.

The value of the cosine wave over the course of time is calculated as the sine of: $2 \pi$ ( 6.2832 , a complete $360^{\circ}$ arc) times an increasing frequency ( $\$ \mathrm{f} 1 / 77.5+1$, progressing from 1 Hz to 5 H z) times "time" ( $\$ 11 / 310$., with "time" being considered the progression of input numbers from 0 to 310) plus a phase offset of $\pi / 2$ ( $1.5708, \mathrm{a} 90^{\circ}$ phaseoffset to changethesinewaveinto a cosinewave). The amplitude of that cosine wave is scaled by a continuously changing amplitude: (310.-\$f1)/310.*88. The entire result is converted to an int and its absolute valueis used. The multiplication by 1 at the beginning of the equation is there becauseweneed to movethe contents of thebpatcher with a vertical pixel valuebetween - 88 and 0 in order to give the appearance of thebutton coming to rest at a 0 vertical offset.

## Accessing Text Messages

- Closethe[bouncing] window. Open thebouncingbutton filein the M ax Tutorial folder and unlock the window to seethe contents of the bouncing button bpatcher.


You can see ther objects that receive messages from insidethe patcher bouncing object. Thecolor messages for the button are received by ther tobpatcherl object, and theoffset messages are received by the rtobpatcher2 object. W hat appears to bea comment next to the button is actually a menu in Label mode. Themenu contains text in menu item 0, and nothing in menu item 1. Thus, thetext can behidden by the number 1 being received from the patcher bouncing object via ther tobpatcher3 object.

You've already seen that when you click on thebutton, text is displayed in themenu objects in the lower left corner of the Tutorial patch. In the following example you can seehow that's accomplished insidethebpatcher.


The urn object is very similar to random; when it receives a bang it outputs a random number from 0 to the number one less than its argument. Unlikerandom, however, urn keepstrack of thenumbers it has sent out, and will not output the same number twice. Theurn object is used any time you want to generate all the elements of a set without repetition. In this case, it outputs numbers from 0 to 11 , which have 1 added to them to select items 1 to 12 of themenu objects. Sinceall three menu objects receive the samenumber, their messages can be correlated and beguaranteed to be displayed together.

W hen urn has output all the possible numbers in its range, it does not send any morenumbers, and instead sends a bang out its right outlet. This bang can be used to send a clear message back to urn, clearing its memory, preparing it to output numbers once again. In this example, urn always clears itsown list and re-bangsitself whenever it has run out of numbersto send; so it always sends out a number, but it minimizes the repetitions that occur.

## Summary

There are several ways to create animation within a Patcher window. You can play a Q uickTime moviein a Patcher window with the imovie object; you can paint colored lines, shapes, and text in a Patcher window with QuickD raw-like messages to an Icd object; and you can maketext messages appear, change, or disappear in the Patcher window by sending a menu item number to a borderless menu object.

Graphic images can be animated algorithmically using controlled randomness, fractal formulae, or any formula into which you send a progression of different input values to calculatethecoordinates of graphic objects, lines, or shapes.

The bpatcher object allows you to create a window into the contents of a subpatch. User interface objects that are visible in a bpatcher can respond to the mouse just as if they were in the main patch. You can display different parts of the subpatch in a singlebpatcher box by sending an offset message to a thispatcher object insidethe subpatch. By sending a progressive series of offset values to a bpatcher, you can scroll text or givetheimpression of moving objects.

The urn object functionslike random - when it receives abang it outputs a random number within a specified range-but it keeps track of the numbers it has sent out, and does not send out the same number twice until its memory has been cleared. Thus, urn is useful for generating a random, non-repeating sequence of any set of messages or events.

## See Also

| bpatcher | Embed a visible subpatch inside a box |
| :--- | :--- |
| Graphics | Overview of graphicswindows and objects |
| imovie | Play a QuickTimemoviein a Patcher window |
| Icd | Draw QuickD raw graphics in a Patcher window |
| menu | Pop-up menu, to display and send commands |
| urn | Generate random numbers without duplicates |
| Tutorial 42 | Graphics |

## Tutorial 44

## Sequencing with detonate

## Extended Sequencing Capabilities

In this chapter we demonstrate the use of the detonate object for sequencing M IDI note events, and weshow how detonate can beused to implement moreadvanced sequencing capabilities such as non-realtime "step" recording, continuously variable playback tempo, and triggering individual notes on command. Because this is a fairly complex patch, it is also instructive as an example of how to organize a maze of communications between objects by encapsulating the various tasks into separate subpatches.

Thefunctions of this patch are:

1. to record incoming M IDI notes
2. to play them back while varying thetempo, or
3. to step through the recorded sequence one note at a time by triggering each notefrom the computer keyboard or the M IDI keyboard.

You can switch from onefunction to another by clicking on buttons onscreen (actually message boxes) or by typing key commands on the computer's keyboard.

## Using the Patch

Before examining the construction of this patch, you may want to use it to get an idea of what it does.

- Click on theRecord message box - or typer - and play a melody or some arpeggiated chords on your M IDI keyboard for at least fifteen secondsor so.
- When you have finished playing, you can hear your performance played back by clicking on the Play message box or typing p. You can vary thetempo of the playback- from $1 / 2$ to 2 times theoriginal tempo - by dragging on the horizontal slider in the[tempo] window.
- Return thetempo to 1 , then click on theStep message or types. You can now play each of the recorded notes one at a time by playing any key on your M IDI keyboard or by typing the Enter or Return keys on M acintosh or theEnter key on Windows on your computer keyboard.
- When you havefinished, click Off or typeo. You can edit the recorded notes by doubleclicking on the detonate object.


## Encapsulation of Tasks

To keep this patch neat and comprehensible, it was necessary to think of it in terms of the different tasks to beperformed - as outlined above- and then try to enclose each task in itsown subpatch. So, there is one patcher for capturing key commands from the computer's keyboard, another for actually performing the commands, one for getting MIDI input and sending it to detonate, one for sendingthedata from detonate to theM IDI output, and onefor varying thetempo of thenotes played by detonate.


A subpatch such asp commands needs to communicateto all of theother subpatches, which would causea tangled net of patch cords. So wehad to decidewhich arethedirect communications to be made via patch cords with inlets and outlets- commands coming in from the message boxes that the user clicks on, and going out to the detonate object- and which arethe indirect ones to be made remotely via send and receive objects- such as supplying values to other subpatches or controlling the flow of MIDI messages.

## Receiving Commands from the User

M ost patches require some kind of controlling command input from the user. In this case we want to choose one of three mutually exclusive actions- record, play, and step through the recorded notes- plus a fourth action, off. This is accomplished easily enough with four clickable commands in message boxes.


For quick access to the commands, we can make keyboard equivalents by looking for specific ASCII values and banging the message boxes when thekeys are pressed. Detecting key presses on the computer's keyboard has al ready been demonstrated in Tutorial 20. The key detection is very simple, and is a very specific task, so it is easily encapsulated in the subpatch p keycommands, the outlets of which are connected directly to the command message boxes.

- Double-click on the peycommands object to seeits contents.


In addition to themnemonic key commandso, r, p, and sfor triggering the message boxes, the Escape key is used as a synonym for off, and the Return and Enter keys on M acintosh or the Enter kay on W indows can beused to step through thescore. If the number 1 has been received from the r keysteps object, then Return or Enter on M acintosh or Enter on Windows will trigger a next message in another subpatch via the s bangnext object.

## The Central Command Post

A nalysis of the different functions of the patch revealed that the user interface could really be very simple: four clickablecommands with keyboard equivalents. However, each of those commands must actually trigger a variety of actions throughout the wholepatch. Thep commands subpatch is for ensuring that all of those actions are carried out in the proper order when a command is received.

- Closethe[keycommands] window and double-click on thep commands object to seeitscontents.

The output of each of the clickablemessage boxes comes in the one of the inlets of $\mathbf{p}$ commands and is converted to a bang with ablobject, and that bang triggers everything that needs to happen for each command.

Each new command that comes in could potentially cause detonate to stop recording while a note is in the process of being recorded, so the first thing each command does is bang aflush object in the input subpatch to turn off any incoming M IDI notes.


Although it's not strictly necessary, each incoming command also stopsdetonate beforegiving it a new command, and stops any delayed bang messages that may exist in thep output subpatch if detonate were playing.


Then finally each of theincoming commandsopens or closes the appropriategate objects in thep input and poutput subpatches, and sends the appropriatecommand to detonate. So, for example, an Off command will:

1. flush any held notes in the pinput subpatch
2. stop any delayed bang messages in the p output subpatch
3. stop detonate
4. send 0 to the $\mathbf{p e y c o m m a n d s ~ s u b p a t c h ~ s o ~ t h a t ~ t h e ~ R e t u r n ~ a n d ~ E n t e r ~ k e y s ~ w i l l ~ n o ~ l o n g e r ~ h a v e a n y ~}$ effect
5. close a gate in the pinput subpatch to stop incoming M IDI notes
6. flush any held notes in the poutput subpatch.


## MIDI Input to detonate

- Closethe[commands] window, and double-click on thep input object.

A gate object is used to routetheincoming M IDI pitch numbers to the proper place. W hen detonate is stopped or playing, we want it to ignoreincoming M IDI information, so the gate is closed. W hen recording, the pitches are sent out the left outlet of the gate, and when stepping through notes the pitches are sent out the right outlet of gate.


When detonate is recording, we need to send it not only the note information, but also the time elapsed since the previous message. Therefore, we use the sel 1 object to start a timer when recording is turned on. During recording, the pitch valuegoes directly to detonate, and also bangs the timer to report theelapsed time; then it restarts thetimer for the next incoming note message. The time reported by timer is used asthedelta time, and is combined with the pitch, velocity, and channel numbers to record a note event in detonate.

W hen the Step command ischosen, the number 2 is sent to gate to open its right outlet. Instead of going to the timer and to detonate, the pitch numbers go to stripnote. The stripnote object filters out the note-off messages, and only the note-on pitches are used to trigger a next message to detonate (back in the commands subpatch).

## Note Events from detonate

- Closethe[input] window, and double-click on thep commands object again.

W hen the user clicks on Play, it sends 1 from the sdelaygate object to ther delaygate object in poutput, and then it sends a start message to detonate.


- To see wherethose messages will go, closethe[ commands] window, and double-click on thep output object to open it.


The number 1 from rdelaygate opens a gate to let the numbers received in the left inlet go through. Then thestart message sent to detonate causes it to report the first delta time, which comes in the left inlet of poutput and passes through the gate. The number goes to theright inlet of delay and is used as the delay time before banging a next message to detonate to trigger the event information for the first note. As detonate sends out event information in responseto the next message, it also sends out the delta time of the next note event, so the process continues until detonate is stopped or runs out of notes.

Theother items of event information that comefrom detonate are pitch, note-on velocity, duration, and channel. Using makenote to supply note-off messages seems reasonable, but in this case doing so would unfortunately separatethechannel information from the pitch and velocity, making it possiblethat note-offs could betransmitted on the wrong channel (if, for example, a note message on channel 2 occurs just before the note-off for a noteon channel 1).


This is an imperfect solution
because chamel information will
not be supplied with the note-off message from makenote.

Therefore, it's preferable to create note-off messages by using a pipe object to delay the pitch and channel information together, which will send those values out with a velocity of 0 after waiting for
the number of milliseconds specified by the duration value. So in this patch the note-on message goes directly to noteout, and pipe supplies a later note-off message on the same key and channel.


## Modifying the Playback Tempo

You have no doubt noticed that the duration values and the delta timevalues each pass through a * 1. object. Asthey go through, they are multiplied by a scaling factor received from ther tempofactor objects. This tempo scaling factor is produced in thep tempo subpatch.

- To seehow the scaling factor is produced, closethe[ output] window and bring the[tempo] window to the foreground. Sincethe[tempo] window containshidden objects, you'll need to unlock it and click on the zoom box in the right corner of thetitle bar to seeits contents (or you can simply consult the picture of it shown here).


The contents of the p tempo subpatch
Wedecided to use thehslider object to permit the user to givetempo scaling values from half the original tempo to twice the original tempo (from 0.5 to 2.0 ). This presents a small problem, becausethefactor we want to useisa multiplier, whilehslider ison an additive (linearly increasing) scale. H owever, if we recognizethat $0.5=2^{-1}, 1=2^{0}$, and $2.0=2^{1}$, then we see that we can use the hslider to providethe exponent ranging from -1 to +1 . By selecting thehslider and choosing Get Info... from the O bject menu, we set the Slider Rangeto 201 values, and the 0 ffset to -100, so that it sends out values from -100 to +100 . In the expr object, we divide that number by 100., and usethe result as the exponent in thepow() function, to get 2×.

As a matter of fact, though, in order to doublethetempo, we need to halve the delta times and durations; conversely, to halve the tempo we need to doublethedeltatimes and durations. This
detonate
means that we want to show the user numbers ranging from 0.5 up to 2.0 , but actually send numbers ranging from 2.0 down to 0.5 to $r$ tempofactor in the poutput subpatch. The value we want to send is the reciprocal of the value we want to show, so we actually send one over thetempo factor.

Although the seq object permits playback at different constant tempi, the use of detonate shown here is the best way to vary continuously the playback tempo of aM IDI fileor other stored sequence of noteevents.

## Non-Realtime Recording

Therhythm of a sequence recorded in detonate is determined by theevent starting times given to detonate (that is, the delta time received for each note event), rather than by the actual time detonate receives the events. For this reason, a sequence can be recorded over any period of time, or even in a single instant. This is demonstrated in the subpatch p'Another Example', which is a completely separate program from the rest of this patch.

- Double-click on thep'Another Example' object to open it.

Although some of the arithmetic in the expr objects may appear daunting, the basic operation of this patch is extremely simple. W hen you click on thebutton:

1. A record message is sent to detonate.
2. uzi sends out 1000 numbers ascending from 1 to 1000 (effectively from 0 to 999 , sincethe numbers go immediately to a - 1 object).
3. Each of those numbers is used to calculatethe different parameters of a note event.
4. When uzi is done, a start message is sent to detonate, followed immediately by anext messageto send out the first note event.
5. Theevent parameters are converted to MIDI messages by makenote and noteout (and ctlout for panning messages), and the delta time is used to determine when thenext note should be triggered.

In a singletick of M ax's clock, a melody approximately 78 seconds long is composed and recorded. Each of the event parameters is calculated according to a unique formula describing a particular curve from thebeginning to the end of the melody's duration.


When these individual curves of progression for each of the parameters are combined, they create a constantly changing yet still quite predictable melody. Panning moves according to $41 / 4$ cycles of a cosinewave, beginning panned to oneside, then moving slowly from sideto side and ending in the center of the stereo field. Velocity is random within a restricted range that begins from 1-32 and increases according to an exponential curve ending in the range 96 -127. Pitch moves in 480 cycles of a sinusoidal wave centered around key 66 , beginning with an amplitude of 0 semitones and ending with an amplitude of $\pm 30$ semitones, from 36 to 96 . Delta timebetween notes changes according to 8 exponential curves of acceleration, repeatedly accelerating from 5 notes per second to 50 notes per second. Duration is always 5 times as long as the deltatime of thenext note, so that even the fastest notes last at least 100 milliseconds.

- Click on thebutton to compose, record, and play the melody.


## Summary

The detonate object is useful for recording and playing sequences of notes, and can read and write standard M IDI files. It is also useful for less commonplace sequencing tasks such as non-realtime recording, continuously variable playback speed, and playing back the recorded notes in a new rhythm.

To record M IDI note messages in detonate, a timer should beused to report thetime elapsed between messages, which detonate will record as the delta time parameter of each note event. On playback, the delta time should beused to determinehow long to wait before playing the next note. M ultiplying the deltatimes and durations by some number other than 1 changes the tempo of the playback. W hen supplying note-offsfor notes on different channels, pipe can be a useful substitutefor makenote.

## See Also

detonate
Detonate
Sequencing

Graphic score of noteevents
Graphic editing of a MIDI sequence
Recording and playing back MIDI performances

## Tutorial 45

## Designing the user interface

## Making an Application for Others

When you havewritten an interesting M ax program, you may want to giveit to other peopleto use. If your program consists of many different files - your own objects, graphics files, etc. - you will probably want to use the SaveAs Collective... command in the Filemenu to save all thenecessary files together as a single collective. You can even save your collective as a standalone application for peoplewho don't have M ax or Max/M SP Runtime. For moreinformation about saving your program as a collective or standalone application, seethe chapter on Collectives in the Topics section of this manual.

If you're going to give your program to othersto use, you will probably also want to spend some timeplanning and designing the user interface, to make it as well-organized, attractive, intuitive, clear, and user-friendly as possible. This chapter presents a complete application written in M ax, and discusses avariety of issuesto consider when planning your application and designing its user interface.

Becausethis patch is considerably more complex than any of the other examples in this Tutorial, we won't go into extensive detail trying to explain how it works. We'll leave that for you to investigateon your own if you'recurious. Rather, we'll try to point out some of thevisual design decisions that were made and some ways of implementing certain user interface features. This chapter will show how to plan the layout of your program, how to modify windows and themenu bar to your liking, how to add graphics to customizethe look of your program, and how to decidethe best way to present information to, and get input from, the user.

## The Note Modifier Program

The example application, called Note M odifier, is a four-track router-channelizer-transposer-inverter-randomizer-delayer of MIDI note messages. The four tracks of modification work in parallel - separately and simultaneously-and can beturned on and off individually. The actual modifications performed in each of thefour tracks arein series- the output of one goes into the input of the next- and can beturned on or bypassed individually. In addition the program provides an onscreen imitation keyboard, so that notes can beplayed with the mouse and fed into the NoteM odifier.

- To begin modifying MIDI notes, turn on onetrack by clicking on theTrack A button. (You can also turn thetrack on or off by choosing Track A from the M odify menu, or by typing Command-1 on M acintosh or Control-1 on M acintosh.)

- UsetheIn and Out pop-up menus to choosetheinput port from which you wish to receivethe MIDI notes and theoutput port to which you wish to transmit the modified notes. Thepopup menus should contain thelist of devices from your current M IDI setup.
- Aslong as a number box in theTrackA window shows 0 , that particular modification will be bypassed and the note will be sent on unchanged. Drag on thenumber box objects with the mouse (and/or click on theInversion toggle) to set the desired modifications. Then begin playing on your M IDI keyboard. Try different combinations of modifications.
- If you want morestreams of modified notes, turn on additional tracks and set different values for the parameters of those tracks.
- By choosing Keyboard from theM odify menu, you can use an onscreen imitation M IDI keyboard which sends its notes to theN oteM odifier tracks as well as directly to the output port you select. This allows you to use the application even when you don't havea M IDI keyboard available.

TheN oteM odifier program is modeled after thePCL softwareoriginated by Richard Teitelbaum and coded in 68000 assembly language by M ark Bernard in 1983 (seeRichard Teitelbaum,"The Digital Piano and the Patch Control Language," The Proceedings of the ICM C, Paris 1984), and later re-implemented in M ax to Teitelbaum's specifications by Christopher D obrian in 1990.

## Planning Your Application

In order to design a good program and a good interface, it pays to do someplanning beforeyou begin programming, to makesurethat you know a) what things you want the program to do, and how you plan to do them, b) what information you'll need to give the user, and how you plan to display it, and c) what information you need to get from the user and how the user can best provideit. Once wedecide what our application will do (four tracks of M IDI routing, channelizing, etc.) and how that can be accomplished, thenext thing to consider is"W hat do we need to tell the user?"

The user needs to betold which tracks are currently turned on (an on/off indication for each track), and what the settings are for each track (a set of parameter names and their values). Four tracks, with eight modifiable parameters on each track plus an on/off indicator, makes 36 different items of information we need to show the user, plus labels to identify the items. Some information is numerical, some is a simple on/off indication, and some(the port names and labels) is text. All of it will potentially need to be visibleat onetime, and there should bea way for theuser to change any of the values at any time.

All of the above considerations will affect your decisions of screen layout, which user interface objectsto use, and what combination of typing and mousing-menus, dialogs, pop-up menus, buttons, toggles, sliders, etc. - is best for getting information from the user.You can be guided in these decisions by observing other effective applications, and by considering any real-world models that might provide a good example.

## Designing Your Own Buttons

Aswas demonstrated in Tutorial 19, you arenot restricted to using M ax'sbutton object or message box for responding to mouse clicks. You can design your own button in a painting or drawing program, place it in a Patcher window - with thefpic object or by copying it and using the Paste Picture command in theEdit menu - and then cover it with atransparent ubutton. That's the method used for the track on/off buttons in this program. Wedrew a picture of four buttons, used fpicto display the picture, and placed four ubutton objects on top of it. To be sure that thefpic is behind thetransparent ubutton objects- so that the mouseclicks will go to theubutton objects and not thefpic - we simply selected the fpic and chose Send to Back from the O bject menu.

If you select aubutton and choose $G e t$ Info... from the O bject menu, you will seethat it has an optional setting called Toggle M ode. When a ubutton is in ToggleM ode, the firstbang or mouseclick it receives highlights it and sends bang out its right outlet. Thenext bang or mouse click unhighlights it and sends bang out the left outlet. This makes it very versatile as an on/off switch and an on/off indicator. W hen the display monitor is black and white, ubutton reverses the color of whatever picture is underneath it. When the monitor is color, ubutton reverses only the black or white portions of the picture.

For this application we choseto use solid dark colors rather than light colors or gradients, 50 that they would work well on any monitor. We also chosefour different basic colors, onefor each of the four tracks, so that the color scheme plays a functional role as well as a decorative one, helping the eye separate the windows.

A nother issue that involves color versus black and whiteis the use of anti-aliasing for text and graphics. Anti-aliased text, which you can producein most painting programs, looks much better onscreen than plain text, but on ablack and white monitor it can look very jagged and unattractive. Therefore, in most cases it's wise to choose a font, size, and style that is clearly legible without anti-aliasing- especially when thetext is small. Of course, the majority of people using this version of M ax have a color monitor, so you might decideto design the look of your program with
color users in mind and accommodate people with black and whitemonitors to whatever extent you seefit.

## TRACK A

Anti-aliased text looks better on a greyscale or color monitor than on a black and white monitor.

## Combining Max Objects and Graphics

Onceyou have decided what objects you want to show to the user, and have laid them out the way you want them, you can copy them from your M ax patch, pastethem into a drawing or painting program, and then draw around them to makea picture that seems to includethe M ax objects. If your graphics program supports multiplelayers- as doesAdobePhotoshop, for instance- you can put the M ax objects in a separatelayer from the rest of your picture. Once your picture isthe way you want it, delete the M ax objects from the picture, copy the rest, and paste it into your Max patch. It will fit perfectly with theoriginal $M$ ax objects that you copied in thefirst place. Thetrack windows and the keyboard window of this application weredonethis way.


This picturewas painted around someM ax objects, leaving perfectly sized holes for them in M ax

## Window Size and Placement

You can open and closethe window of a subpatch automatically with the pcontrol object, and you can open, close, move, resize, and alter the appearance of a subpatch window with thispatcher. A thispatcher object sends messages to the Patcher that containsit. Each of the windows in this application contains a hidden thispatcher object to set thewindow up with exactly the desired size, location, and characteristics. When the application is opened, aloadbang object triggers the messages to each thispatcher to set up each window.


Set the characteristics, size, and location of a window with thispatcher

Designing theuser interface

The windows for the four tracks are four instances of the same subpatch, a separate file called modtrack. Yet, each instance can have a unique picture and a unique window placement because that information is supplied to thefpic object and the thispatcher object as arguments to the modtrack object in the main patch.


Arguments to modtrack in the main patch... provide unique attributes for each modtrack subpatch
Some caution is advised when changing windows with thispatcher. For example, it's possibleto give window size coordinates that are entirely outsidethe bounds of your screen, making it invisibleto you (but still open). A lso, onceyou hidethetitlebar you can no longer drag the window to a new location, and once you hidethe scroll bars you may be unableto get to theproper place in the patch to make some necessary changes. A good safeguard against these problems is to connect a receive object to the inlet of thispatcher so that you can send it messages from another Patcher if necessary.


A message in one patch...can change the window characteristics of another patch

## Customizing the Menu Bar

Thestandard way for a user to give commandsto an application is by choosing a command from the menu bar. In our application we want menu commands for turning each track on or off, for opening and closing the keyboard window, and for sending an all notes off message out on all channels in case there are stuck notes on the synth.

W ith themenubar object you can add your own menus and commandsto themenu bar. The argument to menubar tellsit how many menus you want there to be. (Theremust befour menus. These arethe Help, File, Edit, and Windows menus.) Then you typein a script that explainsto menubar where you want it to put additional menus and commands. (Seemenubar in theM ax Reference M anual for details on writing the script.) In our case, we want to changethe first item in theHelp menu from About Max... to About Note Modifier..., and we want to add a new menu called M odify that contains thenew commands we want.

Thescript is as follows:
\#X about About Note Modifier...;
\#X menutitle 5 Modify;
\#Xitem 51 Track A/1;
\#Xitem 52 Track B/2;
\#Xitem 53 Track C/3;
\#Xitem 54 Track D/4;
\#Xitem 5 5-;
\#Xitem 56 Keyboard/K;
\#Xitem 57 -;
\#Xitem 58 Panic/P;
\#Xend;

The/ character is special, indicating that the character the follows it should bethe keyboard shortcut associated with that menu item (Command + <key> on M acintosh or Ctrl + <key> on W indows). The - character is also special, indicating that a gray line should be substituted for an actual menu item at that point in the menu, which is useful for dividing the menu into sections.

Once our menu bar is in place, we have three ways to turn tracks on or off: a button, a menu command, and a key command. This introduces a bit morecomplexity to our programming task, however, because each of the three methods needs to: highlight or unhighlight the button, check or uncheck the menu item, open or closethetrack window, and enable or disableM IDI in that track window.

- To see how this is done, you'll haveto resort to a trick to seethe contents of the main patch. Closethe 45. NoteM odifier window, then re-open it and hold down theCommand and Shift keys on M acintosh or Control and Shift keys on Windows asit is opening. This will stop all loadbang objects from sending out their bang messages, and will open the window without hiding the scroll bars and zoom box. N ow you can unlock thePatcher and enlargethewindow to see how the menubar object triggers the ubutton objects, which in turn trigger all theother necessary actions for turning a track on or off.


## Changing Text Labels

W hen you want a text label to change in a patch, themenu object is a good substitute for a comment. In the menu Inspector window, you can set the menu's M ode to Label. In this mode, menu appears as a borderless text label that does not respond to a mouseclick, very much like a comment. Unlike with a comment, however, you can typein a series of different text messages as menu items, and recall them by sending the item number in the inlet. In this way, you can cause alabel to change to fit the number it is describing.

For example, in thetrack window, when the channel of the M IDI noteis to beleft unchanged, the Channelization value is at 0 . As soon as a number from 1 to 16 is entered as theChannelization value, though, the label changes to O ut Channel, to show that that is thenew output channel.
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When the value is changed back to 0 , thelabel changes back to Channelization to show that thereis currently no channelization occurring.


Changing the value in thenumber box changes thelabel
A nother use of menu for changing text can befound in theAbout Note Modifier... screen.

- ChooseAbout Note Modifier... from theAppleor Help menus.

Thetext"Click anywhereto continue." blinkson and off. This is really just a menu in Label mode that is being switched between two menu items. Oneitem containsthetext, and theother is empty. W hen the window is brought to the front, an active object starts a metro which toggles the menu back and forth between thetwo items once each second.


## Click anywhere to continue.

Blinking text by switching between items of a menu in Label mode

## Input and Output Ports

Each of the track windows contains pop-up menus for setting the desired input and output ports for MIDI note messages. These pop-up menus contain all the devices in the current M IDI setup, as retrieved by the midiinfo object, and they are used to reset the port of notein, noteout and ctlout objects.

midiinfo reports all devices in the current M IDI setup

When the patch is loaded, loadbang sends a number in the right inlet of onemidiinfo object to report the input devices, and sends abang to the left inlet of another midiinfo object to report the output devices. When midiinfo gets one of these inputs, it first sends out a clear message to empty the menu, and then it sends out a series of append messages to add each of the appropriate device names to themenu. This configuration of objects is the way to get information about the current MIDI setup into a patch. The desired port can then be chosen from the pop-up menu.

When the Panic command is chosen from the M odify menu, Command-P on M acintosh or Control-P on W indows istyped, abang is sent to the uzi 16 object in each track, which proceeds to send out an all notes off message (continuous controller 123 with avalue of 0 ) on all 16 channels to the output port of that track. This is the best way to implement a quick panic command for stopping stuck notes on the synth.

## Summary

With some attention to programming and designing the user interface, a M ax patch can bemade into afinished application for distribution to others. Themenu bar can becustomized with new menus and commands using the menubar object. The windows of all constituent patches and subpatches can be sized, placed, and customized precisely and automatically using thethispatcher object. New onscreen buttons can bedesigned in a graphics program, placed in a patcher, and made clickable using the ubutton object. And M ax's user interface objects can benested in a picturethat was designed in a graphics program, making them look like part of the picture. You should choose the colors and fonts in the graphics you design not only for attractiveness, but also for functionality and clarity.

The picture in a patcher can be changed using pict messages to fpic. Text labels can be changed by sending item numbers to a menu in Label mode. Device names in the current MIDI setup can be obtained using the midiinfo object and placed in a menu object. Thenames can then be sent to MIDI objectsto change their port assignment.

## See Also

| fpic | Display a picture from a graphics file |
| :--- | :--- |
| menubar | Put up a custom menu bar |
| pcontrol | Open and close subwindows within a patcher |
| thispatcher | Send messages to a patcher |
| Tutorial 19 | Screen aesthetics |
| Tutorial 43 | Graphics in a patcher |
| Collectives | Grouping files to create a single application |

## Basic Scripting

## Introduction

M ax 4 offers a new way of working with objects and patchcords within a patcher: scripting. Scripting permits you to perform numerous operations on M ax objects by sending simpletext messages to the thispatcher object. Scripting commands are available which create and deleteobjects and patchcords, send values to objects and change object properties such as visibility, size or position. With scripting, M ax programmers may changeobjects, connections and patcher layout even when the Patcher window is locked.

Scripting might beuseful for any number of purposes:

- Instantiating and deleting elements of a patcher as you need them.
- Creating, altering and deleting connections between objects.
- Replacing embedded objects, such as patchers inside abpatcher object.
- Controlling thevisual arrangement of patches. You can changeobject sizes and arrangements, even in responseto user input.


## Give It AName

In order for scripting to work, objects must havenames. All scripting commands refer to object names in order to properly assign actions to them. Names can be assigned in one of several ways:

1. Select an object, then choose Name... from the Object menu. TheName O bject window will open:


TheN ame 0 bject window

By default, M ax objects do not havenames, so <none> will appear in the NameO bject window when you first open it for an object. Typeany non-reserved term into the NameO bject Inspector, and you've named theobject (reserved terms includebang, int, float and list- and errors may result if you use these names). O bjects must have unique names within a patcher - M ax will warn you that a name is already in use if you try to assign duplicate names to objects. Sincethis restriction only applies to objects within a Patcher window, identically named objects insideduplicate subpatchers or bpatcher objects are not a problem.
2. Create a new object with scripting: If you create an object using scripting, your new object is given a name as part of the act of creating it. If the name you assign to an object is al ready in use, the newly created object takes the name away from theobject that ownsit.
3. Two scripting commands permit you to assign names to objects based on certain criteria ( script class and script nth). Please refer to the reference page for the thispatcher object for more details about these commands.

To check whether an object is named, you can:

- Select theobject and chooseName... from theO bject menu. If theobject is named, theName O bject window will display it. Otherwise you'll see < none>.
- Select the object and, if possible, chooseGet Info... from theM ax menu. The name of the object appears in thetitlebar of an object's Inspector window.


O bject namein its Inspector window'stitle bar

- Moving thecursor over an inlet or outlet of a named object will show thename of theobject in theA ssistancefield of the Patcher window, if Assistance is checked in the O ptions menu.



## Basic Scripting

Scripting commands take the following form:
script <action> <arguments...>
Scripting commands are sent as messages to a thispatcher object contained insidethePatcher window where you want something to happen. For instance, if you wanted to movethenumber box named numberboxl to the Patcher window coordinates ( 15,27 ), the scripting command to do so is script move numberbox1 15 27. A before-and-after illustration is shown below:


Before sending the script move... message

0
soript move numberbox1 1527
thispatcher

A fter sending the script move... message

## Making Connections

The scripting commands script connect and script disconnect are used to connect and disconnect M ax objects. They both use the sameformat:
script connect <outlet-variable-name> <outlet-index> <inlet-variable-name> <inlet-index>
Inlets and outlets are counted beginning at 0 , from left to right. To disconnect objects, theword connect is changed to disconnect:
script disconnect <outlet-variable-name> <outlet-index> <inlet-variable-name> <inlet-index>
Here's a before-and-after illustration of these messages.


Before sending the script connect message
In the above example, wehavethreenumber box objects, named John, Philip and Sousa. The script connect messages to the right can beused to connect them to each other:


After sending the script connect message
To disconnect, we simply change the connect to disconnect:


After sending the script disconnect message

## Sending Messages

You can usescripting to send values or messages to any named object. Thecommand to do this is:
script send <variable-name>

soript send mynumbox 74
thispatcher
Thescript send message
This is particularly useful when working with largegroups of named objects, wheregate or send objects might beunwieldy. Comparethesetwo patches:


Sending to many objects using script send

Not only does the second patch eliminate the gate and the send objects, but there is no need for receive objects on theother end. The receiving number box objectssimply haveto be named. In this case, each number box has a name starting with numbox and ending with a number. These names can easily begenerated by the sprintf object.

A nother important use of the script send message is to send messages to objects that don't have inlets, such as comment. For instance, in the following example, we repatch objects and updatethe text of the comment located to the right of the number:


Changing comment text using scripting and repatching objects using script connect/ script disconnect
You could also use this method to send offset messages to bpatcher objectsthat lack an inlet.

## Creating Objects

Themost powerful feature of scripting is the ability to create new objects. Theform of the scripting command is:
script new <variable-name> <creation message>
As mentioned above, the <variable-name> field is a new object name, which is assigned to the object being created.

Themessage part of script new is not straightforward. You want to send a messagethat is identical to the format of M ax text patch files. In order to understand this, let's sake a look at this simple patch in itstext format:


A simplepatch
(You can look at thetext version of any M ax patch by choosing 0 pen AsText... from theFile menu.)

| maxv2; | header information |
| :---: | :---: |
| \#N vpatcher 4055 299300; | patcher window definition |
| \# button 6598 150; | object definition for thebutton object |
| \#P number $9475351000022000221221221222222222000 ;$ | object definition for thenumber box object |
| \#P message $941241414418020 ;$ | object definition for thelower message box |
| \#P message 9498431441802 set $1 \$ 1$; | object definition for theupper message box |
| \#P newex 94148501441802 print a; | object definition for theprint object |
| \#P connect 3010 ; | patchcord |
| \#P connect 4020; | patchcord |
| \#P connect 1020; | patchcord |
| \#P connect 2000 ; | patchcord |
| \# pop; | create patcher window |

In order to create any object in M ax using scripting, use the portion of theobject definition ( found in the M ax text file) after the \#P and beforethe semicolon.

To createthebutton object shown above, the scripting command is:
script new mybutton button 6598150
To create the number box shown above, the scripting command is:
script new mynumber number 9475351000022000221221221222222222000

Without going into great detail about each object, it's impossible to explain what all of the numbers after the name (or class) of the object (button, number, message, etc.) mean. In most cases, thefirst two numbers refer to thehorizontal and vertical position relative to thetop left corner of the Patcher window. Notethat if you have set a new Origin for your Patcher window by choosing Set Origin from theView menu, thescript new message doesn't take it into account when placing objects at window coordinates.

The wide variation in object creation messages means that the most effective way to create objects using scripting is often to simply createthe object desired using conventional means, and then copy the message used to recreate it from a saved patch edited as text. O nce you have the correct message for creating the object, try varying some of the numbers to see what changes.

For reference when scanning M ax text files, the most common object types are:

| object type | object |
| :--- | :--- |
| newex | object box |
| message | message box |
| number | number box |
| flonum | float number box |
| button | button |
| toggle | toggle |
| bpatcher | bpatcher |

Armed with this information, we can use object creation scripting to automate the task of creating of multipleinstances of a similar object. For instance, let's usethenumber box object we saw above. Theobject definition string for the specific number box was
\#P number 9475351000022000221221221222222222000 ;
 bersfollowing theword number refer to theobject'shorizontal and vertical positions in the Patcher
window. Thefollowing patch illustrates an approach to mass-producing a flock of number box objects:


M aking 15 number box objects automatically
H ere it the result: an orderly series of 15 number box objects, uniquely named from 0mynumbox to 14mynumbox:


W hy would you want to do this? Let's expand the patch...


Now we've added the ability to createreceive objects to the patch by copying the line that created the print objects in the patch we examined above.In the case of theobject box definition, the first and second numbers after newex refer to thehorizontal and vertical coordinates, and thethird number refers to theobject's width. (The fourth number represents the font and font sizeinformation.).After executing the scripting commands, weobtain the result shown below:


Now we'll use scripting to automateconnecting the receive objects to the number box objects.

Let's finish our patch and connect everything up:


Connecting number box objects to receive objects
This may seem like a lot of troubleto go to just to create and hook up 30 objects, but now each object is uniquely named ( with a patcher-specific scripting name, and, in the case of thereceive objects, a global symbolic name). This means we can continueto manipulatethem for the life of the patch. Using the basic technique shown above, we can createthousands of connected objects from a prototype.

## Deleting Objects

To deleteobjects, use the script delete message:
script delete < variable-name>
This example destroys everything we worked so hard to create above:


Deleting objects

## Summary

Scripting is performed by sending messages beginning with the word script to thethispatcher object. O bjects must be given names in order to be scriptable. You can perform a number of tasks with scripting, including creating objects, connecting them together, sending messages, and, finally disconnecting and deleting them.

In thenext Tutorial, we'll explore somemoreadvanced uses of scripting including replacing objects, moving them around, and hiding them.

## Tutorial 47

Advanced scripting

## Replacing replace

Scripting allows you to replace objects in patches. To do this, you first delete an object, then create a new object in its place and makeall of the appropriateconnectionsto and from the new object. This feature is particularly useful when you need to replace subpatchers and bpatcher objects within a patch whereyou need a part of the patch to usean algorithm that can vary- a sort of "plug-in." The previous method for replacing bpatcher objects dynamically (using a replace message to a thispatcher object inside of a bpatcher) has been replaced with scripting in $M$ ax 4 , and offers the following improvements:

- Control is assigned to thetop-level of the patch, instead of depending on a mechanism internal to a patch contained in the bpatcher.
- It's simpleto repatch bpatcher objects oncethey arecreated, even if thenew bpatcher containsa different number of inlets or outlets.

To implement a replacefeature, we need to take the following steps:

1. Theoriginal bpatcher object must be named. Any objects connected to it via inlets or outlets should also benamed.
2. To replace the object, wefirst delete it, using the script delete message.
3. Using the script new message, we then create a new bpatcher with the sameobject name as the previous onethat refers to a new patch file.
4. Finally, we reconnect objects to the inlets and outlets of the new bpatcher as necessary.

Let's begin with two simple patches, bpatch1 and bpatch2 that we'd like to use inside abpatcher:
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Our main patch looks likethis, and already contains abpatcher named mybpatcher containing the bpatch1 patch:

example 2: 'replace' master patch
The M ax text file for this patch looks like:
max v2;
\#N vpatcher 3153 416 384;
\# number 8166351000022000221221221222222222000 ;
\#P objectname num bottom;
\# number $784935 \overline{10} 000022000221221221222222222000$;
\#P objectname num topright;
\# number $84935 \overline{10} 00022000221221221222222222000$;
\#P objectname num topleft;
\#P bpatcher 8711059000 bpatch1 1;
\#\# objectname mybpatcher;
\# connect 1000 ;
\# connect 0030 ;
\# fasten 2001836710867 ;
\# pop;

In the text filelisting above, items with names are immediately followed by a line starting with \#P objectname. This is a good way to determineexactly which object definition string you want to grab, when you are looking at complicated M ax text files. In this example, we have four named objects, num_bottom, num_topright, num_topleft and mybpatcher.

The object definition string of bpatcher looks likethis:
\#P bpatcher < horizontal pos> <vertical pos> <width> <height> <h-offset> <v-offset> <patchname> <border on/off [1/0]> <argument 1> <argument N...>
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W hen we create a new bpatcher object that contains a different patcher, we'll leave everything the same except for thename. O ur script sequencegoes likethis:

1. script delete mybpatcher
2. script new mybpatcher bpatcher 8711059000 bpatch2 1
3. script connect num_topleft 0 mybpatcher 0
4. script connect num_ topright 0 mybpatcher 1

5 script connect mybpatcher 0 num_ bottom 0


A replaced and repatched bpatcher

## Where to Put a Script

As the above example makes clear, even simple scripts can become rather long. M anaging your script text can be as challenging as writing it. If you find yourself routinely working on long
scripts, you might consider writing them inside of a coll object. Using the previous example as a model:

thispatcher

```
0, soript delete mybpatcher;
1, script new mybpatcher bpatcher 8 71 105 90 0 0 bpatoh2 1;
2, soript connect num_topleft 0 mybpatcher 0;
3, soript connect num_topright 0 mybpatoher 1;
4, soript connect mybpatoher 0 num_bottom 0;
```

Thereareseveral advantages to this method:

- A coll object takes up virtually no screen space.
- You can save scripts to files, or read them in as necessary.
- You can manage multiplescripts inside of a singleobject.


## Moving and Resizing Objects

Some of themost exciting features of scripting arethecommandsto dynamically move, resize and hide elements of M ax patches. Using these features, flexibleinterface designs are straightforward to implement.

Themain scripting command for moving objects is:
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script move <variable-name> <top> <left>
The horizontal and vertical coordinates refer to the pixel location of thetop left corner of the object insidethewindow.

To resizeobjects:
script size < variable-name> < horizontal size> <vertical size>
Again, values are in pixels. Consider the following patch:


Using the script move and script size messages

Click on thelarge and small message box objects to trigger script commands to move and resize thefunction object:

thispatcher
The result of sending thelarge message

## Additional commands

script messages are available for advanced object moving operations. The command script offset message permits you to specify a change in an object's location relative to its current position:
script offset <variable-name> <delta-x> <delta-y>
The script command script offsetfrom message allows you to move an object relative to the position of another object:
script offsetfrom <variable-name-to-move> <target-variable-name> <delta-x> <delta-y> <top-left-flag>
The variable<variable-name-to-move> is the name of theobject you want to move, and <target-variable-name> is the name of the object being used to determinethe relative position. Set the <top-left-flag> flag to 0 if you want thenew position to be relativeto the top left corner of <target-variable-name>, or set it to 1 , and thenew position will be relative to the bottom right corner of <target-variable-name>.

## Hiding and Showing, and Clicking

You can use scripting to hideobjects using thefollowing command:
script hide < variable-name>
To show them again:
script show <variable-name>
The following patch demonstrates a simple application of script show and script hide, in which a comment box (named mycomment) is used to clearly indicatethe inactive status of theinterface objects.


Thescript show and script hide messages
The above patch makes some assumptions, however. It assumes that mycomment is in front of the three number boxes (otherwise, it would appear behind them). It also assumes that the user takes
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a simple"inactive!" sign to heart, and doesn't try to changethenumber box values anyway. Takea look at this variation:


A better approach
We've added several messages. Thescript bringtofront and script sendtoback messages are used in the same manner as the M ax menu commands Bring to Front and Send to Back to adjust thevisual priority of the comment object. The format of those messages is:
script bringtofront <variable-name>
script sendtoback < variable-name>
To really deactivatethosenumber boxes (named somewhere, nowhere and anywhere), we've also added scripting messages that enable and disableobject responseto mouseclicks:
script respondtodick <variable-name>
script ignoredick < variable-name>

## Summary

You can use scripting to replaceobjects in a patcher and re-establish their previous connections. Oneimportant step in doing this isthat all objects involved should benamed prior to executing the script messages. When performing scripting operations such as replacing an object, placing all the script messages inside a message box can become unwieldy, and placing script messages as lines in a coll object is a good solution.

## How M ax handles Search Paths and Files

## When Max Looksfor a File...

M ax may look for a file at several different times. H ere are some examples:

- When you open a patcher that contains an external object that has not been used yet, M ax will search for the file that corresponds to that object.
- When you open a patcher that contains a subpatcher that is a file(i.e., it doesn't begin with the word "patcher" or "p"), M ax will search for the patcher.
- When you send the message read with a file name argument to an object such as table or coll, Max will search for the named file.

Here is how $M$ ax searches for files.
Thefirst placeM ax looks for a file is the default location. If you have selected a patcher file from an O pen Filedialog, the default location will bethe folder containing that file. If you have not loaded a file yet, the default location will bethe folder containing the M ax application. Thedefault location changes dynamically, as you open files in M ax. The default location is only a single folder- if you open a patcher file from folder A, subfolders of A are not searched.

Thenext placeM ax looks for a file is what we call thesearch path. The search path is partially configured using the File Preferences window. The search path includes files insidethefolder containing the M ax application you are currently using, as well as the entire contents of the Cycling '74 folder, located at/Library/Application Support/Cycling'74 on M acintosh and C:|Program Files\Common Files\Cycling'74 on W indows. Thefolders insidetheM ax application folder are searched beforethose in the Cycling' 74 folder.

The standard M ax installation contains patcher and data files inside folders within the M ax application folder, and external objects insidetheCycling'74 folder. Seebelow for moredetails about sub-folders of theCycling '74 folder.

M oreD etailsAbout Searching:

- When a folder is listed for searching in theFilePreferenceswindow, all subfolders of that folder are added to the search path as well.
- Max searches for files in a depth-first order - if there is an entry called patches in the search path followed by one called examples, M ax will search all the subfolders of patches before it looks at examples.


## What's in the Cycling '74 folder

You can add folders to theCycling'74 folder and they will automatically beincluded in the search path the next time you launch M ax. But somefolders have specific names that cannot be changed without affecting theoperation of the software.

The max-startup folder contains external objects that are loaded at startup. You can add anything to thisfolder, including patchers, that you want loaded at startup. Notethat the contents of any folders insidethemax-startup folder will not beloaded at startup. Generally, themax-startup folder contains user interface external objectsthat need to be shown in the patcher window's palette.

Theinit folder also executes all of its items at startup, but it is generally not used for external objects. Instead, it contains text files that configure how M ax works. You can add additional items to the init folder, but you shouldn't modify the existing files unless you know what you are doing. Theinit folder ishandled beforethe max-startup folder, and it is also used with the runtimeversion. Themax-startup folder is not loaded by the runtime version.

Thead folder, included with M SP, contains audio driver objects. SeetheM SP documentation for moreinformation.

Themididrivers folder containsoneor moreM IDI driver objects.
The externals folder contains all of the external objects not in any of theother folder. It can be renamed if desired. Installers for collections of external objects, such as Cycling'74's Jitter, may install additional folders insidetheCycling'74 folder, or placefolders insidethe externalsfolder.

## File Path Syntax

A file path is a way to specify thelocation of a file. You're probably familiar with these specifiers in U RLs used in web browsers. Here's an example:
http://www.cycling74.com/products/dlmaxmsp.html
This specifies that the filedlmaxmsp.html is insidetheproducts folder which is insidethe root level of the Cycling' 74 web site.

In a similar way, you may want to tell M ax about a file or folder location on your hard drive. M ax has several options for specifying filelocations. First, you can choose to use the cross- platform slash (/), theM acintosh-native colon (:), or theW indows-nativebackslash (<br>) to separatefolder names. However, the backslash is used in M ax as an escapecharacter and may lead to unexpected behavior, so we encourage you to usetheslash.

H ere are some acceptable examples of file locations:
C:/MaxFolder/extras/mystuff/mypatcher.pat (cross-platform, using slashes)
Disk:MaxFolder:extras:mystuff:mypatcher.pat ( M acintosh-specific using colons)
C: |MaxFolderl extras\mystufflmypatcher.pat (W indows-specific, using backslashes)

Versions prior to 4.3 on the $M$ acintosh used colons for separating path elements.
M ax objects that accept paths as input will recognizeslashes, colons, and backslashes, but they will generally output file paths using thecross-platform pathstyle. Theconformpath object can be used to convert among different path location conventions.

In addition to the choice of separator characters, you can choose to specify a file or folder's location with:

- an absolutepath, starting with a hard disk name as shown above
- a path relativeto the M ax application, starting with a./(cross platform), : (M acintosh), or .I (W indows), for example: ./patches is the patches folder insidetheM ax application folder
- a path relativeto theCycling '74 folder, starting with c74:, for example, c74:externals/buddy.mxe
- a path starting with the boot volume, starting with ^ (M acintosh, for use with the colon syntax), / (cross- platform), or <br>(Windows). For example/Documents/mystuff/mypatcher.exe
- a file anywhere in the search path or default folder, which contains no path separator charactersat all


## File Types and Filename Extensions

On W indows, M ax uses filenameextensions— a period, followed by a series of letters- as the basis of the way the application knows what fileformat is associated with a given application. If a file does not have an extension, M ax can look at its contents and to try to determine what kind of file format it might be. We refer to this as"sniffing" thefile.

On M acintosh, M ax classifies files first by checking their Mac OS-specific filetypeinformation. In the absence of such information, M ax looks at the file's extension. If neither of these are definitive, it will "sniff" the file to try to determineits format.

## Cross-platform Filename Extensions

Thefollowing filename extensions are recognized on both M acintosh and W indows:

| Extension | D escription |
| :--- | :--- |
| .pat | M ax patch file(in either M ax binary or text format file) |
| .help | M ax help file(in either M ax binary or text format file) |
| .txt | Generic text file(M ax patcher in text form or other M ax text file) |
| .mxb | M ax binary patcher format |
| .mxt | M ax text format patcher file |
| .mxf | Cross-platform Max collective format |

## Windows-only Filename Extensions

Thefollowing filename extension is recognized on W indows only:

| Extension | Description |
| :--- | :--- |
| .mxe | Windows-only external object |

## Macintosh-only Filename Extensions

Thefollowing filename extensions are recognized on M acintosh:
Extension Description
.mxd M acintosh-only external object
.mxc Old format (pre-version 4.3) Macintosh-only collective

## Mapping Filename Extensions to File Types

A filetype(or fileformat) is a description of how information in a fileis arranged. For example, different audio file formats, such asWAV, are specified so that different applications can read and write sound data. Thefile format tells the application where to expect the sound data, the sampling rate, and other information. Just about every application you use will store information in oneor morefiletypes or formats.

File extensions are associated with filetypes by using the fileformat message to max. The standard set of associations, which you can modify if you want, is found in a file called max-fileformats.txt in the init folder insidetheCycling'74 folder. A second filefor audio filetypes, audio-fileformats.txt, is also present if M SP is installed.

Thesefiles consists of a series of messages that take the following form
max fileformat <extension> <filetype>;
For example, the entry max fileformat .txt TEXT; tellsM ax that files ending with .txt aretext files. These four-character filetypecodes wereoriginally used as M ac OS typeinformation, but they are used internally by M ax on all platforms to specify fileformats.

Here is a list of the standard associations between filename extensions and filetypes.

| Extension | FileType | Description |
| :--- | :--- | :--- |
| .pat | maxb,TEXT | M ax patch file(in either $M$ ax binary or text format file) |
| .help | maxb,TEXT | M ax help file(in either M ax binary or text format file) |
| .txt | TEXT | Generic text file(M ax patcher in text form or other M ax text file) |
| .mxb | maxb | Cross-platform $M$ ax binary patcher format |
| .mxt | TEXT | Cross-platform $M$ ax text format patcher file |
| .mxf | mx@c | Cross-platform $M$ ax collective format |
| .mxd | iLaF | M acintosh-only external object |
| .mxc | maxc | Old format (pre-version 4.3) Macintosh-only collective |

Note: Case is important: MAXB is an entirely different format than maxb. An extension can be associated with morethan onefiletype. In that case, M ax will have to look at thefile's contentsto see if it can determinethetype. For example, files ending in .pat could beeither text or $M$ ax binary format. Historically, on M acintosh, OS-specific filetypeinformation determined the nature of the file, but when this is absent, the extension alone is ambiguous.

H owever, most file extensions are not ambiguous, and map one-to-oneto fileformats.
M apping filetypes and file extensions areimportant in several situations when working with Max:

- Files with designated extensionsthat do not havetypeinformation in them will show up in the O pen Filedialog wherethey might not otherwise appear. For example, if you have an object that opens sound files of typeAIFF. Without a fileextension mapping, files withoutAIFF type information stored in them would not appear in the O pen File dialog. If you map the extension .aiff to thistype, a file with a namelike sound. aiff would beonethat you could select.
- Files can befound without requiring the extension as part of the name. For example, assuming that .pat file extensions have been mapped to M ax binary fileformats (maxb). You can typefoo into an object box to load a patcher file, and if there is a file in the search path called foo.pat, it will beloaded. Note, however, that if there were a file called foo anywhere in the search path with the proper M acintosh typeinformation or, on all platforms, was actually the right type of file(after $M$ ax examined its contents), it would befound beforefoo.pat. This is because M ax goes through its entire search path looking for an exact match beforeit tries to match based on filename extensions.

To associate a filename extension with a filetype, within a patcher you can simply type themessage to M ax into a message box, preceded with a semicolon (e.g.,; max fileformat .txt TEXX.). This may be useful if you don't want a filename extension and filetypeto be automatically associated every time you launch Max .

## External Object Name Mappings

There are other files in the init folder used to specify mappings between object names and file names. On some operating systems, it is not possibleto use certain characters in filenames. However M ax, has traditionally had object names with some of thesecharacters in them. In order to avoid problems with these objects, a mapping between an object name and a filename can be established using theobjectfile message to themax object. For example:
max objectfile !- rminus;
specifies that when you type!- into an object box, M ax will look for an external object file called rminus. In addition, when you ask for help on the!- object, M ax will look for a help file called rminus.help, not one called !- help.

M ax-specific mappings are found in a file called max-objectmappings.txt. M SP-specific mappings are in a file called audio-objectmappings.txt.

As with the fileformat messageto max, theobjectfile message can be sent within a message box. But placing it in a filein the init folder ensures that mappings are available each time you use M ax.

How M ax handlesSearch Paths and Files

D evelopers of third-party external objects can add their own files to the init folder with object name mapping messages in them.

## Interfaces

## Picture based User Interface objects

## Getting the Picture

The pictctrl, pictslider, and matrixctrl objects are user-interface object for creating buttons, sliders, switches, knobs, and other controls. These objects can open PICT files and, if QuickTime is installed, other picturefile formats that arelisted in the QuickTime appendix found in the M ax Reference M anual. Since the these objects useimages from picturefiles for their appearance, you can createthesefiles using any graphics program (such as Photoshop ${ }^{\text {T" }}$ or Canvas ${ }^{\text {TIM }}$ ) with whatever appearance you desire

Each picture based control expects the picturefileto be in a particular layout. Thelayouts vary somewhat depending on the control, but they have some common characteristics:

- Each picturefile contains a rectangular array of oneor moreimages. Each image represents one state of the control. The state of a control includes its current value, whether the user is clicking it with the mouse, and so on. At any given time, the user sees only oneimage from the array contained in the picturefile.
- All images in thearray are the samesize. This size may correspond to thesize of the object as it appears in the $M$ ax patcher, or the object may alter the image's size.
- Some parts of the array are optional. For example, the controls can optionally display a different image when the user clicks them. You do not need to createblank images in the array for optional images that your control doesn't use. Just leavethe row or column out of the array altogether.
- The manner in which the control chooses what portions of the picturefile to display is determined by theobject's attributes that you set with its Inspector and by theoverall dimensions of the picturein thefile.


## Picture File Construction

The easiest way to understand how picturefiles must be constructed, and how the corresponding object attributes must be set, is to look at some examples.

We'll look at several examples using pictcrrl. The pictctrl objects use only one picturefile, so it's the simplest to work with.

A simple button control has only two states: either the user is clicking on it, or not. Thus, apictcrl being used as a button needs a picture file with two distinct images- onefor the clicked state, and onefor theidlestate.

Our pictctrl-based button will look likethis when it is idle:

and look likethis when it is clicked:


Yes, it'sjust a boring grey rectangle with a square inside it, which turnsyellow and red when you click it.

The picturefilefor this pictctrl would look likethis:


Theimagefor theidlestate is on theleft, and theimage for theclicked state is on theright. The appropriate image is shown based on thestate of the control, and theother image ishidden. We've included this file, called boring button.pct, within thepicts folder insidethe patches folder. By default this folder is in the $M$ ax search path.

To usethis picturein a M ax patcher, you would add a new pictctrl object to your patcher and then choose Get Info... from the O bject menu to open theobject's Inspector. Click theO pen... button near the bottom of the pictctrl Inspector to choosethis picture file. That's all you have to do, since the default mode of pictctrl is button mode.

## Making Toggles

Next we'll look at a picture file for a pictctrl that uses the toggle mode. Thepictctrl object's toggle modeemulates "push-on push-off" buttons found on somehardware: you push and release them once to turn something on, and push and release them again to turn the samething off again. They "toggle" between two states, off and on. In a more general sense, they togglebetween two values, zero and one. The standard checkbox you're used to using in dialog boxes worksthis way too.

Sincethe control can havetwo values, and the mouse button can either beidleor clicked, the pictctrl object'stoggle mode has four states. We might draw a chart to represent thesefour states:


Each of the four quadrants in the chart represents onestate of the control- a combination of its current value and the position of themouse button.

This chart is arranged the same as the layout required for picturefiles for the toggle mode of the pictctrl object. Thepicture is divided into four equal -sized quadrants, each of which contains the image displayed for the corresponding state of the control.

Here's an example picture which implements a toggle-mode pictctrl that resembles the pushbuttons with embedded lightsfound on somehardware synthesizers:


The images in the left column will beused to draw the control when it is idle, and the images on theright will be used when the user is clicking the control with the mouse. Thetop row of images will beused when the control's value is zero, and the lower row will be used when the control's value is one. $S_{0}$, for example, the upper-right image will bed isplayed when the control's value is zero and theuser is clicking it.

This picture is in thefileLED button.pct in the picts folder. To use it in a control, add a new pictctrl to your M ax patcher and set its modeto Toggle by clicking the radio button near the top of its Inspector. Notice that the control doesn't display the correct portion of the picture until after you'veset its mode. This is because pictctrl uses different regions of the picturefile based on which modeit's using, and how you have the various properties set, using the checkboxes in the Inspector.

## Inactive States

Controls created with pictctrl can have a separate set of images for their inactive state. You can use theseimages to indicate that the control won't respond to mouse clicks, similar to how the M acintosh "greys out" inactive controls.

In pictures for pictctrl, the inactive images appear below the regular images. In the following picture(found in thefileLED button w/ inactive.pct, we've added inactive images to our light-up button:


The images areblurred to indicate that the control is inactive. Noticethat there aretwo inactive images, one for the control when its value iszero and one for when the value is one. To usethis picture with the pictctrl object'stoggle mode, you would check HasInactiveImages in the Inspector.

## Image Masks

All M ax objects have a rectangular "bounding box" which definestheir location and size. You can create controls that have a non-rectangular appearance by using a feature called masks. M asks are special images within picturefiles that define which portions of the images are visible, and which portions aretransparent or invisible. Black pixelsin theimage definevisibleareas, and whitepixels define transparent areas. Thefollowing illustration shows how rectangular images and masks combine to create a non-rectangular image:


To demonstratea M ax control that uses masks, we'll createa togglebutton that looks like an octagonal STOP sign when its value iszero, and a circular GO sign when its value is one. To add a little
visual interest, we'll makeits shape - but not its color-change when it is clicked with the mouse. Its picturefilelookslikethis:


This picture is in thefilestop-go.pct. To try it out, create a new pictctrl, open its Inspector, choose the stop-go.pct file as its picture file, and set its modeto Toggle. After locking the patcher, click the control a few times. N otice that it switches from the red octagon to the red circlefirst- switching from the value $=0$, not-clicked image to the value $=0$, clicked image. W hen you release the button, it displays the green circle, the value=1, not-clicked image.

Everything looks fine as long as the control is placed only upon a blank, white window. But suppose we want to put the control on top of a colored panel object, or a picture of a faux brushedaluminum surface. We seethe white areas of our images:


Thesolution to this aesthetic problem is to usemasksto definewhich parts of our image should be drawn, and which parts should betransparent, allowing whatever is underneath the control to be visible. For our stop/go control, we need masks that have the same outline as the colored areas.

This will makethe white areas transparent. The picturefile with masks added, called stop-go mask.pct,lookslikethis:


Themasks are placed below theimages, in the same relative positions. (In many cases you can create masks for your images simply by duplicating theimages and using a"paint bucket" tool to fill the duplicates with black.) Try this picture by choosing stop-go mask. pct as your control's picture file. Check theH as ImageM ask checkbox in the Inspector. Now the white areas of the control won't bedrawn:


Picturefiles for the pictslider and matrixctrl objects are constructed in much the same manner. Refer to pictslider and matrixctrl manual pages in the $M$ ax Reference $M$ anual for thelayouts needed for arranging their images. Remember that not all of the images in the layout charts are necessary, so that you can start by working with simple picture files and later add images to create moreelaborate controls.

Note: The picture's dimensions must be exactly the size of the array of images, and no more, since the picture-based controlsusetheoverall dimensions of thegraphics fileto calculatethesize of the images. Somegraphics applications areknown to add a one-pixel widestrip of blank pixels to the lower and right edges of all graphics files it creates, which causes the control images to appear to moveslightly when they change state, since the control has been given inaccurate information about the size of the images. If you see this problem, try using another graphics application to create the artwork.

## See Also

matrixctrl M atrix switch control
pictctrl
pictslider

Picture-based control

Picture-based slider control

# Graphics 

O verview of graphics windows and objects

## Introduction

M ax hasseveral objects for color graphics and animation. Theseobjects use the same principles as objectsthat areused for music processing, so a single patcher can combine user interface, music, and graphics functions. This allows you to experiment with various ways of combining and synchronizing sound and image.

Therearethree waysyou can present graphics in M ax: in a Patcher window, in aQuickTimemovie window, or in a special graphics window. M ost graphics objects draw within special graphics windows, associated with a graphic object. Each graphic object is given a name, and each object that draws something must havethe name of a graphics window as an argument.

When M ax is in O verdrive mode, objects that draw graphics arede-prioritized, so that a process that both plays music and displaysgraphics can run at any speed and the music will not beaffected by the speed of the display. For example, if an animation would ordinarily fall behind the music, the animation automatically skips frames to keep up. (User interface objects such asslider objects do this too, by the way.)

All theobjectsthat draw graphics are external objects, and additional graphics objects can bewritten by C programmers. Each object that draws in a graphics window is a sprite associated with a particular window. Sprites allow objects to pass in front of or behind each other according to apriority number. H igher-numbered sprites aredrawn in front of lower numbered sprites. Thepriority number of these graphics objects can bechanged with the priority message.

## GraphicsIn a Graphics Window

You need a graphic object in your patch to open a graphics window. Once you have a patch containing a graphic object, you need oneor moredrawing objects. There arethree basic objects included with M ax for drawing in a graphics window: members of theoval family (oval, rect, ring, and frame) which draw shapes and pict, which displaysPICT files. The first argument of any drawing object is the name of the graphic object whose window will beused for drawing. Thegraphic object need not exist at thetimethe drawing object is created, but thedrawing object will do nothing until there is a valid (and visible) graphics window with the samename specified as drawing object's argument.

Here is a simple patch that draws a black oval within the rectangular pixel area 50,50,100,100 in thegraphics window titled D isplay when theuser clicks on thebutton. The oval has six inlets, for left, top, right, and bottom screen location, drawing mode, and color (index into the graphics
window's palette). A list of four numbers sent to an oval object causes it to draw within the pixel coordinates specified in the list: left, top, right, and bottom.


A graphics window titled D isplay appears when the graphic object is created. Below you can see the result of clicking on the button in this patch.


If theoval is redrawn with different coordinates, the old oval is erased automatically, becausethe oval acts as a sprite which has changed location (and possibly size).

## Waysto Move Objects

Two useful objects which let you move a sprite-based object such as an oval across the screen are line and mousestate. line can movethe sprite smoothly in a trajectory, whilemousestate can be used to make a spritefollow the mouse.

Here is a program that uses line to move an oval from oneside of thewindow to the other. Notice that only the left and right coordinates are being changed by theoutput of theline object.


The next example uses mousestate to follow the mouse. W hen mousestate receives thepoll message with the name of a graphic object as an argument, it will begin polling the mouse when the associated graphics window becomes the active window (or, if All WindowsActive is enabled in the Options menu, it polls all the time). The local coordinates of the mouse in the graphics window are sent out the second (horizontal) and third (vertical) outlets of mousestate.This patch draws an oval, centered at the mouse location, which changes color each timethe mouse is moved.


Any picturethat is saved as a PICT file can be displayed in a graphics window with the pict object. ThePICT is displayed in thegraphics window at full size, and the location of its upper left corner is determined by the numbers received in the second and third inlets of the pict object. (So in most cases you'll want the area of your PICT to beonly large enough to contain the image you want to display, with no extraneous white spacearound it.) Its placement in the window and its sprite priority can be controlled similarly to the geometric shapes described above.

## QuickTime Movies

If you have QuickTimeinstalled on your computer, you can play QuickTime movies in M ax using theobjects movie and imovie. Thetwo objects function very similarly. Themovie object displays themoviein a window of its own, and imovie is a user interfaceobject which displaysthemoviein abox insidea Patcher window.

Thestandard QuickTime controls are availablein the form of a separate user interface object called playbar, the outlet of which is to be connected to the inlet of a movie or imovie object. You
can also control movie and imovie directly with messages such as start and stop, you can change its speed with the rate message, you can jump to any frame in the movieimmediately simply by specifying its location in themovie, and you can shuttle back and forth with theprev and next messages.


Usingthepitchbend wheel to shuttle back
Using hslider to control the speed of themovie and forth through themovie

## Graphicsin a Patcher Window

There are a number of ways to design the graphic appearance of a Patcher window. You can copy a picture in PICT format from another application and placeit in your Patcher by choosing the Paste Picture command from theEdit menu in M ax. You can also usethefpic object to load a separatePICT file into your patch. Using pictures- in combination with the transparent button object ubutton - and the various graphical user interface objects provided, you can give your user interfaceany appearanceyou wish. You can even changetheappearance of a patcher automatically whileit's running by sending an offset messageto a bpatcher object, thus displaying a different portion of its embedded patch.

Theimovie and Icd objects allow you to build animation and drawing capabilities right into your Patcher window. Thelcd object understands messages similar to basic QuickD raw commands, such as moveto, lineto, paintoval, paintrect, frameoval, framerect, etc., so you can write a patch that paints automatically directly into its own Patcher window. The messages move and moveto are used to placethe cursor, the messages color and penmode govern the way pixels will be painted, and the other commands draw lines, shapes, or letters in thelcd object.


D rawing with the pitchbend wheel in thelcd

O verview of graphics
windows and objects

Thelcd object also respondsto mouse movements in the manner of a color painting program. When the user clicks or drags within it, Icd draws using the selected color (based on the most recently received color message), and also reports the coordinates of the mouse- with respect to the upper left corner of thelcd-out its outlet. Thus, the drawing motions can be used to generate music, as well, as demonstrated in the following example.


Drawing in Icd to play notes with the mouse
Theimovie object lets you embed a Q uickTime movie directly into your Patcher. It displays the movie in the sameway as the movie object ( seeQuickTimeM ovies above), and reports the mouse location whenever the mouse isclicked within it.

## See Also

| graphic | Open a graphics window |
| :--- | :--- |
| imovie | Play a QuickTime moviein a Patcher window |
| Icd | Draw QuickD raw graphics in a Patcher window |
| mousestate | Report thestatus and location of the mouse |
| movie | Play a QuickTimemoviein a window |
| oval | Draw solid oval in graphics window |
| pict | Draw picturein graphics window |
| Tutorial 42 | Graphics |
| Tutorial 43 | Graphics in a patcher |

## Collectives

## Grouping files into a single project

## What is a Collective?

OpeningaMax patcher may need to open anumber of other M ax files- even though itseems as if you are opening only onefile:

- Thepatcher might require certain external objects.
- Thepatcher may contain subpatches (other M ax documents used as objects within a patcher).
- Thepatcher may load other files used by M ax objects. This category would includeM IDI files, coll files, env script files, funbuff files, mtr files, preset files, seq files, table files, timeline files, action patches, PICS files, PICT files, QuickTimemovies, and so on.

A program you write in M ax may actually bedivided up among a potentially large number of different files, and the absence of any one of thosefiles may prevent your program from functioning properly. To avoid this problem, M ax allows you to gather most of thefiles necessary for a program that you writeinto a singlegroup, called a collective. O nce you have donethis, you can be assured that all the necessary subpatches and data are avai lableto your patch. You can also give your collective to someoneelse to use, without worrying whether you've included all the necessary files. If the person you give your collective to doesn't own M ax, you can give (but not sell!) them the M axM SP Runtimeapplication along with your collective. This will allow them to run (but not edit) your program.

Finally, you can combinea collective with a copy of M axM SP Runtimeto create astandaloneapplication, which requires neither Max nor M axM SP Runtimein order to run. (Building standalone applications is not currently available on W indows.)

## Making Your Own Program

A program written in M ax most commonly consists of one main patch-a M ax documentwhich contains other subpatches as objects inside it. Alternatively, you might choose to design the program so that the user keeps two or moredifferent patches open at once for doing different tasks. In either case, at least one patcher window has to beopened by the user, and this is referred to as a top-level patch. A collectivecan have morethan onetop-level patch, and each one will be opened when the collective is opened. O ther patches used as objects within a top-level patch are called subpatches.

To makeyour own program into a collective, you'll need to determine which patch (or patches) will bethetop level patch for the program. When you build a collective using that patch, M ax includes in the collective any external objects or subpatches that the top-level patch requires to operate.

You may also need to include some other data files explicitly (datafiles used by objects such as coll, seq, etc.) to completethe collective. You will then have a completeworking program that originally consisted of many diversefiles, saved in a singlefile.

Once you have saved a collective, you can open it as you would any other M ax document by choosing the $\mathbf{O}$ pen... command from theFilemenu or by double-clicking on the collective in the Finder on M acintosh or theW indows Browser on Windows.

You cannot load it into another patch as a subpatch by typing its nameinto an object box (nor can you load it into a bpatcher). If you make changes to any patch that is being used as a subpatch in a collective, those changes will not be updated in the collective- the subpatch in thecollective remains just as it was at the moment you saved the collective.)

## Steps for Building a Collective

Stepsfor Building aCollective

1. With your top-level patch in theforeground, chooseBuild Collective... on Windowsor Build Collective/ Application... on M acintosh from theFilemenu.

You will bepresented with ascript window, in which you createa list of things $M$ ax must do to create the collective. M ax has already made thefirst entry in its script— open thispatcherinstructing itself to load in your top-level patch. A ny external objects required by your patch, any subpatches used as objects in your top-level patch (or used in abpatcher), and any nested subpatches (sub-subpatches used in subpatches of thetop-level patch) will all beincluded automatically in the collective.

If you want your program to havemorethan onetop-level patch, you can add other patchesto the script by clicking on the Toplevel Patcher... button and choosing another patcher from the filedialogbox. M ax writes a new lineinto the script, indicating that it will also open that newly
selected file. In the following example, a patch named A rpeggiator is being saved as the toplevel patch in a collective, and a second top-level patch named Controls has just been added.

## Script

open thispatcher
open "lapdog:/Documents/Max Patches/Controls.pat"

Include Folder.
Toplevel Patcher...
Patcher...

Include File..
Open Script...
Save Script...

## Build

When the collective is opened by a user, top-level patchers will beopened in theorder in which they arelisted in this window. If you want to changetheorder in which they will be opened, you can edit the script.
2. Besides the externals and subpatches which are included automatically, there may beother files used by your top-level patch(es). Add any other necessary files to your collective by clicking on theIncludeFile... button (or the Patcher... button if thefile is a M ax patch) and choosing the appropriatefilefrom theensuing dialog box.

There are three reasons why you may need to includefiles explicitly in this way. First of all, it's frequently the case that someobject in a patch loads in data from a separatefile. Consider the following example.


When this patch is loaded it looks for thetable file volume.t, and the seq file Scene1.sc. These files will not be included automatically because they are neither patchers nor external objects, so you must list them in thescript yourself. Objects that might requireadditional files include: coll, env, envi, fpic, funbuff, mtr, pict, preset, seq, table, and timeline. Audio files used by M SP objects, including imported M P3 files, can beincluded in collectives (but not standalone applications). Currently, QuickTime movies used by the movie and imovieobjects cannot be included in collectives. Theremay be some other M ax or M SP objects that will not be ableto read their data files if they areincluded inside a collective. In this case, you will have to remember to distribute any such files to users of your collective.

Second, it is possiblethat the program may load someadditional patch(es) dynamically (with a load messageto the pcontrol object, for example). Because such a patch does not appear as an object box in the top-level patcher, it is not included automatically, and you must include it yourself. In the following example, the filepanic is not a subpatch of the top-level patch, but it could beneeded, nevertheless, and should be explicitly included in the collective. We added panic using the Patcher... button, so that any external objects used in the patch would be included in the collective. Likewise, thetimeline fileM ultiTrack.ti should beincluded. The action patches used by the timeline object will be included automatically.


Third, you may decidethat you want to include another collective in your collective. For instance, you might have a collection of data files (coll objects, M IDI files, etc.) that you want to use in a number of different collectives. Rather than include each of those files individually each time, you can savethem as their own collective and then includethat collective in your collectives. (Notethat a collectivethat consists of only data files won't actually do anything by itself, because every program needs at least onetop-level patcher.) A nother thing to keep in mind when adding a collectiveto another collective isthat $M$ ax treats a collective asif it's anew folder, adding it to the search path. Therefore, just as you can't reliably load two files with iden-
tical names in two different folders, you won't be ableto load two files with identical names from a collective.

If you are making a collective for inclusion inside other collectives, you'll generally want to remove any script lines beginning with open (such as theopen thispatcher linethat appears at the beginning of a script by default). This prevents any patchers insidetheincluded collective from being opened at startup.

If you have an entire folder of data files you want to include, you can include all thefiles by clicking the Include Folder... button and selecting the folder from the ensuing dialog box. N ote that this will only includefiles in the folder itself; folders insidethe folder you select will not be included.
3. Once you have created a collective, you cannot easily make changes to it. So, before you actually click on the Build button to construct your collective, you may want to save your script as a separate Text file, by clicking on the SaveScript... button. That way, if you later make changes to some of the patches or files in your collective, and thereforeneed to rebuild or modify the collective, you can simply open the original script by clicking on theO pen Script... button, and you'll have a head start toward rebuilding your collective.
4. Onceyou have added all thetop-level patches you want (they appear with an open instruction in the script) and have included all necessary files and/or folders (they appear as include and folder instructions in the script), your collective is complete. Click on theBuild button and give your collectiveauniquename.

## Adding Non-Max Files to a Collective

When you create a collective, you can includefiles of any type(which may have been created with applications other than Max ) by clicking the Include File... button in the Collective Script dialog. This allows you to add, for example, graphics filesto your collective for use with thefpic object.

## Testing a Collective

A collective can function as a complete program: oneor more(top-level) M ax patches combined with all the other files they need to function correctly. Before you give your collective to someone else to use, however, you should test it to be sure thatit's really complete, and that you haven't forgotten to include any essential files. The best way to do that isto open the collective by choosing Open.... from the File menu or by double-clicking on the collective in theFinder on M acintosh or theWindows Browser on W indows.

## Building a Standalone Application (Macintosh Only)

When you click on the Build button in the Build Collective/ A pplication dialog, you are presented with a standard SaveAs dialog allowing you to name your collective and saveit to disk. In the lower part of this dialog you are presented with a Format menu. By default this menu is set to save aM ax Collective file, but if you want to save your patch as astandalone application, all you need to do is select A pplication from this menu. It's as easy as that- M ax will automatically combine your collective with the M axM SP Runtime application and save the result as a single filewhich appears and functions a standalone application, requiring neither $M$ ax nor $M$ axM SP Runtime. If you have
multipleversions of M axM SP Runtimein your M ax folder, M ax will usetheapplication which has the creator code'max2', the word "Runtime" in its name, and the most recent creation date. Note that the modified date is the date displayed in the Finder, the creation date can only be changed with a file editing program, the UNIX command line, or an A ppleScript.

You may, nonetheless, want to customize some of the features of your standalone application, such as the O verdrive settings, the application icon, or whether or not users will beallowed to closethe top level patcher(s). You can easily control these settings by adding the standalone object to your main top-level patch, and editing its parameters with its Inspector. Sincethestandalone object and its settings are stored with your patch, you do not need to specify the settings each time you savea new version of your standalone application.

Here is an overview of the various settings available in thestandalone object's inspector:


TheA pplication Creator Code is the four character ID that the Finder uses to distinguish your application from others (including M ax and M axM SP Runtime). Thedefault creator, ????, is assigned for generic files and applications. You can change this to any combination of four characters you like, but if you choose one already in use by another application, your application will run when you double click on a document for the application whose creator you used. For instance, if you used $\max 2$ for a creator, double-clicking on aM ax document would launch your application instead of Max .

If you want to guarantee your character combination is unique, you will want to register it with A ppleat thefollowing URL:
http://developer.apple.com/dev/ctyped

TheFile O ptions section lets you customize some aspects of how your standalone application deals with files and the file system.

Checking the Use O wn Property List ( (list) Resource option lets your application have its own "plist" resource, and makes it possible for you to customize your standalone application's icons (analogous to the BNDL resource on $\mathrm{Mac} 0 \mathrm{S9}$ ). Remember that you will need to includethe resourcefile in the script for making the collective. Please refer to A pple's D eveloper documentation for moreinformation on how to create your "plist" and icon resource. Information can be found at thefollowing URL:
http://developer.apple.com/technotes/tn/tn2013.html
If some of the supporting files used by $\mathrm{Max} / \mathrm{M} \mathrm{SP}$ objects in your patch will not beincluded in the collectiveitself, check the Search for FilesN ot in the Application's Collective option. (It is checked by default.) Unchecking this option can beuseful for ensuring that you have included all necessary files in the collective that you are making into a standalone application. If you create your application with thisoption turned off, your application will not look outsidethecollective for any files it cannot find, such as missing sequences or coll files that your application attempts to load. So, you can make your application with Search for Files Not in the Application's Collective unchecked, and then run it to seeif it works properly. If your application is unable to find a file that it needs, you will get an error messageto that effect, and you will know that you haveto rebuild your standalone application.

In some cases, however, you may want your application to look for a file outside of the collective. For example, you may want it to look for a M IDI filethat can be supplied by the user of your application. In that case, you will naturally want the Search for Files N ot in the A pplication's Collective option to beon. Please also note that thisfeature restricts itself to looking in folders nested only threelevels deep.

When your application searches for files outside the collective, you can control whereit looks with the UtilizeSearch Path in Preferences Fileoption. If this option is on (which it is by default), your application will use the search path settings stored in the M ax 4 Preferences fileinstead of using the default search path.

You can instruct your application to useits own Preferences file instead of the default Max 4 Preferences by supplying a preferences filename in thisfield. If theUtilizeSearch Path in Preferences File is checked and you type in aname other than the default M ax 4 Preferences, your application will makeits own unique preferences file (in $\sim / L$ Library/Preferences, where $\sim$ represents your home directory) thefirst time it is run. From then on, your application will use that preferences fileto recall the settings for options such as O verdrive and All W indows Active.

The Options section of the inspector lets you changethe various user-related options for your standalone application.

If theStatusW indow Visible at Startup option is unchecked, theStatus window (analogous to the M ax window in the M ax application) will not be visible when the application is opened. Unchecking this option can help give your application a particular (perhaps less obviously Max-like) look. By default this option is enabled.


#### Abstract

Normally, one can stop all loadbang objects from sending out their bang messages by holding down the Shift and Command keys on M acintosh or Shift and Control keys on W indows while the patch ( or collective, or standalone) is loading. You can disablethat loadbang-defeating capability in a standalone application by checking thePrevent loadbang D efeating with Cmd -Shift option. (This option isturned off by default.)

TheO verdrive Enabled and All W indows Active Enabled options allow you to preset thesemenu options to configure your application's initial behavior. They areboth off by default.

If you check theU ser Can't Close Toplevel Patcher W indows option, top-level patchers will have no close box in their title bar, and theClose command in the Filemenu will be disabled whenever a top-level patcher istheforeground window in your application. Sinceclosing thetop-level patcher in most cases rendersthe application useless, this option ischecked by default.


## See Also

Encapsulation
standalone

How much should a patch do?
ConfigureParameters for a StandaloneApplication

# Encapsulation <br> How much should a patch do? 

## Complex Patches

O nce you start writing relatively complicated programs, try to build them out of different parts, rather than one enormous, tangled patch in a singlePatcher window. Theway to do this is to divide your program up into different Patcher files. The different files can be subpatches of one main patch, so that they areall loaded when the main patch is opened.

Subpatches can communicate with each other via inlets and outlets, or via send and receive objects, and they can share data by using coll, table, or value objects which have the samenameas an argument. There is no reason that a large and complicated program cannot be composed of many smaller parts, and the advantages of this approach are considerable.

## Modularity

Thereareseveral important reasons why it is a good idea to use a modular approach to programming. One reason is that it makes it easier to verify that your program actually works, especially in extremeor unusual cases. This becomes harder and harder to do as a program grows in size and complexity. By building small modules and ensuring that each one works as its supposed to in and of itself, you reduce the number of possible problem spots when the modules are combined in a larger context.

A second reason is that many tasks in a program are used again in different contexts. Once you have built a small modulethat performs a certain task, you can usethat modulewherever theneed for that task arises, rather than rewriting it each time.

A nother reason is that many tasks in a program aresimilar to other tasks. By writing a small, gen-eral-purposemodule (usually one that takes arguments so that its exact function can be modified by the argument), you can use that one module with different inputs or arguments, to do many similar things.

Finally, by encapsulating different portions of the program, you make it easier for yourself (or others) to seehow the program works long after you develop it.

## Encapsulation

Thedifferent modules of a program arebest designed to encapsulate a singletask. Namethemodulefor what it does, and reuse the module should you ever wish to perform thetask again in another program.

By keeping certain values in one place, you only haveto change them onceif you decidethey need to be modified. If the same values are distributed throughout your program, you haveto find every instance of that value, and change each one individually.


#### Abstract

Oneway to keep values in a single place, yet still make them availableto many different objects is to store the values in a singlefilethat can be accessed by any patch. For example, many different patches can read in values from the sametable file by using table objects with the same filenameas an argument. Changing the contents of that onefilethen changes the values used by all thepatches that sharethat file.


## Messages between Patches

When designing small modules (patches) which will becombined in a larger program, it is important to consider not only what the patch does internally, but also the context in which it will be used. The context will determine what kind of messages you want each patch to produce and accept. For example, you might wish to use a bang to trigger a process, numbers to toggle something on and off or to providevalues for calculation, or symbols(such asstart and stop) to control a more complex task such as a sequencer.

The simpler the messages that a patch receives and sends, and the simpler thefunction of each patch, the greater the number of contexts in which that patch islikely to beeffective.

## Documenting Subpatches

Here are threetips for documenting your own patches that will beused as subpatches:

1. Give your subpatches informative names, so you'll remember what each one does.
2. PutAssistancetext in each inlet and outlet object, to remind you of theinlet or outlet's purpose when using the patch.
3. If your subpatch is complicated, includecomment boxes insideit to explain its operation.

## See Also

Debugging Techniques for debugging patches
Efficiency Issues of programmingstyle

# Efficiency 

Issues of programming style

## Program Size and Speed

When you are writing very big, complicated patches, or are linking many subpatches together inside one main patch, matters of program size and computational efficiency comeinto play.

When you open a patcher file, each object in the patch is loaded into the internal memory of the computer. A very large patch containing many objects and subpatches can takeup a considerable amount of memory and can take a longtimeto load. Therefore, you may wish to consider how to build patches that avoid superfluous messages and objects.

There are usually several waysto accomplish the same programmingtask in M ax , and usually one way will be more efficient than another in terms of program size and speed.

There are three efficiency issues to consider:

1. The loaded size of aM ax program is a function of the number of objects (and subpatches), and the complexity of each one.
2. The load time of a complex program is also a function of the sametwo factors.
3. The"real-time" computational efficiency of a program is affected by thefact that some objects are more efficient than others in operation and communication.

## Principles of Efficiency

Since there are so many different kinds of messages that can be sent in $M$ ax, an object often hasto "look up" the meaning of the messageit sends or receives. Computational speed is achieved primarily by avoiding this message lookup. Look at the description of the inlets and outlets of two connected objects in the O bjects section to seeif they share the same message type. In this case, M ax will not have to do any"interpretation" of a message.
gate, switch, Ggate, and Gswitch have no message lookup when a value is sent in a right inlet. However, these objects always do a message lookup on output. Therefore, it's better, for integers, to use something like select or $==$ if you'relooking for a specific number.

Three ways to send 127 to one place and everything else to another place. The method on the right is marginally slower since it involves the graphic object Ggate and message lookup (at the outlet of Ggate).


M essage lookup is a factor in computation speed, and redrawing graphic objects takes time
If you'renot running in Overdrive mode, graphic objects slow you down because it takes time to redraw the screen. If you are in O verdrive, they don't slow you down, unless there's a message lookup involved. There is no message lookup with number box objects, for example, because they handleonly numbers.

A message lookup is always performed on the output of message boxes. Therefore, it's better to typea number into an object box - which creates an int object- if you want to producea constant valuein an efficiency-conscious program. Of course you haveto send bang to such an object ( whereas a message box can betriggered by a variety of messages in its inlet), but if this can be arranged, it's a bit more efficient than using a message box. In the vast majority of cases, the difference in speed is negligible, but if enough instances likethis are added up, they can have a noticeableeffect.

If you send the same message repeatedly through the same outlet of a message box or other object whose outlets can send a variety of messages, a message lookup is generally performed only the first timethe message is sent (dueto a feature called outlet caching).

If you want to filter MIDI messages according to channel, it's better to use a channel argument in the M IDI receiving objects than it isto try and usethechannel number output to routeinformation later.

Three ways of getting and separating note data from four different MIDI channels
A notein a 1
notein a 2
notein a 3
notein a 4


M ethod $A$ is the most compact and efficient, both in memory and speed

## Memory Usage

If you have written a rather large program (and especially if you have a computer with limited RAM ) you will want to try and keep down the amount of memory your patch uses when it is loaded. Doing so will also make your patch load faster.

Try to avoid doing similar tasks with many copies of a single subpatch, sincecopies of all the objects contained within the subpatch arecreated for each instance of the subpatch you use. It is better to design your subpatch to work with a variety of incoming values than to use the \#1-\#9 argument feature to differentiate 50 copies of a subpatch.

There is a memory overhead of at least 100 bytes for every visible box on the screen, though boxes in closed windowstakeup less space.

## See Also

Encapsulation How much should a patch do?

## Ways to perform repeated operations

## Repeated Actions

$M$ any aspects of music-making involve repeated actions. For example, we might count 25 measures of rests, hit a gong 4 times in succession, repeat the whole section a total of 3 times, etc. In programming, repeated actions are called loops, because conceptually we think of the computer completing an action, then looping back to the place in its stored program whereit started and performing the action again. A loop generally involves some sort of a check before or after each repetition, to see whether the action should beperformed again (without the check, the process would continueendlessly).

In M ax, a bang message can be used to signal that an event has occurred. In the examplebelow, a bang is sent each time the sustain pedal (controller number 64) is pressed down, or each timethe note M iddleC (key number 60) is released.


Sincebang is the generic indicator that something has happened, there is an object designed to count bang messages, called counter. It countsthebang messages it receives in its inlet, and sendsthe count out its outlet. You can set minimum and maximum output values for counter, and set it to count up, down, or up and down. In the following example, counter counts from 1 up to 5, then starts again at 1. Theright outlet reports how many times the maximum (5) has been reached.


It can be useful just to send out a succession of numbers from a counter. For example, the numbers could beused as addresses to get values from atable. Other times, in order to make the loop use ful, there needs to be a unique event when a certain condition is met. Actually, counter has its own built-in conditions and reactions, such as"when the maximum is reached, send the number of times it has been reached out the right outlet, send the number 1 out the right-middle outlet, and go back to the minimum," but sometimes we may want another condition to cause a certain result.

In the examplebelow, a bang is sent to random every time the letter r istyped on the computer'skeyboard. When random produces the number 0 , a sequence is played.


In this case, we aren't counting the number of times something happens (we might have to type theletter $r$ any number of times beforea 0 is chosen at random), wére just repeating until a certain condition is met.

When the condition we aretesting for is met, something should happen as a result- agate opened, a processstarted, a note played, etc. - and, if the repetitions are being supplied by a timed process (such as a metro sending a bang every 100 milliseconds), the repetitions should be stopped.


## Timed Repetition

Sincetime is such an important factor in music, you'll want to have repeated actions occur at a specific speed. Themetro, docker, and tempo objects are used for producing output at regular intervals- bang in the case of metro, numbers in the case of clocker and tempo. (Of course, metro can also produce a succession of numbers when its output is sent to a counter.)


Produce an 8 -second volume tade-in, then stop the metro

## Stack Overflow

Automatic timed repetitions must be separated by at least a millisecond or two, otherwiseM ax will generate a Stack $O$ verflow, which stops M ax's internal scheduler until you shut off the repetitions. Below are a couple of examples of what not to do, because you will cause a stack overflow.


These may look like good ways to send out numbers as fast as possible, but they will result in stack overflow

These programs contain bugs!
The patches in this example attempt to increment a count as fast as possible. Each solution has two flaws, however. The first problem is that there is no stopping condition; the numbers will increase indefinitely. The second problem is that each patch feeds an object's output back into its triggering inlet with no time delay. M ax keeps trying to do more and morethings, without being given any moretime in which to do them, and quickly complains that its"to do" stack is overflowing.

## Instantaneous Loops

W hen you want to use a loop that completes all its repetitions as fast as possible - that is, you want to send out a series of events"at the sametime" - you must use an object that is designed to send out multiple messages. Themessage box can contain multiple messages separated by commas, and sends them all out in immediate succession. In the same spirit, the uzi object is designed to send out a succession of bang messages as fast as possible. This series of bang messages can be sent to a counter object to convert them to a series of numbers. uzi itself counts thebang messages as it goes and sends the count out its right outlet, so it can be used to send a sequence of numbers as fast as possible. Thefollowing exampleshowstwo ways to send sixteen different M IDI messages as fast as possible.


M ultiplemessages sent in immediate succession

## See Also

| clocker | Report the elapsed time, at regular intervals <br> counter |
| :--- | :--- |
| Count thebang messages received, output the count |  |
| metro | Output bang, at regular intervals |
| tempo | Output numbers at a metronomic tempo |
| uzi | Send a specific number of bang messages |

## Data Structures

## Ways of storing data in M ax

## Storing Data

M ax has objects specifically designed for storing and recalling information, ranging from simple objects that store a single number to more powerful objects for storing any combination of messages.

The simpleint and float objects storea number and then output it in responseto abang. They are comparableto a variable in traditional programming languages. The value object allows a single valueto bechanged or recalled from different Patcher windows(functioning like a global variable). The accum object stores a singlenumber which can be added to or multiplied.

A data structurestores a group of information together in a consistent format, so that a particular item can be retrieved using the address (location) of the item.

## Arrays

The table object is an array of numbers, where each number stored in the tablehas a uniqueindex number - its address. W hen an address is received in the left inlet, the value stored at that address is sent out the left outlet. Storing numbers in an easily accessible way is the main utility of such an array, but the table object has many powerful features for modifying and using the numbers it stores.

The values in a table are displayed graphically in thetableediting window, showing the addresses on the x axis of a graph, and the values on they axis. You can changethe values displayed in the tablewindow by drawing in thegraph with drawing tools, or by cutting and pasting regions of the graph.

Other messages sent to a table can storenew values, change its size, report the sum of all its values, step forward or backward through different addresses, report the address of a specific value, and providestatistical information about its values.

Thefunbuff object stores addresses and values, but unlikea table, the addresses can be any number, and gaps can exist between addresses. If funbuff receives in its inlet an address that does not actually exist ( a number that falls in a gap between existing addresses), it finds the next smallest address, and outputs the value at that address.

The bag object stores a collection of numbers without any addresses. Numbers can be added to and deleted from thebag, and a bang in its inlet sends out all of the currently stored numbers.

## Complex Data Structures

The preset object is also a kind of array, but each address in its array contains the settings of other user interfaceobjectsin a Patcher window. W hen an address number is received in preset'sinlet (or
when you click on one of the preset object's buttons), the settings of those objects are changed to the values stored in the preset. In this way, every user interface object in the same window as the preset object has its settings stored and recalled. Alternatively, you can connect the outlet of a preset to some of the window's user interface objects, making them theonly ones affected by that preset.

The coll object (short for collection) stores numbers, symbols, and lists. A single address in coll can beeither a number or a symbol. You can also modify stored data in a coll with messages such assub, which changes a single item in a stored location, or merge, which appends additional data to a location. You can also access an individual item in alist stored in a coll with thenth message.

A coll object is useful for recording and playing back a"score" that has lists of times, pitches, and durations. Or you could use a coll to storea collection of text messages to be shown to the user when certain numbers or symbols are received.


A method of using coll to play a list of notes


Storing text messages in coll

You can edit the contents of a coll in a standard M ax text editor window by double-clicking on its object box when the Patcher window is locked. Thestandard $M$ ax text editor window will open. Thetext format used is discussed in the description of thecoll object.

The message box can beconsidered akind of data structure, sinceit can hold up to 256 different items as arguments. The contents of a message can be modified using set and append messages, and message boxes can includechangeable arguments which are replaced by the arguments of mes-
sages it receives in its inlet. Individual items in a message box can be accessed by sending its contents to another message box with changeable arguments, as shown in the examplebelow.


The user interfaceobject menu is essentially an array of symbols. When the number of a menu item is received in the inlet, the item text is displayed and can also sent out the right outlet if desired. Item text ischanged with a setitem message. W hen you choosea menu item with the mouse, you are specifying a symbol, causing the symbol's address to be sent out the left outlet.


Items can beaccessed by index number or with the mouse

## See Also

| coll | Store and edit a collection of different messages |
| :--- | :--- |
| funbuff | Storex,y pairs of numbers together |
| menu | Pop-up menu, to display and send commands |
| message | Send any message |
| table | Storeand graphically edit an array of numbers |
| Tables | Graphic editing window for creating table files |

## Arguments

\$ and \#, changeable arguments to objects

## \$ in a message box

Thedollar sign (\$) is a special character which can be used in a message box to indicate a changeableargument. When themessage box contains a $\$$ and anumber in the range $1-9$ (such as $\$ 2$ ) as one of its arguments, that argument will be replaced by the corresponding argument in the incoming message beforethemessage box sends out its own message.


In the left example above, the $\$ 1$ argument in the message box is replaced by the number received in the inlet (in this case9) beforethe message is sent out. The message printed in the M ax window will read Received: Preset No. 9.

The right example shows that both symbols and numbers can replace changeable arguments. It al so showsthat changeable arguments can be arranged in any order in themessage box, making it a powerful tool for rearranging messages. In the example, the messageassocthird 3 is sent to the coll object.

When a message box is triggered without receiving values for all of its changeable arguments (for instance, when it is triggered by abang), it uses the most recently received values. The initial value of all changeable arguments is 0 .


In theleft example above, a message of 60 will initially send 600 to the makenote object. A fter the61 65 message has been received, however, the number 65 will be stored in the $\$ 2$ argument, so a message of 60 will send 6065 to makenote.

A message box will not betriggered by a word received in its inlet (except for bang), unless the word is preceded by the word symbol. In such a case, the $\$ 1$ argument will be replaced by the word,
and not by symbol. In the right example, the $\$ 1$ argument is replaced by either set or append, and the message set 34 or append 34 is sent to the next message box.

To include a special character such as a dollar sign in a message without it having a special meaning, precedethe character with a backslash (<br>).

## \$ in an object box

A changeable argument can also be used in some object boxes, such as the expr and if objects. In these objects, the \$ must befollowed immediately by the letter i,f, or s, indicating whether the argument is to be replaced by an int, a float, or a symbol.


If the message received in theinlet does not match thetype of the changeable argument (for example, if an int is received to replace a \$f argument), the object will try to convert the input to the proper type. Theobject cannot convert symbolsto numbers, however, so an error messagewill be printed if a symbol is received to replacea \$i or \$f argument. Other objects in which a\$ argument is appropriate include sxformat and vexpr.

## \# in object and message boxes

W hen you areediting a patcher which will be used as a subpatch within another Patcher, message boxes and most object boxes in the subpatch can begiven a changeable argument by typing in a pound sign and a number (for example, \#1) as an argument. Then, when the subpatch is used inside another Patcher, an argument typed into the object box in the Patcher replaces the \#argument insidethe subpatch.

In this way, patcher objects and your own objects can requiretyped in arguments to supply them with information, just as many M ax objects do. A symbol such as\#1 is a changeableargument, and is replaced by whatever number or symbol you typein as the corresponding argument when you use the patch as an object inside another patch. A changeable argument cannot be used to supply the name of an object itself, but can be used as an argument anywhereinside your object.

In thefollowing example, argumentstyped into thelimitNotes object boxes supply values to the objects insidelimitNotes. W hen thehslider is moved, onelimitNotes object plays a note every 300 milliseconds on M IDI channel 5 , and the other plays a note every 200 ms on M IDI channel 7 .


These are M ax objects


A pound sign and a number can even bepart of a symbol argument, providing variations on a name, provided that thechangeable argument is the first part of thesymbol. In theexample below, the \#l part of the changeable argument insidescale is replaced by the argument in the patch that uses scale. The scale objects will each use a different pre-saved table file, producing different results.


The sametechniquecan be used to give unique names to send and receive objects in a subpatch, making the exchange of messages between them private (local to that one instance of the subpatch).

| 5 \#10nly | private ForYourEyes | 5 ForYourEyesOnly | 5 For YourEars0nly |
| :---: | :---: | :---: | :---: |
| \% \#10nly | private ForYourEars | $r$ ForYourEyesOnly | $r$ ForYourEarsOrly |

If these objects exist in a patch named private,
and thepatch is used for two theobjectsappear with this and with a uniquenamein subpatches likethis, namein onepatch, theother.

W hen opening a patcher fileautomatically with theload message to a pcontrol object, changeable\# arguments insidethe patch being loaded can be replaced by values that are provided as additional arguments in theload message, as in the examplebelow.


peontrol
and this message is sent to a pcontrol object,

the patch will open with objects looking likethis.
\# has a special meaning. It can be put at the beginning of a symbol argument, transforming that argument into an identifier uniqueto each patcher (and its subpatchers) when the patcher is loaded. This allows you to open several copies of a patcher containing objects such as send and receive without having the copies interfere with each other.

## See Also

| expr | Evaluate a mathematical expression |
| :--- | :--- |
| message | Send any message |
| pcontrol | Open and close subwindows within a patcher |
| Punctuation | Special characters in objects and messages |

## Punctuation

## Special characters in objects and messages

## Punctuation in Object Boxes

M any non-alphabetic characters have a special meaning in M ax when included in objects and messages.
$M$ any characters are object names in their own right, signifying arithmetic, relational, and bitwise operators for numerical calculations. Theseobject names are $+,-, *, l, \%$ (arithmetic operators), <, $<=,==,!=,>=,>, \& \&,| |$ (relational operators), and $\mathbb{\&}, \mid, \ll, \gg$ (bitwiseoperators). Seethe descriptions for these objects at theend of the Objects section for moreinformation.

Thedollar sign (\$) and the pound sign (\#) are used in object boxes to indicate changeable arguments. A changeable argument is replaced by a value supplied either in the inlet (in the case of \$) or as typed-in arguments to a patch that contains the object (in the case of \#). TheA rguments chapter has detailed information about\$ and \#in object boxes.

Thesemicolon (;) indicates theend of a message, and is not allowed in object boxes. Semicolons are also a way of forcing a carriage return in a comment object (except in two-bytecompatible mode).

The semicolon indicates the end of a line in text files containing the contents of coll, mtr, and seq objects and in text files which contain a script for thelib object.

A comma (,) is generally another character to avoid using in object boxes, but may beused in an expr or if object, to separate items within a function in a mathematical expression, as in the examplebelow. Notethat a comma in an object box should always be preceded by a backslash (<br>), so that M ax does not try to interpret it as a special character.


Usea backslash when you want to use a special character, but don't want M ax to interpret it as such. In the example above, the comma is needed to separate arguments to thepow function.

## Punctuation in a Message Box

The dollar sign (\$) can be used in a message box to indicate a changeable argument. When the message box containsa $\$$ and a number (such as $\$ 2$ ) as one of its arguments, that argument will be replaced by the corresponding argument in theincoming message beforethemessage box sends out its own message.

The pound sign, followed by a number (such as\#2), in a message box has the same meaning as in an argument of an object box. When the patch containing a \#argument is used as a subpatch insideanother Patcher, the \#argument is replaced by the corresponding argument typed into the subpatch object box in the main Patcher. SeetheA rguments chapter for examples.

A comma (,) in a message box is used to send a series of separate messages. The comma indicates theend of onemessage and the beginning of thenext message.

$144,60,64$
midiout

In the above example, the message box on the left sends out a single message, 60641 as a list. The message box on the right sends out three separate messages- first 144, then 60, then 64.

A semicolon (;) in a message box is used to send messages to remotereceive objects. W hen a semicolon is present in a message box, thefirst item after the semicolon is a symbol indicating thename of a receive object, and the rest of the message (or up to the next semicolon) is sent to all receive objects with that name, rather than out the message box's outlet.


As in an object box, the backslash ( $\$ ) in a messagenegates the special characteristics of thecharacter it immediately precedes.

Thenumber-letter combination $0 x$ (zero-x) allows numbersto betyped into object and message boxes in hexadecimal form (useful for people who think of M IDI bytes in hex). For example, the message 0x9F 0x3C0x40 is equivalent to the message 1596064.

## See Also

Arguments \$ and \#, changeable arguments to objects

# Quantile 

## Using a tablefor probability distribution

## The quantile message

O ne of the messages understood by thetable object is the word quantile, followed by a number. If you have read the description of this message, under table, you may have wondered what utility this complicated calculation might have. This section provides some examples. Hereis the description of what quantile does.
quantile In left inlet: The word quantile, followed by a number, multiplies the number by the sum of all the values in the table. This result is then divided by $2{ }^{15}(32,768)$. Then, table sends out theaddress at which the sum of all values up to that address is greater than or equal to the result.

As the argument of thequantile message progresses from 0 to 32,768 , each address in thetable occupies a portion (quantile) of the 0 to 32,768 range, proportional to the "weight" given by the valuestored at that address. Repeated quantile messages using random numbers cause each address to be sent out with a frequency roughly proportional to the value at that address.

## The fquantile message

Thefquantile message does the samething as the quantile message, but it accepts a float argument between 0 and 1. Rather than require you to calculate the proportion of 32,768 that represents a fraction of thetablelength, fquantile allows you to specify it as a decimal number. For example, fquantile 0.5 is the same as quantile 16384 , and fquantile 1.0 is equivalent to quantile 32768.

## Examples

Suppose we have a table of 128 numbers, all set to 10 .


Here arethe results of somequantile messages on thistable. N ote that the total sum is $128 * 10$ or 1280.

## quantile 0 Always causes an output of 0 .

quantile 16384 Returns theindex up to which thesum of thevaluesishalf of thetotal sum. In this case, this would be 63 , since $64 * 10=640$ which is half of 1280 .
bang A bang is equivalent to a quantile message with a random number between 0 and 32768 as its argument, or an fquantile message with an argument randomly chosen between 0 and 1. Repeated bangs to a table will return table indices which contain higher values more often than indices which contain lower values. In thequantile example above, all indices are equally likely to be returned by bang, because all the values in the table arethe same. H owever, if one of the values were 1000, the index at which the value was 1000 would occur far morefrequently than any other table index. Exactly how frequently?This is determined by first taking the sum of all values in the table, which, for a table with 127 indices set to 10 and one at 1000 would be2270. For theone index set to 1000, we divide 1000 by the sum 2270 and get a probability of 44 percent. For any of the other 127 indices set to 10 , the probability is. 44 percent that any one will bechosen. So, theindex set to 1000 will occur about 100 times morefrequently than an index set to 10.

## See Also

histo<br>table<br>Tutorial 33<br>M akea histogram of the numbers received<br>Store and edit an array of numbers<br>Probability tables

# Sequencing 

Recording and playing back M IDI performances

## seq

M ax has four objects for recording and playing back M IDI performances: seq, follow, mtr, and detonate. The"performance" can comefrom outsideM ax - from a M IDI controller, or another MIDI application usingtheIAC Bus- or can begenerated algorithmically within Max .

The basic sequencer in M ax is seq, which records raw M IDI data received in its inlet from midiin or midiformat, and can play the data back at any speed. The recording and playback process is controlled with messages such as record, start, and stop.

Sequences recorded by seq can be written into a separatefile to be used again later. Under OSX, "M ax text file" and "M ax binary file" arethe two optionsfor SaveAs... Under Windows, the options are"maxb Files (*.mxb, *.pat, *. help)" and "TEXT Files (*.txt, *.pat, *.help, *.mxt)" W hen seq receives a write message, it calls up the standard SaveAs dialog box. If the file is saved astext (by choosing M ax Format Text Filefrom theFormat pop-up menu in theSaveAsdialog box), it can be edited by hand by choosing Open As Text... from theFilemenu. M IDI files can also beloaded into seq with a read message.

## follow

Thefollow object functions exactly like seq, but has the added ability to compare a live performanceto the performance it has recorded earlier. follow can record not only raw M IDI data, but also individual numbers such as note-on pitch values. You can step through the set of recorded notes ( or numbers) using thenext message. M ost interestingly, follow contains a scorefollowing algorithm, activated by thefollow message. follow will compare incoming numbers to those stored in its recorded sequence. If an incoming number matches the next number in the recorded sequence (or a nearby number, just in case the live performer makes a mistake), follow reports the index of the matched note. Theindex can then be used to read other numbers from atable or coll ( providing an accompaniment to the live performer), or can beused to trigger any other process.

## mtr

The mtr object is a multi-track sequencer that can record up to 32 individual tracks of numbers, lists of numbers, or symbols. W ith such versatility, it is easy to record not only M IDI events, but a wide variety of other messages. Tracks can be recorded, played, or stepped through using thenext message, either individually or collectively, and sometracks can be muted whileother tracks con-
tinueto play. The contents of mtr can bewritten to and read in from separatefiles, either as individual tracks or as an entire set of tracks:


## Samplepatch using mtr

For editing completeM IDI messages as text, seq is perhaps more appropriatesinceit arranges raw M IDI data into a standard M IDI file format. H owever, raw M IDI data can befiltered with midiparse before being sent to mtr. Also, a sequence recorded in seq can easily becut out and pasted into an mtr file, using M ax's text editor.

## detonate

The detonate object is a flexible sequencing, graphic editing, and score-following object. It can record a list of notes tagged with time, duration, and other information. You can save the note list as a single-track (format 0) or multi-track (format 1) MIDI file, and you can read in any M IDI file that has been saved to disk by detonate, seq, or someother sequencer. D ouble-clicking on a detonate object displays its contents in a graphic editor window, allowing you to usethemouse to add or modify notes inside it. It is also ableto act as a"score-reader", much likethefollow object; it looks at incoming pitch numbers and reports whenever an incoming pitch matches the current pitch in thestored score.

But unlikeother sequencing objects such as seq, follow, mtr, and timeline, however, detonate does not really run on an internal clock of its own. Timing and duration information must be recorded into it from elsewherein the patch, and the patch must also use that information to determinethe rhythm and speed at which notes will be played back from detonate - allowing for recording and playback options not availablewith the other sequencing objects, such as non-realtime recording, continuously variable playback tempo, and triggering individual events of the sequencein any desired rhythm.

## timeline

Thetimeline object is designed for graphically editing a multi-track sequence of M ax messages to be sent to specific objects at specific times. Thetimeline object does not record M IDI datain real time; it is for placing predetermined events in non-real time. H owever, once you have entered messages in thetimeline - which thetimeline could send to a patch containing M IDI output objects- the timeline object allows you great flexibility of playback of thosestored messages. See theTimeline chapter for details.

## See Also

| follow | Comparealive performance to a recorded performance |
| :--- | :--- |
| mtr | Multi-track sequencer |
| seq | Sequencer for recording and playing M IDI |
| timeline | Time-based score of $M$ ax messages |
| Timeline | Creating a graphic score of M ax messages |
| Tutorial 35 | Sequencing |

# Timeline 

## Creating a graphic score of M ax messages

## Introduction

A timelineisa graphic editor for creating a score(like a musical score) of M ax messages. W hen you tell the timelineto play that score, it sends its specified messages to the specified patches at the specified times.

There arethree basic steps in creating a timeline.

1. Create(or modify) at least one patch to communicate with the timeline. This patch must contain at least oneticmd object. Just as you would use an inlet object in a patch to receive messages from a parent patch, you useticmd to receive messages from the timeline. Such a patch, which communicates with a timeline via theticmd object, is called an action.
2. Create a timeline, and create at least one track within that timeline. A track correspondsto, and communicates with, a specific action (patch) you havecreated.
3. Placeevents in thetimeline's track(s), specifying messages to be sent to theticmd objects in the track's action.

## Creating an Action

Any patch that receives messages from an inlet can easily be converted to receive messages from a timelinetrack. For example, the patch shown below receives a symbol, an int, and a float in its inlets, and prints them in the M ax window.


But in order for this patch to receive messages from atimeline, the inlets must be replaced with ticmd objects, as shown below.


Theticmd object requires two or more arguments. The first argument is a command name by which thetimeline can refer to the ticmd object. The remaining arguments indicatethetype of messageticmd is expecting, and determinethenumber of outlets it will have. Each argument after the command name creates an outlet, and specifies the type of information to besent out of that outlet: i for int, f for float, I for list, sfor symbol, b for bang, and a for any message. (You will notice that there is an additional outlet on each end of theticmd objects; these outlets will be explained later.)

Any patch that contains at least oneticmd object is ready to be used as an action. You may save it anywhere, but if you saveit in the TimelineAction Folder (as specified by the File Preferences... command in the Edit menu) it will automatically appear on timeline's pop-up Track menu. W hen you first install Max , the TimelineAction Folder is a folder named tiA ction insidethe M ax application folder.

## Creating a Timeline

To create a new timeline, choose Timeline from the New menu. It is also possible to create a new timeline by typing timeline into a new object box. Either way, a graphic timelineeditor window will beopened for you.

W hen you first open atimeline editor window, it contains no tracks. To create a new track in the window (and thusload a specific action), click the Track button and select an action file by name from the pop-up menu. Thepop-up menu will show all the patches contained in TimelineAction Folder. If you don't seethe name of the action patch you want, choose O ther... from the pop-up Track menu and you will beableto load theaction with a standard open file dialog. Onceyou have
created a track, you can view and edit the action by double-clicking on thelittleM ax icon in the leftmost portion of the track.


## Creating Timeline Events

An event is an object you place in a timelinetrack; the event sends oneor more messages to a particular ticmd object in that track's action. You place an event onto thetimelineby 0 ption-clicking on M acintosh or Alt-clicking on Windows in the right side of the track. This reveals a pop-up menu of names corresponding to the names of ticmd objects within the action. You can also place an event in atimelinetrack simply by clicking in the event portion of thetrack and holding the mouse down until thepop-up menu of possibleevents appears, then choosing the event.


W hen you choose a command name from this menu, you are actually specifying which ticmd object you want to send a message to. Based on theb, i, f, l, s, or a arguments in that ticmd object in the action, thetimeline knows what kind of message is appropriatefor that event, and places an object (known as an editor) for that message in thetrack.

When you place an event that sends a bang, a symbol, or a list, M ax will give you an editor known as the messenger. The messenger looksjust likethe message object, except that it has label showing the command name of theticmd object to which its message will be sent.


To place asinglenumber as an event, you will use theint and float editors, which look just likethe number box object.


Once you have placed an event in the track, you can edit the event's contents (change the message it will send to theticmd object) or drag it to a new location in the track (change thetime at which its message will be sent). You can also cut or copy events from onetrack and pastethem into another track, provided they are appropriateevents to be placed in that other track.

If the action contains different ticmd objects (as is the case with our example PrintThreeThings action), then a track can contain different kinds of event editors. In thefollowing example, when
the timeline is played it will send an int 60 to be printed at time 0 , a float 3.14 to be printed at time 1000 milliseconds ( 1 second), and the symbol start to be printed at time 2000 ( 2 seconds).

## Untitled



You can choosethe format in which you want timeto bedisplayed by clicking on the Display button and choosingTimeUnits from thepop-up menu. You can chooseto display timein milliseconds rather than the minutes, seconds, and frames (for film or video) shown in this example.

Once you have completed the threesteps of creating a timeline- creating an action, creating a timeline, and creating timeline events- you can play the timelineusing the tape recorder-like controls in the upper left corner of the timeline window.

## The edetonate Editor

An event editor called edetonate, which works just likethegraphic editor window of a detonate object, can beused in a timelinefor sending list messages to ticmd. Once you have placed it in a timelinetrack, you can double-click on it to open its graphic note event editing window. For details of this graphic editor window, see theDetonate Topic.

Because of the edetonate object's orientation as a sequencer of noteevents, it is especially well suited to sending list messages that will be used as noteevents in the action patch. W hen thetimeline is played, edetonate sends out the note-on events that you havedrawn into it, and also sends out corresponding note-off messages after the amount of time specified by each note's duration value.

You can suppress the note-off messages by selecting theedetonate editor, choosing Get Info... from the Object menu, and unchecking theSend Note-Offs option. In the samedialog box, you can typea namefor the editor in theExplodeLabel box. All edetonate editors that sharethe same
namealso sharethesame data. They can also share their data with a single detonate object that has thenametyped in as an argument.


A single detonate object with a typed-in argument shares data with any edetonate editors with the samename in thetimeline

Note that the horizontal length of an edetonate on the timeline determines its real duration. The time and duration values in the edetonate editor window are actually relativetimes, which will be scaled when thetimeline is played, to fit in thetime occupied by edetonate in the timeline. Selecting an edetonate editor and choosing theFix Width command from the Object menu makesthe length of the edetonate equal to the length of the sequenceit contains. If you makeany subsequent changes to the contents of the edetonate (or its associated detonate object in a patcher), you will have to adjust it once again with theFix W idth command in order for it to play without its time being scaled.

## The etable Editor

There are actually three different possible event editors for sending messages to ticmd objects that expect a singleinteger: int (likethenumber box) etable, and efunc.

When you create an etable editor, it appears as a shaded box in the event area of thetrack. The command name of the corresponding ticmd object is displayed in its upper left corner. D ouble clicking on this box will display thefamiliar table editor.


A ny changes you make in the table editor will appear in the etable. When you play the timeline, the etable will send its stored values to the corresponding ticmd object in order from left to right. The values from the etable being played by the timeline are sent out the ticmd object's middle outlet.

By clicking and dragging the lower right corner of theetable, you can resizeit. Resizing the etable horizontally will change its duration on the timeline, causing its values to be sent out at a different rate. (Resizing the etable vertically has no effect on the data sent to ticmd.)

When thetimeline is being played, and reaches the left edge of the etable, abang is sent out the corresponding ticmd object's left outlet.

The contents of an etable will ordinarily be saved with the timeline that containsit. You can also link an etable to an existing table object. By clicking on an etable and choosing Get Info... from the O bject menu, you can enter alabel for the etable. Oncelabeled, it will sharethe data of a loaded table object bearing the same name. This table object may bein an open patch, or in an action within thetimeline. Once an etable his been labeled, you can still editit graphically by double clicking on it (which will also alter contents of thetable to which it is linked).

## The efunc Editor

When you create an efunc editor, a shaded box similar to the etable editor appears. By clicking in the efunceditor box, you specify a point to bestored as an $x, y$ pair of numbers. When you click in efunc, the actual values of $x$ and $y$ for thepoint whereyou click areshown at the top of thetimeline window. Each time you click at a different point, you createa new $x, y$ pair of numbers, and efunc connects all the points with lines segments from left to right.


You can move any existing point simply by dragging it. The coordinates of the point are displayed as you drag it.

When timeline plays back the data in an efunc editor, it sends they (vertical) value of each $x, y$ pair out of the middle outlet of the appropriateticmd object, at atime corresponding to the value of $x$. By default, efunc does not interpolate between points; that is, it does not supply intermediate points along the connecting line segments. In order to maketimeline interpolate the values between points (fill in the "ramps" between points), select the efunc, choose $G e t$ Info... from the Object menu, and enter a nonzero value for Interpolation TimeGrain. This number will determinethe resolution of the interpolation. A value of 1 will providethe highest resolution interpolation, causing efuncto report its current value to theticmd object every millisecond. A value of 100 will cause efuncto report every tenth of a second, and so on.

Choosing Get Info...from the Object menu also allows you to set the range of thex,y graph by specifying maximum $x$ and $y$ values for efunc coordinates. You can also enter alabel which will link the efunc editor to afunbuff object of the samename. Oncean efunc editor is linked to afunbuff object, you can still edit the funbuff through the efunc editor, and changes will bereflected in all funbuff objects sharing its label.

H orizontal resizing of the efunc editor has the same effect as resizing theetable editor- changing the total duration in which the numbers aresent out when thetimeline is played - but does not changethetimegrain of theinterpolated output.

## The emovie editor

As explained earlier, when you create a new timelinetrack - and thus assign it a particular action - the command name of each ticmd object in that action becomes available as an event which can beplaced in the event portion of that timelinetrack. Additionally, whenever one of the actions used in your timeline contains a movie object, into which a Q uickTime moviehas been read (either with a typed-in argument specifying a moviefile, or via a read message), the movie window will beopened and a new type of event editor will become available in that action track. The new event editor is called emovie. It allows you to place a start event in thetrack, which will be sent directly to the movie object ( without having to go through ticmd).


W hen you place an emovie event in thetrack, a"thumbnail" miniatureframe of the movieis shown in the track to remind you what movie will bestarted at that time.


Of course, it is also possibleto send messages to a movie object in an action just the sameway you would send any other messages: via aticmd object. For example you could send a message to load a movie(the word read followed by the name of a moviefile), set the volume, and start the movie, all from within a timeline, viaticmd.


## Features of the timeline Window

In theupper left corner of thetimelinewindow therearetaperecorder-likecontrolsfor playing the timeline. Next to the controls thereis a clock icon and a digital readout of the "current time" as recognized by thetimeline(the current point of thetimeline's progress). The current time is also indicated by thelittle arrow indicator on the timelineitself. N ext to the current time, the current
cursor position is displayed. This is useful as a reference for placing events accurately in a track with themouse.


You createa new track by choosing an action from the pop-up menu labeled Track. In the left part of the track you are shown thetrack number and the track name. Thetrack name is initially set to bethe sameas the nameof the track's action, but you can changethetrack nameto something else (just by clicking on the name and editing it) without affecting the action assigned to that track.


To select an entiretrack, click on the track number. To select multipletracks, select onetrack, then shift-click on thetrack number of the other tracks. Onceyou have selected oneor moretracks, you can edit them with the commands in theEdit menu: cut, copy, and pastethem, clear out all their events, etc. To relocate a track, select it, chooseCut from the Edit menu, then select the track after which you want to place the cut track, and choose Pastefrom theEdit menu. Whenever you createa new track, it will becometrack number 1 if no track is currently selected; if any tracks are currently selected, though, the new track will be placed after thehighest-numbered selected track. You can also adjust the visual height of a track - to allow you more vertical space for placing events- just by dragging up or down on thebottom edge of thetrack.

By double-clicking on the little M ax icon next to thetrack name, you can view and even edit the action patch for that track. If you have more than onetrack using the same action, any changes you make (and save) in that action patch will immediately affect all of thosetracks.

You can save the entire contents of an individual track in a separatefile-its track name, action name, and all its events- then reload that track into a timeline at a later time. If you click onceon thelittle M ax icon in a track and hold the mouse button down, you will be presented with a popup menu which gives you two choices- O pen Track File... and SaveTrack As...- for saving and reloading an individual track.

TheD isplay pop-up menu lets you alter the look of your timeline window to suit your needs. You can display the Time Units in one of several different formats: M illiseconds, M idi Clock, or SM PTE format of M inutes:Seconds:Frames (24fps, 25fps, or 30fps). You can collapsetracks down to a single line of vertical space, thus all owing you to seemany tracks at once, or you can expand them back out to their full height to see all of their contents. You can chooseto Show M ute Buttons in the left part of thetracks; these buttons are useful for suppressing the events on individual tracks. And, with the Autoscroll W hile Playing option, you can choose whether the timeline display should follow the progress of time or remain stationary when thetimeline is being played. All settings you specify in the D isplay menu are saved as part of the timeline file.

The timelinés clock can be synced to any setclock object in any currently loaded patch. D oubleclicking on thelittle clock icon at the top of thetimeline window displays a pop-up menu containing the names of all currently loaded setdock objects.


Choosing one of thosenames from the pop-up menu syncs the timelineto that setdock object. Choosing Internal from the pop-up menu returns thetimelineto following M ax's internal millisecond clock.

Holding down theCommand key on Macintosh or Control key on Windows and clicking on an event sends that event's message to theticmd object(s) in the action patch, all owing you test the effects of the message as you edit thetimeline. You can play through a segment of thetimelinein a repeated loop (also useful for testing a timeline as you edit it) by selecting a segment of timein the time selection area just under the ruler at the top of thetimelinewindow, then clicking on the Loop button.

There is an additional event editor called a marker, which functions similarly to a comment object in a patch. The marker allows you to type in comments and notes about events in the timeline, or (moreimportantly) to mark a specific point on thetimeline. When atimeline object in a patch
receives the messagesearch, followed by the first word of one of themarkers in the timeline, thecurrent timepointer of thetimelinemoves to the location of that marker. (SeeTutorial 41 for an example of searching for a marker.) You can even create a M arker Track in a timeline window: a track that does nothing but contain marker events.

When a timelineobject receives themessagemarkers, followed by thenumber of oneof its outlets, it sends the first word of each marker contained in its tracks out the specified outlet, to be stored in a menu object. This menu can then be used to move the timeline's current time pointer to the location of a particular marker (by prepending the word search to the text output of themenu).

## Using timeline in a patch

So far wehave only discussed theuse of thetimeline editor window. Once you havecreated a score consisting of action tracks and messagesto besent to those actions, you will no doubt want to save your score for later use. Choose Save from theEdit menu, and save your timeline. M ax recognizes timelinefiles as being different from patches, and when you reopen thefile it will bedisplayed once again in thetimeline editor window, and you can play or further edit your score. Once you have saved your timeline as a file, you can also load it automatically into a patch.

When you createa timeline object in a patch, without typing in an argument, a new timelineeditor window is automatically opened for you. H owever, if you typein atimeline filename( that is located in M ax's file search path) as an argument to timeline, that timeline file will be automatically loaded in, and you can then play that timeline score by sending a play message to the timeline object.
play Play the previously saved timeline file
timeline TimelineFile.ti

With the read message, you can load a different timelinefile into the sametimeline object (replacing any timeline scorethat was there previously) and play it.

```
play read AnotherTimelineFile.ti
```

timeline TimelineFile.ti

Notethat for this to work effectively, the timelinefile(s) must bein M ax's file search path (as specified by theFilePreferences... command in theEdit menu, or in the samefolder as the patch that is trying to load them) and the action patches used by thosetimelines must also belocatable(in the TimelineAction Folder specified in the FilePreferences dialog, or in the same folder as the patch that contains the timeline). The timeline object understands a great many other messages for controlling it or altering its parameters. Seethetimeline page in the O bjects section for details.

Playing a timeline from within a patch can seem a little mysterious since, once the messages are sent from the timeline, all the action takes place in the action patches, which in most cases are out of sight. However, you can create interaction between a timeline and the patch that contains it. $M$ essages (which are sent to ticm objects in actions) from the timeline event tracks can be redirected out outlets of thetimeline object. In fact, actions can themselves send messages out outlets
of thetimeline object. Thistypeof interaction is achieved by using thetiout object in an action patch, and by creating outlets in thetimeline object itself.

A second argumenttyped into atimeline object specifies the number of outlets theobject will have (thefirst argument is atimelinefilename to beread in automatically).

## timeline TimelineFile.ti 2

The second argument determines the number of outlets

For messages to come out of those outlets, at least one of the actions used in the timeline must contain a tiout object. Any message that goes into atiout object in the action will comeout of the appropriate outlet of the timeline object using that action. Here is an action that is specially designed to send integers out the left outlet of thetimeline object that uses it, and symbols out the second outlet.
"intout" events in the timeline will come out the 1st outlet of the timeline object

## ticmd intout i

tiOut 1
"symbolout" events in the timeline will come owt the 2nd outlet
tiCmd symbolout $s$
tiOut 2

The argument to tiout tells which outlet the message will be sent out

The actual messages to be sent out the outlets of timeline need not originate in the timeline event editor; they may begenerated within the action patch itself. Below is an example of an action which understands a"countseconds" event. When thetimeline messenger event countseconds start occurs, the action begins to send integers out the left outlet of thetimeline object, until the countseconds stop event occurs.


So, in this case, thetimeline sends symbols (start and stop) to ticmd, and the action itself sends ints (the count of the number of elapsed seconds since astart message was received) to tiout, which sends them out the outlet of thetimeline object.

Asyou haveseen, atimeline can becontrolled either with thebuttons in thetimelinewindow or by messages received in theinlet of atimeline object in a patch. There is athird way that atimeline can be controlled: it can control itself. An action patch can contain an object called thistimeline, which sends messages back to the timelinethat is using that action. A message received in the inlet of thistimeline in an action is sent to thetimeline itself, allowing an action to control thetimelinethat is usingit.


In this example action, a"goto" event in the track will cause the timelineto relocate to whatever timelocation it gives itself. (Hereit istelling itself to go to a point five seconds into thetimeline.) In the example, a conditional clause has been built into the action so that the "goto" event will only be enacted by the action if the space bar is currently being held down. The interaction between a timeline, the patch that contains it, and the actions it employs can be as complex as you care to makeit. You will need to plan your program very carefully to be sure that you understand which object is actually acting at any given moment: the patch containing atimeline object, thetimeline itself, or the action(s) being used by thetimeline.

## See Also

```
mtr
setclock
thistimeline
ticmd
timeline
tiout
Tutorial 41
Multi-track sequencer
M odify clock rate of timing objects
Send messages from atimelineto itself
Receive messages from a timeline
Time based score of M ax messages
Send messages out of a timeline object
Timeline of Max messages
```


# Graphicediting of a MIDI sequence 

## Uses of detonate

The detonate object is a flexible sequencing, graphic editing, and score following object. It can record a list of notes tagged with time, duration, and other information. You can save the note list as a single track (format 0) or multi-track (format 1) MIDI file, and you can read in any MIDI file that has been saved to disk by detonate, seq, or some other sequencer such as Cubase. Doubleclicking on a detonate object displays its contents in a graphic editor window, allowing you to use the mouseto add or modify notes insideit. It is also able to act as a"score- reader," much like the follow object; it looks at incoming pitch numbers and reports whenever an incoming pitch matches the current pitch in the stored score.

Unlike other sequencing objects such as seq, follow, mtr, and timeline, however, detonate does not really run on an internal clock of its own. Timing and duration information must berecorded into it from elsewhere in the patch, and the patch must also use that information to determine the rhythm and speed at which notes will beplayed back from detonate. Although this mean syou'll be required to do some additional $M$ ax programming to make it do exactly what you want, it also means that you can program recording and playback options not available with the other sequencing objects, such as non-realtime recording, continuously variable playback tempo, and triggering individual events of the sequence in any desired rhythm.

## Recording Into detonate

You can use detonate as a sequencer of M IDI notes, to store pitch, velocity, and M IDI channel information. This basic MIDI information must be combined with timing information telling when the note should occur, and how long it should last. The "when" is established by recording a delta time in the left inlet for every note event. The delta time is the number of milliseconds between the beginning of that note and the beginning of the previous note. The "how long" is determined by thenumber most recently received in the 4th (duration) inlet.


Recording detta time and note duration as part of the note event
Theduration can also beestablished by a later note-off message (a note with velocity of 0 ) on the same pitch. W hen a note off event is received after a corresponding note-on, the delta time between thetwo events is used (actually, the sum of any delta times between the two, if there were
other intervening events) to set the duration of thenote-on message, and the note-off message does not actually get recorded as a separate event.

| record ${ }_{5}^{\text {R }}$ |  | itch mildle <br> the onse |
| :---: | :---: | :---: |
| 50060112,250600 |  |  |
| Delat time | Pich | Velocity |
| detonate |  |  |

Letting detonate determineduration based on thedelta timebetween note-on and note-off
A track number may besupplied in the6th inlet, which is useful for separating recorded note events into different streams to be saved as a multi-track MIDI file. N otes recorded on different tracks show up as different colors in the graphic editor window, and the track number can beused as a criterion for selectively muting notes in detonate or selectively modifying them on playback.

The 7th and 8th inlets are for any additional information you may want to record as part of a note event. For example, each note could be assigned its own vibrato depth and pan position when recording, and those data would be sent out when the notes are played back.

Extra No. 1 Extra No. 2


Additional data may be associated with each note event

## The detonate Editor Window

D ouble-clicking on the detonate object in alocked Patcher opens a graphic editor window for viewing and modifying its contents. The recorded notes are shown in the editor window in a piano-roll-likeview. Timeis shown on thex axis, pitch is on they axis, the duration of notes is
proportional to their length, and the velocity of each note appears as a number on it. Each track of a multi-track fileisshown in a different color.


To select a specific notefor editing, choosethe selection tool from the palettein the upper left corner of the window, then click on - or drag around - thenote you want to edit. You can select multiple notes by dragging around them or by Shift-clicking on them one at a time.


You can changethe starting time, pitch, or duration of the selected notes simply by dragging on one of them with the selection tool (or thetweak tool for finer resolution dragging). Thecursor will change, depending on where you click on the note:

- If you click on the left side of the note you can drag horizontally to changethe starting time of the selected note(s).
- If you click on the right side of the note you can drag horizontally to changetheduration(s).
- If you click in the middle of a note you can drag vertically to transpose the pitch(es).

| $\langle+57$ | $67+\langle \rangle$ | $67 \hat{ \pm}$ |
| :---: | :---: | :---: |
| change starttime change duration | 67 <br> change pitch |  |

You can also change the value of any of the parameters of the selected notes by dragging on the number box objects at thetop of the window.

If you want to add new notes to thescore, you can simply draw them in with the pencil tool. W here you draw determines the start time, pitch, and duration of thenote; all other parameters are determined by the values shown at the top of thewindow at the time you draw the note.

## Changing the View in the Editor Window

You can zoom in and out on the view of thescore by clicking on the resizing arrows at the bottom left corner of thewindow.


To zoom in on a particular spot in the score, choosethezoom tool and click on the spot you want to enlarge. Option-click on M acintosh or Alt-click on Windows on thespot to zoom back out.

Although the depiction of thenoteparameters is normally as described in thischapter, you can changethe depiction by reassigning the way each parameter is shown. When you click on the icon to the left of a parameter name, the icon becomes a pop-up menu, letting you choose how you would like that parameter to bedepicted. So, for example, rather than showing velocity as a number on the note, you could choose to show M IDI channel instead.


Icon becomesa pop-up menu for changing the display of a given parameter

As a matter of fact, by choosing Edit Parameter... from the pop-up menu, you can change many other aspects of how the parameter is displayed.


You can changethename of the parameter, its minimum and maximum possible values, and the default value that will be used for that parameter in notes where it is left unspecified. Graph Interval affects the view only if the parameter is displayed on they axis; it controls how often numbers will be shown along they axis (every 12 semitones in the above example). D efault Scaling is a factor that determinesthe default zoom of the axis on which the parameter is being displayed. 1 is maximum zoom, and larger numbers are successively smaller scales. The values on the y axis can bedisplayed as M IDI notes instead of decimal numbersonly for parameter 1 (pitch); this option is disabled for all other parameters. The start time(theleftmost parameter) is an exceptional case because it can only be displayed on the x axis; so, for that parameter Graph Interval and D efault Scaling refer only to thex axis.

Thefact that the name and characteristics of all the parameters can beso easily changed suggests that detonate can actually be used as a collector of arbitrary lists of numbers. It is designed for holding lists that represent note events, but the numbers can in fact mean anything (as is true of almost all numbers in Max ), so you can use it to store and recall virtually any collection of lists of integers that you might want to represent and edit graphically.

## Editing Shortcuts

Certain keys on the computer's keyboard are shortcuts for switching editing tools. If you arecurrently using the pencil tool, holding down the O ption key on M acintosh or theAlt key on W indows switches you temporarily to the selection tool, and vice-versa. H olding down the Command key on M acintosh or Control key on W indows temporarily switches to the tweak tool, and the Control key on M acintosh or a Right-click on W indows temporarily invokes thezoom tool.

Shift-clicking on a noteaddsit to, or removes it from, the current selection.

## Techniques for Using detonate

To usedetonate as a sequencer for timed playback of note events, you will need to a) producevalues for recording the duration and delta time parameters of each event and b) use some sort of timing object to control the speed with which detonate sends out the notedata, presumably using the deltatime value to determine thetimebetween notes.

Thefollowing exampleshows thesimplest method for recording deltatimes and durations directly from incoming M IDI note messages, in real time.


At the sametime as we send the record message to detonate, we start thetimer. Each note message that comes in causes timer to report theelapsed time - which gets recorded along with the pitch, velocity, and channel - and then restarts thetimer. The duration value for each note event is calculated by detonate itself. It measures thetime elapsed between a note-on and its corresponding note-off, uses the timedifference as the duration value, then throws away the note-off message.

It is noteworthy that detonate doesn't have any sense of "real time." It dutifully records the received delta time, but it doesn't really care how much time actually passes between received messages. It simply stores note events in the order received. For that reason, it's very easy to record notes into
detonate in non-real time, as with the "Step Record" feature in many M IDI sequencing applications.


Specify duration and delta time values independently of "resl time"
Channel

Using detonate asa non-real time"step" recorder
And, of course, just as therhythm and notedurations can bemanufactured "artificially," all the other note parameters can likewise be generated algorithmically within M ax , rather than being played in via M IDI. Thefollowing examplecomposes and recordsa1000-notemelody instantly at theclick of a button, using mathematical expressions to calculatedifferent curves for pitch, velocity, panning, and rhythm. (You can examine and hear the results in the examplepatch for Tutorial 44.)


W hen detonate receives a start message, it does nothing except send out the delta time of its first note event. After that, each next message received causes detonate to send out the rest of the data
for the current note, and the delta time for thenext note. So, the delta time can simply be used as a delay time before sending the next next message, as shown in thefollowing example.


Thedelta time of the next note is used as the delay time before triggering the next note
W hen the very last note in the scoregets triggered by anext message, there is no following note, so detonate cannot possibly send out the next delta time. In place of a delta time, it sends out-1, which is a signal that the last notehas been played. Your patch can look for that signal, and use it to trigger some process. In thefollowing example, theend-of-scoresignal is used to restart detonate when the last notehas ended, in order to play the score in aloop.


A delta time of - 1 signals that the last notehas been played

## Using detonate in a Timeline

A timelineevent editor called edetonate can send list messages from a timeline. For any timeline event that sends a list messageto ticmd, an edetonate may beplaced in thetimelineto represent that event. You can then double-click on it to open its own editor window, draw in the noteevents, and
when thetimeline is played the notes will be sent out over the period of time represented by the length of the edetonate in thetimeline.


This means that thetime units shown in theeditor window of edetonate are actually relative time units, because the real timein which they occur depends on the length of theevent in thetimeline. In the preceding example, for instance, each of the notes was drawn into edetonate as a 1 -second note, but becausetheevent stretches out over precisely one second in thetimeline, thelist messages will actually be sent to ticmd Notes every $1 / 6$ of a second when the timeline is played.

However, if you want the notes in edetonate to be played at exactly the same rate as they were drawn in thegraphic editor window, select theedetonate and chooseFix Width from the O bject menu. Thelength of the edetonate will bechanged so that its notes play at the same rate as they weredrawn in edetonate's editor window.

By selecting an edetonate editor and choosing Get Info... from the O bject menu, you can assign it a name. It will then share its contents with any other edetonate editors that have the same name, or with a single detonate object that has the name as a typed-in argument in a patcher.

## Explode Label

## sharedScore

## Send Note-Offs

You can also chooseto have edetonate suppress note off messages, by deselecting the Send NoteOffs option. When Send Note-Offs is checked, edetonate uses the duration information of the note events to decide when to send a corresponding note off message to ticmd.

## See Also

| detonate | Graphic score of noteevents |
| :--- | :--- |
| follow | Comparealive performance to a recorded performance |
| Sequencing | Recording and playing back M IDI performances |
| Timeline | Creating a graphic score of M ax messages |
| Tutorial 44 | Sequencing with detonate |

# Messagesto Max <br> Controlling the M ax application 

## The; max message

Using a message box, you can control the M ax application. All such messages begin with;max (as if there were a receive object named max). Here is a list of messages the M ax application understands.

## Messages Understood by Max

boxcolor Sets one of the 15 default object colors in theColor submenu. boxcolor is followed by fivearguments. Thefirst is the index (between 1 and 15), followed by three values in the range $0-255$ that specify the color for this index, and a final value that specifies whether this change overwrites the user preferences (1) or not (0).
checkpreempt The word checkpreempt, followed by a symbol, sends the current $O$ verdrive mode to the receive object named by the symbol.
clean Causes M ax not to display a SaveChanges dialog when you close a window or quit, even if there are windows that have been modified. This is useful in conjunction with thequit message below.
debug Theword debug, followed by a zero or one, toggles the sending of M ax's internal debugging output to the M ax window. Debug information may be of limited use for anyonewho isn't debugging M ax itself.
externs List all of the external objects currently loaded in the M ax window.
fileformat The word fileformat, followed by two symbolsthat specify a file extension and a four-character filetype, tells M ax to associate a filenameextension with a particular filetype. The message max fileformat .txTEXT associates the extension .tx with TEXT (text) files. This allows a user to send a message read george and locate a file with the name "george.tx" It also ensures that files with the extension .tx will appear in a standard open filedialog wheretext files can bechosen.
getboxcolor Theword getboxcolor, followed by an number between 1 and 15 and a symbol, sends the RGB values for the default object colors at the specified index as alist to the receive object named by the symbol.
geteventinterval The word geteventinterval, followed by a symbol used as the name of a receive object, will report the event interval to the named receive object. (See also theseteventinterval messageto Max .)

| getpollthrottle | The word getpollthrottle followed by a symbol used as the name of a receive object, reports the current poll throttle value to the named receive object. (See also the setpollthrottle message to Max .) |
| :---: | :---: |
| getqueuethrottle | Theword getqueuethrottle followed by a symbol used as the name of a receive object, causes M ax to report the current queuethrottle value to the named receive object. (See also the setqueuethrottle message to Max.) |
| getruntime | Theword getruntime followed by a symbol used as the name of a receive object, sends a 1 to thenamed receive object if the current version of M ax is a runtimeversion, and $a 0$ if not. |
| getsleep | The word getsleep followed by a symbol used as the name of a receive object, causes M ax to report the sleep time to the named receive object. (See also thesetsleep message to Max .) |
| getslop | Theword getslop followed by a symbol used as thename of a receive object, reports the scheduler slop value to the named receive object. (Seealso the setslop message to Max.) |
| getsystem | The word getsystem, followed by a symbol used as the name of a receive object, will report the name of the system (macintosh or windows) to the named receive object. |
| hideglobal | Hides thefloating inspector window |
| hidemenubar | Hides the menu bar.Although the pull-down menus are not availablewhen the menu bar is hidden, Shortcut keys continue to work. |
| interval | The word interval, followed by a number from 1 to 20 , sets the timing interval of M ax'sinternal scheduler in milliseconds. Thedefault value is 1. This message only affects the scheduler when Overdrive is on and scheduler in audio interrupt (available with M SP) is off. (W hen using scheduler in audio interrupt modethe signal vector size determines the scheduler interval.) Larger scheduler intervals can improveCPU efficiency on slower computer models at the expense of timing accuracy. |
| maxinwmenu | When using the runtime version of Max , maxinwmenu followed by thenumber 1 will place an item called Status in theW indowsmenu, allowing users to seethe M ax window (labeled Status in the runtime version). W hen maxinwmenu isfollowed by 0 the menu item is not present. Thedefault is for the Status item to be present in theW indows menu. |
| midi | The word midi, followed by a variablelength message, allows messages to besent to configurethe system MIDI object. Thefollowing is a list of the available options: |
|  | autosetup |

Duplicates the action of clicking on the Auto Setup button in the MIDI Setup window
portabbrev <innum / outnum> <portname> <abbrev>
innum specifies an input port, outnum specifies an output port, portname is the name of the port as a single symbol (i.e.It is necessary to use doublequotes). An abbrev value is 0 for no abbrev (- in menu), 1 for 'a' and 26 for 'z'
portenable <portname> <0/1>
Enables (1) or disables (0) the port specified by portname. All ports are enabled by default.
portoffset <innum / outnum> <portname> <offset>
Similar to portabbrev, but offset is the channel offset added to identify input or output ports when aM IDI object can send to or receive from multiple ports by channel number. Must bea multiple of 16 (e.g. max midi portoffset innum PortA 16 sets the channel offset for PortA deviceto 16).
midilist Printsthenames of all current M IDI devices in the M ax window. (Seealso MIDI Messagesto Max, above.)
objectile Theword objectilie followed by two symbols that specify an object name and a file name, creates a mapping between the external object and itsfilename. For example, the*~ object is in a file called times $\sim$ so at startup $M$ ax executes the command maxobjectilie*~ times~.
paths List the current search paths in the M ax window. Thereis a button in the FilePreferences window that does this.
preempt The word preempt, followed by a 1 (on) or 0 (off), toggles 0 verdrive mode.
pupdate The word pupdate, followed bytwo integer values that specify horizontal and vertical position, moves the mouse-cursor to that global location.
quit Quits the M ax application; equivalent to choosing Quit from the Filemenu. If there are unsaved changes to open files, and you haven't sent $M$ ax theclean message, M ax will ask whether to save changes.
refresh Causes all M ax windows to be updated.
runtime The word runtime, followed by azero or one and a message, executes the message if the current version of M ax is a runtime version (1) or non-runtime (0).
sendinterval The word sendinterval, followed by a symbol, sends the current scheduler interval to the receive object named by the symbol.
sendapppath The word sendapppath, followed by a symbol, sends a symbol with the path of the M ax application to thereceive object named by the symbol.
seteventinterval The word seteventinterval, followed by an integer value, sets the time between invocations of the event-level timer (The default valueis 2 milliseconds). Theeventlevel timer handles low-priority tasks like drawing user-interface updates and playing movies.
setsleep The word setsleep, followed by a number, sets the timebetween calls to get thenext system event, in 60ths of a second. Thedefault value is 2.
setpollthrottle The word setpollthrottle, followed by an integer, sets the maximum number of events the scheduler executes each time it is called (The default value is 20). Setting this value lower may decrease accuracy of timing at the expense of efficiency.
setqueuethrottle The word setqueuethrottle, followed by an integer value, sets the maximum number of events handled at low-priority each timethelow-priority queuehandler is called (The default value is 2). Changing this value may affect the responsiveness of the user interface.
setslop The word setslop, followed by a floating-point value, sets the scheduler slop value - the amount of time a scheduled event can be earlier than the current time before the time of the event is adjusted to match the current time. The default value is 25 milliseconds.
showglobal Shows thefloating inspector window.
showmenubar Shows the menu bar after it has been hidden with hidemenubar.
size Printsthenumber of symbols in the symbol table in the M ax window.
system The word system, followed by the name of an O perating System (windows or macintosh) and a message, will executethe message if M ax is running on thenamed OS.

## Examples



Control thebehavior of M ax from within a patch

## See Also

pcontrol<br>thispatcher<br>Open and close subwindows within a patcher Send messages to a patcher

## Debugging <br> Tips for debugging patches

## Catching Your Own Bugs

You might occasionally make mistakes when writing a program in Max , and you will then have to figure out why your patch is not working as you intended. In some instances a bug might come from an error in the conceptual design of your program; that is, you might simply bemistaken about what you want the computer to do. O ther bugs might beerrors of syntax specific to M ax such as a misunderstanding of how an object works, a mistake in predicting what messages an object will receive and send, or a mistaken analysis of the order in which messages are being sent. M ax does its best to prevent you from making such syntactical errors and provides various means of analyzing and debugging your programs. In this chapter weoffer some advice (and a few tools) for preventing or eradicating bugs in your M ax patches.

## Planning Your Program

O ne of the best aspects of M ax is thefact that you can improvise a program, patching objects together and trying things out, without a clear idea of what you want the results to be. Whilethis is a perfectly valid method of working and can result in some interesting new ideas, it also often leads to theinfamousM ax spaghetti patch.


Patch cord spaghetti is often indicative of a lack of planning
This patch works just about as well as a neatly organized patch, but it's certainly more difficult to analyze what's going on or find bugs in such a patch. If you want to ensurethat your patch works correctly, it's best to plan it out conceptually before you begin to implement it in Max.

Even with careful planning, you may think you know exactly what you want your program to do, begin to write a patch in M ax, and then discover that the problem was morecomplex than you at first thought. For example, you might discover that your plan is appropriate for somecases but not for others. Thefollowing exampleisa (problematic) patch for modifying the velocity of incoming

MIDI notes, and sending them back out on a different port. Superficially, it may seem like a reasonable patch, but it will malfunction in many instances. A nalyze its problems and see if you can think of good solutions.


This patch contains bugs
W hen the change is 0 , of course, there is no problem. H owever, there are three ways this patch can malfunction. The first problem is not serious, because the noteout object automatically limits velocity values in its middle inlet to keep them in the valid range from 0 to 127. The second problem is easily solved by limiting the values coming out of the + object to be always greater than 0 , with a maximum 1 object, for example. In fact, you can limit both the minimum and maximum values by passing through a number box, and setting its minimum and maximum values (by selecting it and choosing the Get Info... command from the O bject menu). This has the added advantage of showing you what velocities you're actually sending out.


This fixes bug No. 2


This fixes bugs Nos. 1 and 2

Thethird problem arises because we neglected to consider a velocity of 0 as a special case, which needs to be treated completely differently from all other velocity values. We actually want to leave velocity values of 0 unchanged. Thefollowing example shows a couple of possible ways to do that, by sending only thenon-zero velocities to the + object.


Two possible correct versions of the program

The bugs we saw here did not have anything to do with misunderstanding how M ax works; they had to do with mistakenly formulating the task at hand. M ax can't really protect you from making that sort of error. It just dutifully performs what you ask it to do. The best way to protect against such bugs is just to plan your program carefully, try to account for as many eventualities as possible, then constantly test the correctness of your plan as you implement it in Max .

## Test As You Go

It is infinitely easier to debug a small patch than it is to debug a big, complicated one. It is also much easier to debug a large, complicated patch when you know for sure that certain parts of it work correctly.

At every single stage in the development of a patch, test everything as you go along. Try sending extreme and unusual messages to your patch, as well as normal, expected ones, to make surethat your patch doesn't malfunction in situations you haven't considered. Once you are sure that a portion of your program works properly, you may want to encapsulatethat portion by saving it in a separate file, and using it as a subpatch in a larger patch.

## Viewing Messages

There are several good ways to see exactly what messages are passing through the patch cords of your program, 50 that you can be sureit's doing what you want. The best way to view messages is to include extra objects in your patch temporarily, which "intercept" the messages as they are sent.

For viewing numbers, the number box can be used as a kind of "wiretap" in any patch cord. Numbers will pass through thenumber box unchanged, but they will also bedisplayed as they go through.


The number box has several drawbacks as a debugging tool. It can only show a single int or float value, not a list of different values. Numbers may pass through it too fast for your eyeto follow them. If the samenumber passes through several times in a row, you won't see any changein the display. And finally, there is no way to see previous numbers once a new number is displayed.

The capture object solves all of these problems by handling both numbers and lists of numbers, and by storing an arbitrary number of values at a time. Hook up a capture object off to the side at the point where you want to look at somenumbers, then double-click on its object box to open a
text editing window which displays the numbers that have recently been received. The default number of values capture holds is 512 , but this size can be adjusted with a typed-in argument.


A nother potential advantage of capture is that you can copy numbersfrom its editing window and pastethem into another fileor into atable. Even though capture continues to receive numbers, they do not automatically appear in theediting window, so you haveto re-open its editing window each time you want to view any newly received numbers.

To see any kind of message- symbols, numbers, lists, whatever - you can use the Text object. It works similarly to capture, although its memory capacity is somewhat morelimited. To see any message directly in the $M$ ax window, useprint. The print object does not try to understand the messages it receives, it just posts them verbatim in the $M$ ax window. The $M$ ax window scrolls as each new message is printed, and you can scroll up to see previous messages. The disadvantage of print is that the timeneeded to print themessages and scroll the Max window is often greater than the time between messages, so print may get behind, affecting thetiming of your patch.

If all you need to do is verify that some message, any message, has been sent, use abutton, which will flash each time it receives any kind of message.

## Message Order

Sending messages in incorrect order is a frequent cause of bugs. It's important to remember the basic rules of message order, which will help you write your patches correctly.


Leftmost inlet is the "triggering" inlet

Ignoring this right-to-left ordering can lead to bugsliketheonein thefollowing example. Herethe intent is to reduce the velocity of all notes from M iddleC on up. In the patch on theleft, however,
because the velocity value is sent out of notein before the pitch value, and the/ object is triggered by the message received in its left inlet, the pitch value gets to theif object too late.

Rather than halve the velocity of notes with pitch 60 or greater...

...this uses the pitch of the previous note to determine whether to halve the velocity

This halves the velocity only if the pitch is 60 or greater...

...by storing the velocity (in the right inlet) watil the pitch value arives in the left inlet

In the patch on the right, the velocity value isstored in theright inlet of theif object until thepitch value arrives, so the patch works properly.


The positioning of objects on the screen affects the way thepatch functions
In the patch on theleft, the $\gg 4$ object and the \& 15 object are perfectly aligned vertically, and thereforethe >>4 object receives its input first. A sa result, the pack object gets triggered beforethe number arrives in its right inlet. In the exampleon theright, the patch has been debugged simply by moving the $\& 15$ object a few pixels to the right.

If you'renot aware of theright-to-left ( and bottom-to-top) order in which M ax messages are sent, you may be troubled by thefact that moving an object onepixel can potentially changetheway a patch works. H owever, if you remember theseordering principles, you can tell at a glancethe exact order in which messages will be sent.

## Tracing Messages

W hen you're working with a complex patch, it may bedifficult to analyze the order of messages at a glance (going into and out of subpatches, memorizing what has happened so far, etc.). Fortunately, M ax has a message tracing feature which displays the order of messages to you by blinking the patch cord through which a message is about to be sent.

By choosing Enable command from theTracemenu, you enableM ax's messagetracing feature. ( Note: You cannot enable messagetracing if O verdrive is enabled in the Options menu, and you cannot enable 0 verdrive if message tracing is on.) You then set the patch into action (cause a messageto be sent) by sending it a M IDI event, entering a keystrokeon the computer's keyboard, or clicking on a user interface object with the mouse. M ax will blink the patch cord through which themessage is about to besent, and will report information in theM ax window about the sending and receiving objects and the message that is being sent.

From that point on, each time you choose Step from theTracemenu, M ax moves on to the next message to be sent, flashes the patch cord through which it will travel, and reports about it in the M ax window. In this way you can step through the workings of your patch at your own pace.


In Trace mode, the patch cord flashes and the message is printed in the M ax window
Alternatively, you can chooseAuto Step from the Tracemenu, and $M$ ax will step through the different messages at a constant moderately fast rate, reporting as it goes. If you choose C ontinue from theTracemenu, M ax will go on tracing, but at full speed.

Beforetracing messages, you can select oneor moreparticular patch cords (when thePatcher window is unlocked) and chooseSet Breakpoint from the Tracemenu. That will cause messagetracing to pause each timea message gets sent through one of those patch cords. In that way, you can movethrough the messages at full speed with theC ontinuecommand, and M ax will pause when
it reaches the patch cord you have designated as a breakpoint, allowing you to examinethe state of thepatch at that moment.

## Error Messages

If you make a programming error, M ax will often print an error message telling you about the mistakein theM ax window. M any errors are reported whileyou are editing in the Patcher window (such as trying to put an object into your patch that doesn't exist), but other errors do not become evident until you actually run your program (such as sending a certain message to an inlet that doesn't understand that message). A list of error messages, likely causes of each message, and possible solutions can befound in this Tutorials and TopicsM anual under Errors.

## Comment

There is probably no known case of a programmer complaining because a program containstoo many comments. Explanatory notes in a comment object can help others understand your patch, and can help you remember what you have done, when you go back and look at it later. It is surprising how fast you can forget why you wrote a program the way you did. You may even want to usea Text window to make notes to yourself or to jot down ideas for future reference.

Using colors for patch cords and objects can also bea form of commenting your patch. You could, for example, use a distinctive color to mark all theobjects and connections whereM IDI information flows through a patch, distinguishing it from objects and connections that handlethe user interface. An easy way to set the color of a patch cord or object is to control-click on it to get a contextual menu, then choose a color from theColor submenu.

## See Also

Efficiency
Issues of programming style
Encapsulation
Errors

## How much should a patch do?

Explanation of error messages

## Explanation of error messages

## Error Reports in the Max Window

$M$ ax prints an error report in the $M$ ax window when you makea programming mistake. Below is a list of error messages you may encounter, along with likely causes of each message.
"\$" variable out of range
Occurs when you refer to an argument number out of the range\$1-\$9 in a message sent to a message box.
<filename> :error opening file (and variations)
An error occurred opening a filethat was properly located. M ost likely the file or media has a problem.
<objectname>: <filename> :can't open
O ccurs when a patch isloading or when an object is created that reads its data from a separatefile. The file that was to be read in automatically was not found in M ax's search path or was not a type of filethat theobject is capable of opening. Theerroneous filename has usually been specified as an argument to an object such as coll, seq or table. M ake sure that the file is in M ax's search path.
<objectname>: bad argument
Occurs when creating a new object with typed-in arguments. There is something wrong with what you typed after the name of an object. Usually theobject is expecting a symbol, and you typed in a number, or vice versa. Check the object's argument specification list in the Objects section.
<objectname>: bad arguments for message <message> O ccurs when an object receives a messagethat it understands, but one of the arguments in the message is not what the receiving object expected. Usually the object was expecting a symbol argument and got a number, or vice versa. Check the object's input list in the O bjects section.
<objectname> : doesn't understand <message selector> Occurs when an object receives a message that it doesn't expect. It is possibleto make patch cord connectionsthat will result in improper messages being sent to an inlet. For example, M ax will let you connect the outlet of a message box to almost any inlet, because there's no way of knowing what message will comeout of the outlet. In such a case, theerror does not become evident until you test the program and the message is actually sent.
<objectname>:message too long <message>
A message was sent that contained morethan 256 elements.
<objectname> :missing arguments for message <message> O ccurs when an object receives a message that it understands, but oneor more of the expected arguments in the message is missing. Check theobject's input description in the $O$ bjects section.

## <objectname>:No such object

0 ccurs when creating a new object or loading a document. W hen you areediting a patcher, and you typethename of a nonexistent object into an object box (or thenameof an object or subpatch that is not in $M$ ax's search path), $M$ ax produces this error message.

When you open a document that contains an object that M ax cannot find (either because it is not located in M ax's search path or becauseit just doesn't exist), M ax displays theobject as if it existed, except that theobject name is surrounded by a dotted outlinein the object box, and an error message is printed in the M ax window. This preserves the connections to the object box in case you can retypetheobject to createit properly.

## mouseup

A similar box is created when a user interface object referenced inside a file cannot be located.
<objectname>: fragment file not found
This error occurs when a collective references an external object that has been improperly stored in the collective. It should not happen with the current version of Max .
<objectname>:<filename>: file not found
This error occurs when a filename is either passed to an object as the argument to a read message or stored within an object saved within a patcher. Thefile cannot belocated, either within M ax's search path or with its full pathname.
<symbol>: bad arg types
Occurs when a patch is running and a symbol is received in theinlet of a bitwiseoperator such as \&, |, <<, or >>. M ake surethat only number messages are sent to bitwise operators.
<symbol>: no such object
Occurs when a message is sent to a send object, or to a message box that contains a semicolon followed by the name of a receiver, and there is no receive object with the name specified in the send object or message box.
<number>: not a symbol
Occurs when theelement that follows a semicolon in a message box (specifying a receiver for the message) is not a symbol.
<filename>: bad magic number
<filename> :corrupt binary format file
Thefileyou tried to open is corrupted or is not a properly formatted M ax document. Restorethe filefrom abackup copy if available.
<filename> : error creating file
Therewas an error writing a file; the disk may bewrite-protected or full
<filename> : out of memory writing file
There is insufficient memory to writethefile you'retrying to save. If possible, close other files and windows that don't relate to the file you're saving.

[^0]ad_ directsound: can't create directsound object.
$\mathrm{ad}^{-}$directsound: can't create directsoundcapture object.
$\mathrm{ad}^{-}$directsound: Failed to set cooperative level to priority.
ad_ directsound: Failed to create primary buffer.
$\mathrm{ad}^{-}$directsound: Failed to set format of primary buffer.
ad- directsound: failed to create output DirectSoundBuffer.
$\mathrm{ad}^{-} \mathrm{ds}$ : No directsound input or output devices found.
$\mathrm{ad}^{-}$directsound: unable to Play output buffer.
ad- directsound: unable to Start input buffer.
$\mathrm{ad}^{-}$directsound: stopping due to error.
(W- indows only) Pleasecheck that you havethe latest driver updatefor your audio device. Please exit all other audio applications, reboot if necessary, and try again. Also, pleasecheck your settings in theDSP Status window to insure appropriatechoices are selected for Input D evice, Output Device, Sampling Rate, IO Vector Size, and Signal Vector Size. If the problem persists, contact Cycling '74 support.

## ASIOCreateBuffers error

(Windows only) A problem was encountered initializing theASIO device. Pleasecheck that you havethe latest driver updatefrom your audio device manufacturer. Please also try different settings for the device buffer sizes and latency in the control panel for your audio device provided by your device manufacturer. Check that another audio application is not using the audio device. Also check that the audio device is not the default audio device for Windows System Sounds.

## bad message

Same as <objectname> :doesn't understand <message selector>.
bad receiver
Same as <objectname> : doesn't understand < message selector>.
bag | float | int | pack | table: missing or incorrect arguments to send
Occurs when the patch is running and abag, float, int, pack, or table object receives a send message without an argument, or with an argument that is not a symbol or is not the name of an existing receive object.
can't connect <objectname> to <objectname>
Advisory message produced when you try to connect an outlet to an inlet that doesn't understand the message sent by the outlet. You will also noticethat the inlet was not highlighted when you dragged the mouse over it.
can't fragload <objectname> : missing <libraryname>, err < number>
An external object that dependsupon a particular shared library was not loaded because the shared library is not available. You'll seethiserror if you try to usean object for M SP with thenonM SP version of M ax (themissinglibrary will be called M axAudioLib in this case) or if you try to use some external objects created for an earlier version of $\mathrm{Max} / \mathrm{M} \mathrm{SP}$ (e.g., attempting to load an OS9 external in an OSX version of $\mathrm{Max} / \mathrm{M} \mathrm{SP}$ ). Otherwise, to solvethis problem, you may need to relocatethe shared library or update your system.
check failed:t_newptr in overdrive
This message occurs when an object attempts to allocate too much memory at interrupt level. Unless it represents a bug in theobject, it may mean that you'll haveto modify your patch to usea defer object wherememory is being allocated. O ne example would be attempting to storelarge lists of data in a coll object. Seethe defer object page in theM ax Reference manual for more details.
check failed: < message>
Occurs when there is a bug in the M ax application or in an external object. Please report the contents and context of any such messageto Cycling‘ 74 .
could not load QuickTime function:
(Windowsonly) A necessary QuickTimefunction was not found. M ake sure you have installed QuickTimefor Windows and chosen a completeinstall of all optional components.

Error loading external file <filename>
Occurs when M ax is installing an external object in the startup folder. Theexternal object file is damaged. Try restoring a copy from the original disk.
funbuff: bad file type
funbuff: file not found
Occurs when a patch is loaded or when a funbuff object is created that reads in from a separatefile. There was an error in reading a file into a funbuff, either because the file was not in the proper format (it must start with the word funbuff, followed by a space-separated list of numbers) or because a M ax or text file with that name could not befound. Ensure that the file is in located in M ax's search path, and that it is in the proper format.
grab: can only connect to leftmost inlet
Occurs when you try to connect the right outlet of a grab object to the wrong inlet of another object. Theright outlet of grab should beconnected only to the leftmost inlet of other objects.

[^1]inlet: wrong message or type
O ccurs when a patch is running and an object receives a message that it doesn't expect in some inlet other than the left inlet.
midi_ mme: unable to open midi input device
midi- mme: unable to open output device
(W indows only) Max was unableto open the midi input or output device. Please exit from all other midi applications and try again.

MSP/ASIO: Unexpected error loading driver MSP/ASIO: error loading ASIO driver for
MSP ASIO: Error loading driver
(W indows only) A problem was encountered loading theASIO driver. Pleasecheck that you have thelatest driver update from your audio devicemanufacturer. Check that another audio application is not using the audio device. Also check that the audio device is not the default audio device for W indows System Sounds.

MSP ASIO: : initialization error
MSP/ASIO: : can't deal with bufsize
MSP/ASIO: : data format < format> not supported
MSP/ASIO: : driver start error
(Windows only) A problem was encountered initializing theASIO device. Pleasecheck that you havethe latest driver updatefrom your audio device manufacturer. Please also try different settings for the device buffer sizes and latency in the control panel for your audio deviceprovided by your device manufacturer. Check that another audio application is not using the audio device. Also check that the audio device is not the default audio device for W indows System Sounds.

## no inspector for <objectname>

Theinspector patch for an object that expectsto have an inspector cannot befound when you choose Get Info... from the Object menu with the object selected. Inspector files are normally in a folder called inspectors within the patches folder, and their names are of the form <object-name>-insp.pat. But they can belocated anywherein the search path aslong as the nameis properly constructed.
no resource <filename>
This error occurs when you aretesting a standaloneapplication and the Search for Missing Files option has been turned off. The named object or file has not been included in the collectivefrom which the standalone was created, and sincetheruntime M ax is not going to look for thefile, it declares it missing after it was not found insidethe standalone as a resource.
not enough memory to open <filename>
<filename> : can't load, out of memory
Thefileis too large to beopened. Notethat to open a patcher fileyou need morememory than would be required to actually use thefile.
object box has comma or semicolon:
Indicates that you typed a comma or a semicolon character into an object box. If this error occurs when reading in a patch, it's likethat the file is damaged.
offscreen buffer couldn't be allocated
Insufficient memory available when working with objects in a graphic window
patcher: unknown script keyw ord <keyword>
A keyword argument to the script message to sent to the thispatcher object is not recognized.
patcher connect:inlet < number> out of range
Occurs when editing the name or arguments of an object that has already been created in a patcher, and patch cordsthat used to be connected to theobject can no longer be connected. Changing the contents of theobject box may change an object's number of inlets or outlets, or $M$ ax may be unableto create the object at all if you typein the wrong thing.

QT images not supported in 8 bit color mode
(Windows only) You aretrying to load a QuickTimeimage but your display resolution is set to 8bit color depth. Change your Display Settings to increaseyour Color Depth, preferably to 24 or 32 bits.
read failed
Occurs when a file is read into an object. M ax encountered an error reading a file and could not load in the data. Check to make surethat the file is in the proper format for the object reading it in.
rescopy: failed to add XXXX N, error $N$
Occurs when installing an external object. This message (especially if you see a lot of them) may indicate a problem with the M ax Temp file used to store resources for external objects. If you only see oneor two of these errors, it may bea resource missing in theobject or a conflict between two or moreobjects attempting to use the sameID number. If XXXX is ST R\#, this problem only affects thestrings shown when getting assistanceon an object and should not be considered a major problem.
rescopy:failed to get <resource type> <ID number> Occurs when installing an external object. The external object file is corrupted. Restore a new copy of the external object from your original disk.
script: < keyword> : variable < variablename> empty
O ccurs when a script message to thethispatcher object references a variablethat is no longer assigned to an object.
script: <keyword>: no variable < variablename>
Occurs when a script message to thethispatcher object references a variable that has not yet been defined or given a value.
script: instance < number> of <objectname> not found
Occurs when using thenth script message to the thispatcher object and the specified index is greater than the number of objects of the specified class in the patcher.

## script:name < variablename> already in use

O ccurs when a script message to thethispatcher object attempts to assign an object to a variable name that is already been used. Thiserror will not occur if you choose Name... window from the Object menu to assign a nameto an object.
send: <symbol>: already exists
receive: <symbol>: already exists
Occurs when you type in a name as an argument to a send or send receive which is already being used for a table or other object.
sxformat: illegal type in message
Occurs when the patch is running and somemessage other than an int is received in theinlet of sxformat.
text: < filename> : file is protected
You'vetried to open a M ax binary patcher file protected against editing as text
textbox: bad args
Occurs when opening a M ax document. Thedocument has been damaged.
Unable to load MaxQuickTime.dll. Error code.
(Windows only) A required component of M ax was missing. Try reinstalling to see if it fixes the problem. If not pleasecontactCycling '74 support and providethemessageand that was reported.

## warning: extra arguments for message

Occurs when an object is given moretyped-in argumentsthan it expects, or when too many arguments are present in an incoming message. Usually this is just a warning of something that's not quite right but is basically harmless.
warning: <objectname>: no port < symbol>, using <default port>
O ccurs when a port argument istyped into the object box of a M IDI object, and the port name is not currently valid. The valid port names arelisted in theM IDI Setup dialog box. Thedefault port is the first namein the devicelist in the M IDI Setup dialog.

## Error Dialogs

W hen an error occursthat requires your immediate attention, theerror is reported in a dialog box. Thefollowing errors can appear in dialogs.

Choose Resume from the Edit menu to restart the Max scheduler...
It is possibleto get M ax working so hard it doesn't have timeto respond to your commands (say, if you have a number of metro objects sending out bang messages as fast as they can, or if you have created a loop that overloads M ax, causing a Stack Overflow error). H olding down the Command key on Windows or theControl key on Windows and typing a period will stop M ax's scheduler, giving you timeto turn off some of the overloading processes. W hen M ax's timer is stopped, the above message is shown in a dialog box. ChooseResume from the Edit menu to restart M ax's timer.

No help available for <objectname>.
A help file in the max-help folder can't belocated for thenamed object. Restorethehelp file from your original $M$ ax disks.

Stack Overflow
Occurs when an object's output is being fed back into its inlet in sometype of loop. After stopping theprocess that is causing thestack overflow, choose Resume from the Edit menu to restart M ax's scheduler.

## See Also

Debugging Techniques for debugging patches

## Symbols

54

- 26
!= 54
\$
in a messagebox 96, 291
in an object box 292
\% 26
\&\& 56
* 26
+ 26
/ 26
$=54$
$>54$
$>=54$
198, 292
|| 56


## Numerics

0x, hexadecimal indicator 296

## A

About numbers 14
absolutepath 255
abstraction 105
accompaniment patch 123, 156
accum 83
action, timeline 189, 302
active 185
active window 102
address
of afunbuff 106
Align 11
All Notes Off message 61
all notes off message 232
All W indows Active 102
and 56
animation 199
in aPatcher window 205
anti-aliased text 227
append 97
received in a message object 98, 292
application written in Max 225
argument 16
changeable argument 96, 291, 295
arithmetic operators 25
array 288
funbuff 106
of symbols 290
table 130
ASCII 76
Assistance 104
Auto Step 337
Automatic actions 184
automatic actions 184
autoscroll while playing atimeline 313

## B

b 23
background window 102
backslash 98, 292, 295
bang 12, 284
received in a table 138, 298
bangmeans"Do It!" 12
bangbang 23
beats per minute 127
bendin 59
bendout 59
bent patch cords 70
blinking text 231
boot path 255
both numbersarenot zero 56
bouncing, graphic effect 212
boxcolor 327
bpatcher 209
breakpoint 338
bug
debugging 332, 335
error message 339
button 12
as a debuggingtool 335
button appearance 227

## C

C function 178
C programming language 175
C74 path 255
capture 144
debugging with 334
change 57
changeableargument 96, 291, 295
characters, special 230, 295
checkpreempt 327
chord
playing parallel chords 50
storing 165
transmitting 96, 120
chord-playing patch 165
clean 327
clicktrack patch 186
clocker 125
closebang 184
coll 164, 289
editing the contents of 165
collective 225, 271
color of a sprite 202
color of an object 73
combining comparisons 56
comma
in a mathematical function 295
in a messagebox 96, 296
command
from theM ac keyboard 76
Command key bindings 230
comment 19
clicking on 73
commenting 338
comparison 54
using to makedecisions 55, 63, 67
computational efficiency 281
conditional if/then/elsestatement 176
constant value 282
Continue 337
control change
ctlin 60
ctlout 60
controller numbers 60
conversion of messagetype 281
correctnesschecking 332, 335
counter 125, 284
ctlin 60
ctlout 60
cyclical pattern, creating 85

## D

data structure 164, 288
coll 289
D ata structures 164
debugging 332, 335
decimal number 14
decrementing 84, 284
default scaling 321
default value 17
del 87
delay 87
Delay lines 87
delaying
a bang 87
numbers 87
deltatime 317
Designing the user interface 225
detonate 215, 317
in a timeline 306, 324
devicelist from OM S 231
dial 51
dialog
error 345
documenting patches 108, 280
Doing math in Max 25
dollar sign 96, 291, 295

## E

echo 87
edetonate 306, 324
editing a sequencegraphically 318
editor for events in a timeline 304
efficiency 281
efunc 309
emovie 310
EnableTrace 337
encapsulation 216, 279
error dialog 345
stack overflow 127, 286
error message 338, 339
etable 308
event in atimeline 302
exponent 221
exponential curve 178, 182
expr 175
expr and if 175
external clock
synchronizing M ax to 128
externs 327
extra precision pitch bend data 149

F
fade-in, creating 125
filetype 256
filename extensions 255
filtering M IDI messages 144, 283
filtering out a specific number 59
float 14,81
floating point division 82
flush 47
follow 155
font characteristics 19
formatting M IDI messages 145
fpic 72, 227
frequency distribution, histogram 138
funbuff 106, 288, 309

## G

gate 64, 219
Gates and switches 63
Get Info...
table 131
getruntime 328
getsleep 328
getslop 328
getsystem 328
Ggate 63
global variable 94
grace notepatch 112
graph interval 321
graphic 199
Graphics 199
graphics 199
graphics file 72, 202
Graphics in a Patcher 205
graphicswindow 199
grow bar 19, 74
Gswitch 63

## H

hexadecimal number displaying 35
entering 296
hideobjects in a bpatcher 210
HideOn Lock 71
hideglobal 328
hidemenubar 328

Histo 138
hslider 51

## I

if 176
imitation 91
imovie 205
improvising patch 139
in 292
incrementing 84, 125, 147, 284
inlet
Assistance description 104
inlet object 103
int 14, 81
interface design 225
interpolatebetween points 309
interval 328
interval of timing resolution 328
inverting pitch values 52
invisibleobjects and patch cords 71
iter 120

## K

key 76
key commands 216
keyboard commands 76
entering numbers 78
keyboard onscreen 226
keyboard slider 49
keyup 79
kslider 49

## L

label modefor umenu 230
labeling with text 230
Icd 206
led 185
limiting numbersto a specific range 51, 76
limiting the speed of a stream of numbers 61
line 126
linear map of ranges, inverse 119
linear mapping of ranges 116
list
combining numbers into 121, 166
convert to a series of numbers 120
convert to separate numbers 120
in left inlet 27
loadbang 184
disable defeating 278
suppressing 230
loading a patch 281
locking and unlocking a Patcher window 8
loop 284
looping 84
looping in a timeline 313

## M

main patch 279
makenote 45
M aking decisionswith comparisons 54
$M$ anaging messages 96
$M$ anaging notedata 45
M anaging raw M IDI data 143
mapping a range of numbers 116
marker in a timelinetrack 313
M ax Preferences 277
M ax, messages to 327
M axM SP Runtimeapplication 271
memory usage 283
menu bar
changing 229
hiding and showing 328
menu object 168, 290
Label mode 209
menubar 229
message
append arguments at the end of 97
prepend onebeforeanother 97
reversing order of two numbers 121
tracing 337
viewing 332, 335
messagebox 96
message lookup 281
messageobject 8,96
as a data structure 289
changeableargument 291
punctuation in 295
messagetype 281
messenger 189, 305
metro 16
MIDI
connecting M IDI equipment 5
port, specifying 143
MIDI channel
filtering by 146, 283
specifying 43
MIDI devicelist 226, 231
MIDI Enable/D isable 185
MIDI file 153, 300, 317
MIDI notename
displaying 35
MIDI objects 41
midiformat 145
midiin 143
midiout 143
midiparse 144
modular programming 279
modulo 25
monitor, monochrome 202
M onk, Thelonius effect 112
M oreMIDI ins and outs 59
M ouse control 180
mouse control 49
mouse status and location 181
mousefilter 180
M ouseState 181
mtr 160
multiplier, of a slider or dial 30
multi-track M IDI file 300, 317
M ulti-track sequencing 160
multi-tracking 160
mutea timelinetrack 313

## N

New Object List 10
notein 42
note-off message
filtering out 47
supplying 45
noteout 42
Now 111
number 14
typing on theM ac keyboard 32,78
Number box 14, 32
as a debugging tool 334
Number boxes 32
Number groups 120
numkey 78

0
object box
punctuation in 295
objects
aligning 11
creating 9
nonexistent 340
sizeof, adjusting 19, 74
using a patch as an object 105
octave
parallel octave patch 42
random octavetranspositions 118
offset, of a slider or dial 30
omni mode 43
oneor both numbers arenot zero 56
onscreen control 49
Open 7
Open Track File... 313
or 56
ornamentation patch 113
outlet
Assistancedescription 104
outlet caching 282
outlet object 103
Overdrive 85, 282

## P

pack 121
palette of graphic editing tools 134
panic command 232
PassPct patch 115
PastePicture 72
patch cord
receive messages without 94
segmented or straight 70
send messages without 94
wiretap in 334
patcher object 102
argument to 292
paths 329
pcontrol 184, 294
periodicity 85
pgmin 60
pgmout 60
picture
clicking on 73
in a patch 72
pipe 87
pitch bend
14-bit, xbendin 149
14-bit, xbendout 149
bendin 59
bendout 59
controlled with velocity 59
pitch-velocity grid 180
pointer 147
poly 200
port
changing dynamically 143
specifying in M ax 143
port, setting for M IDI objects 232
pound sign 295
pow() function 221
preempt 329
prepend 97
preset 171, 288
print 8
as a debugging tool 335
priority of a sprite 203
probability 111, 138, 297
Probability tables 138
program change
pgmin 60
pgmout 60
punctuation
in a message object 295
in an object 295

## Q

quantile 297
QuickTimemovie 188, 205, 310
quit 329

## R

r 94
random 89
random notepatch 89
random number
weighted randomness 297
without repetitions 213
range
of a slider 29
receive 94
recorder patch 160
recording in non-real time 222, 322
rect 200
recursion 108, 127
refresh 329
relational operators 54
relativepath 255
repeat actions 284
repeated note patch 83, 173
Resume 345
rhythm
analyzing 139
creating with delay 89,123
Right-to-left order 22
ritard, following a performer 158
route 65
routing
messages to different destinations 55, 63, 76
runtime 329

## S

S 94
SaveTrack As... 313
Saying "H ello!" 7
scheduler 328, 345
scoreof M ax messages 188
score of timed messages 302
score-reading object 155
Screen aesthetics 70
script for menubar 230
scripting
basic overview 233
bring to front 252
command syntax 235
connecting objects 236
creating objects 238
deleting objects 244
disconnecting objects 236
hiding objects 251
moving objects 249
offset messages 250
replacing objects 245
resizing objects 249
responseto mouseclicks 252
send to back 252
sending messages 237
showing objects 251
using the coll object 247
scroll bars, hiding 229
scrolling text 211
search path 314
Segmented Patch Cords 70
select 55
semicolon 295
in a message 99, 296
semicolon for remotemessages 327
send 94
send and receive 94
sendapppath 330
Sending and receiving M IDI notes 41
sendinterval 329
seq 152
seq and follow 152
sequencer of M ax messages 188
sequencing 152
detonate 215
graphic editing 317
multi-track 160
saving a sequence 153
singletrack 152
set
received in a messageobject 97, 292
received in aslider 30
Set Breakpoint 337
setboxcolor 327
settings of objects, storing 171
shapesin a graphics window 200
sharp sign 111
Show On Lock 71
showglobal 330
showmenubar 330
Sierpinski, W aclaw 208
sinewave, drawing 178
size 330
of a loaded patch 281
of objects, grow bar 19
slider 29
multiplier 30
offset 30
setting the range of 29

Sliders and dials 49
special character 295
speed of computation 281
speedlim 61
split 76
sprite 200
priority 203
stack overflow 127, 286, 346
standaloneapplication 225, 271
Step 337
step recording 215, 323
stopwatch patch 184
storing
settings of objects 171
Storing numbers 81
stripnote 47
stuck notes, avoiding 45
subpatch 102, 105
argument to 110, 292
in a collective 271
opening the window of 184
view contents of 209
swap 121
switch 64
sxformat 148
symbol
received in a message object 291
synchronizing 128
synthesizer
switching sounds 60, 170
system 330
system exclusive 147
end byte 148
status byte 148
system exclusive programming 148
T
t 23
table 130, 288
Don't Save 132
entering values as text 133, 146
linked to an etableeditor 196, 308
quantilemessage 297
Save with Patcher 131
saving in a file 132
stepping through values 147
storing numbers in 134
viewing 130
Tablewindow
creating 133
editing 134
tempo 127
Test 1- Printing 21
Test 3- Comparisons and decisions 67
Test 4- Imitating a performance 91
Test 5—Probability object 115
testing a patch 332, 335
text, blinking 231
Thepatcher object 102
Thetableobject 130
thispatcher 228
thisT imeline 190
thistimeline 316
thresh 166
tiAction folder 303
tiCmd 189, 302
time elapsed between events 79, 219
timed progression of numbers 125
timed repetition 17, 285
timeline 188, 302
editing events 196
TimelineAction Folder 303
timelineeditor window 303
Timeline of M ax messages 188
timer 79
tiO ut 190, 315
titlebar, hiding 229
TogEdge 141
toggle 18
toggle and comment 18
togglemodefor ubutton 227
top-level patch 271
top-level Patcher 278
Trace
Enable/Disable 337
Tracemenu 337
track in atimeline 189, 302
transposed note, turning off $77,105,154$
transposing 42, 105
trigger 23
triggering 25
truncation 14

## Index

type of message 281

## U

ubutton 73, 227
umenu 230
unpack 120
urn 213
user interface 225
U sing metro 16
U sing the M acintosh keyboard 76
U sing theslider 29
$U$ singtimers 125
uslider 51
Uzi 286

V
v 94
value 94
variable 81
variable, global 94
varispeed playback of sequences 215,300 ,
317

W
weighted randomness 111
window size and placement 228

## Y

Your argument 110
Your object 105


[^0]:    ad: Floating point exceptions were caught < number of exceptions>
    (W indows only) This message is sent to the max window when audio is stopped if floating point exceptions werecaught while processing audio. Thetells you how many exceptions were caught to give you an indication of the severity of the problem. This can betriggered by underflow of floating point operations causing denormal numbers to be generated. You may want to try modifying your patcher to cause the exceptions to stop as it may impact the performance.
    admme: unable to open wave input device.
    admme: unable to open wave output device.
    admme: unable to start output.
    admme: unable to start input.
    ad mme: stopping due to error.
    ad ${ }^{-}$mme: No MME input or output devices found.
    (Windows only) Pleasecheck that you havethe latest driver updatefor your audio device. Please exit all other audio applications, reboot if necessary, and try again. Also, pleasecheck your settings in theDSP Status window to insure appropriate choices are selected for Input D evice, O utput Device, Sampling Rate, IO Vector Size, and Signal Vector Size. If the problem persists, contact Cycling '74 support.

[^1]:    graphic: < name> already exists
    O ccurs when you create a graphic object with a name that has already been taken by another object, such as a table or send/receive pair.

